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Abstract

Programmable Logic Controllers (PLCs) are typically applied in industrial en-
vironments with real-time requirements. In many cases, PLC development is
based on standards defined by the International Electrotechnical Commission
(IEC), in particular IEC 61131-3. This standard describes various languages
for developing Program Organization Units (POUs), including the textual lan-
guage Structured Text (ST) and graphical Function Block Diagrams (FBDs),
two languages that have become widely accepted and often used in real-world
applications. POUs are typically used over a long period of time and extended
incrementally. As a result, their structural complexity and the associated chal-
lenges such as maintainability and readability tend to increase. In addition,
safety-critical applications require formal verification, which can be achieved
by translating IEC 61131-3 POUs into formal models. This often results in
domain-specific models for verification purposes only. Furthermore, the transi-
tion to other development approaches, such as model-based design or changes
to hardware that is not IEC 61131-3 compliant, often requires that existing
IEC 61131-3 POUs be partially or completely designed from scratch.
In contrast, synchronous languages have proven to be efficient for the mod-

eling and formal verification of reactive real-time systems in both research
and industrial applications. Therefore, this thesis introduces several detailed
transformations to translate existing ST- and FBD-based POUs into seman-
tically equivalent synchronous models. These transformations allow POUs to
be reused in a model-based design approach that supports formal verifica-
tion. Furthermore, a formal methods-based optimization approach is intro-
duced, which significantly reduces (on average) the structural complexity of
real-world data-flow models such as FBDs. It is also shown how hierarchical
statecharts can be derived from ST- and FBD-based models to provide an al-
ternative graphical representation of the control flow. The correctness of these
approaches is analyzed both theoretically, based on the syntax and formal se-
mantics of the languages, and practically, based on appropriate IEC 61131-3
POUs, by integrating the transformation and optimization approaches into
PLCreX , an application developed as part of this research.
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Chapter 1
Introduction

International standards, such as those set by the International Electrotechnical
Commission (IEC), in particular IEC 61131-3 [GDV14], describe the develop-
ment of software applications for industrial control systems with real-time
requirements, such as Programmable Logic Controllers (PLCs). IEC 61131-3
describes a set of languages for the development of PLC software applica-
tions, which are organized in so-called Program Organization Units (POUs).
In addition to common bitwise and arithmetic operators, in many cases POUs
contain predefined functions and function blocks from external libraries whose
internal behavior is unknown. In real-world applications, graphical Function
Block Diagrams (FBDs) and textual Structured Text (ST) models are widely
accepted and used languages for developing POUs. FBDs are characterized
by a graphical data flow notation, typically executed from left to right. They
often allow manual positioning and graphical linking of components such as
blocks and variables on a POU worksheet using visual edges. In contrast,
ST models allow the development of POUs in a textual, imperative language
derived from Pascal [Wir71]. Over the past two decades, in addition to these
traditional approaches, further methods have been explored with the goal of
streamlining the development of POUs through the use of modeling techniques
such as the Unified Modeling Language1 (UML) [WV04]. This extended mod-
eling approach is reflected in modern PLC development environments, such as
provided by CODESYS [WV09]. Another trend in modern engineering tools
is code generation for POUs as part of a model-based design approach, such
as provided by Simulink [BAV08].

The use of UML and integration with model-based design approaches pro-
vide advanced methods for simplifying the development process for new POUs.
However, rather than developing POUs from scratch, it is more common in
real-world applications to extend existing POUs with additional functionality
or logic during their lifecycle. These incremental extensions typically tend to
increase the structural complexity of the POUs. While text-based ST models
result in more lines of source code, graphical FBDs result in a greater number

1https://www.uml.org/
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of graphical components. The readability of FBDs can be affected by this
increased complexity, as the number of components and connecting edges can
be perceived as chaotic, making it more difficult to understand. Another chal-
lenge is that formal verification techniques for POUs are essential, especially
in safety-critical applications. This requires the translation of existing POUs
into formal models, which is the bulk of research in the area of IEC 61131-3
applications. Since the goal is verification rather than functional reuse, in
most approaches the translations of existing POUs into formal models result
in domain-specific models. Overall, changes to industrial POUs can be very
time consuming and costly. These changes also require that the IEC 61131-3
engineering approach be maintained. In real-world applications, this means
that a change in hardware that is not IEC 61131-3 compliant, or a change
in engineering approach, often results in scenarios where existing engineering
efforts cannot be reused (or only partially reused) and software applications
have to be developed from scratch.

In contrast, synchronous languages [BB91; Ben+03] have proven effective
for the design and formal verification of reactive real-time systems in research
and in isolated commercial model-based development environments, such as
SCADE [Le +11]. Two publicly available frameworks, which have estab-
lished a reputation in academia for model-based design and formal verifica-
tion are Averest2 [SS06] and the KIELER3 [Kas+24] project. Averest uses as
an input model the imperative synchronous language Quartz [SB16], which
is derived from Esterel [BG92]. KIELER uses several input models, includ-
ing the Sequentially Constructive Language (SCL) and the Sequentially Con-
structive Statecharts (SCCharts) [Han+14], where sequentially constructive
concurrency is a conservative extension of the classical Synchronous Model of
Computation (SMoC) [Han+13].

1.1. Contributions

Based on the challenges in real-world applications and the established reputa-
tion of synchronous languages, the following hypotheses H1, H2, and H3 are
formulated:

H1: ST-based and FBD-based POUs can be translated into synchronous
models without losing the original runtime behavior or level of abstrac-
tion (in terms of variables and structure). This translation enables reuse
in model-based design, supports formal verification, and allows intuitive
post-translation modification.

H2: The structural complexity of data-flow models in real-world applications
is often greater than the logic requires (in terms of variable accesses,
operators, and edges). This complexity can be reduced while preserving
the original functionality.

2http://www.averest.org/
3https://rtsys.informatik.uni-kiel.de/confluence/display/KIELER/Overview
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H3: ST-based and FBD-based Quartz models can be synthesized into graph-
ical, control-flow oriented SCCharts. Specifically, applying a pattern-
based transformation process to FBD-based Quartz models yields hier-
archical, control-flow oriented SCCharts (if matching patterns are avail-
able), providing an alternative control-flow view for system analysis.

To answer these hypotheses, this thesis contributes to the field of reuse of ex-
isting IEC 61131-3 POUs in model-based design using synchronous languages
and their optimization within the synchronous paradigm. The contributions
can be divided into the following three categories derived from the hypotheses:

1. H1: Model-Based Design of Program Organization Units

The first contribution of this thesis focuses on a possible reuse of tex-
tual ST models Ωφ

st in model-based design using synchronous models by
introducing a detailed model transformation from ωφ

st ∈ Ω
φ
st to a cor-

responding Quartz model ωqrz ∈ Ωqrz and SCL model ωscl ∈ Ωscl, as
shown in Figure 1.1. The correctness of the transformations is proved
by theoretical reasoning, and the theoretical results are evaluated with
real-world and self-defined ST models.

IEC 61131-3Averest KIELER

Figure 1.1.: Contribution: ST-to-Quartz/SCL transformation

The second contribution focuses on a possible reuse of graphical FBDs
Ωφ
fbd in model-based design using synchronous models by introducing a

detailed model transformation from ωφ
fbd ∈ Ω

φ
fbd to a corresponding data-

flow oriented Quartz model ωqrz ∈ Ωqrz and data-flow oriented SCChart
ωscd ∈ Ωscd, as shown in Figure 1.2. The correctness of the transforma-
tions is proved by theoretical reasoning, and the theoretical results are
evaluated with real-world and self-defined FBDs.

Averest KIELERIEC 61131-3

Figure 1.2.: Contribution: FBD-to-Quartz/SCChart transformation

2. H2: Formal Methods-Based Optimization of Data-Flow Models

The third contribution focuses on a formal methods-based optimization
of data-flow models by introducing a configurable optimization process
of ωd ∈ Ωd, as shown in Figure 1.3. The correctness of the optimization
process is proved by theoretical reasoning and ensured by integrated
equivalence checking. The optimization potential in real-world applica-
tions is evaluated by experimental results.

3
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KIELERAverest PLCreX

IEC 61131-3

Figure 1.3.: Contribution: Data-Flow Optimization

3. H3: Control-Flow Oriented SCCharts of Quartz Models

The fourth contribution focuses on the synthesis of Quartz models Ωqrz

into control-flow oriented SCCharts Ωscc by introducing a pattern-based
Quartz code refactoring intended for data-flow oriented Quartz models,
and a subsequent model transformation from ωqrz ∈ Ωqrz to ωscc ∈ Ωscc,
as shown in Figure 1.4. The correctness of the transformation is proved
by theoretical reasoning, and the theoretical results are evaluated with
real-world and self-defined Quartz models.

KIELERAverest

Figure 1.4.: Contribution: Quartz-to-SCChart Transformation

These approaches have motivated the development of PLCreX 4, a project for
simplification, transformation, analysis and validation of PLCs, which repre-
sents a further contribution of this thesis.

1.2. Related Work

There are various approaches to integrate model-based design concepts into
the IEC 61131 development process. For example, Thramboulidis and Frey
[TF11] explored the use of IEC 61499, UML5, and SysML6 to increase the
effectiveness of the IEC 61131 development processes. This extended mod-
eling approach is reflected in modern PLC development environments, such
as provided by CODESYS [WV09]. Furthermore, automatic translation of
UML models into IEC 61131-3 models has been proposed in [WV04] and the
translation of Matlab/Simulink/Stateflow models into IEC 61131-3 models in
[BAV08].
In the context of model-based testing, an application of model-based design

[ZSM11], Rösch et al. [Rös+15] stated that most of the transformations of ST-
based and FBD-based POUs to formal models are performed for verification

4https://github.com/marwern/PLCreX
5https://www.uml.org/
6https://sysml.org/
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purposes. This focus of research continues to this day. Various methods have
been developed to enable the application of formal verification techniques such
as model checking [CGP01] and theorem proving [Har08]. For example, the
translation of FBDs into the Prototype Verification System [ORS92] has been
addressed in [New+16] and [New+18]. Transformation rules for converting
IEC 61131-3 FBDs to UPPAAL models [BDL04] were introduced in [STF12].
The application of UPPAL for the verification of Continuous Function Charts
(CFCs), which can be interpreted as extended FBDs [Bia16], was introduced
in [WFV09]. A mutation-based test generation using UPPAAL was explored
in [Eno+16]. Furthermore, Pavlovic et al. [PE10] outlined a process for ver-
ifying FBDs using the NuSMV model checker [Cim+00]. The translation of
POUs to an intermediate model compatible with the nuXmv model checker
[Cav+14] was introduced in [Fer+15]. A regression verification technique by
translating POUs into the SMV language was proposed in [Bec+15]. Barbosa
and Déharbe [BD12] have focused on the B Method [CM03] and presented an
approach to automatically translate IEC 61131-3 POUs into B machines. Ad-
ditionally, a theorem-prover supported verification was suggested in [VK02].
The formalization of POUs has also been addressed using proof assistants.
For example, Blech and Biha [BB13] have formalized the semantics of the
IEC 61131-3 languages in the formal proof management system Coq [Ber16].
Yanhong et al. [Hua+19] have defined the operational semantics of ST models
within the K framework7. Apart from this, Darvas et al. [DMB16] stated that
the ST language can efficiently and conveniently represent all PLC languages
for formal verification purposes. In summary, these approaches highlight the
importance of translating IEC 61131-3 POUs into formal models to apply
advanced verification techniques.

There are further approaches that have been developed to enhance the test-
ing and verification of IEC 61131-3 POUs. For example, Jee et al. [Jee+09]
have introduced a data-flow-based structural testing technique for FBDs.
Xiong et al. [Xio+20] have presented a specification-mining-based verification
method tailored for IEC 61131-3 POUs. Apart from this, several frameworks
and tools have been developed to enhance the automation, verification, and
analysis processes. For example, PLCAutoTester [Shi+24] represents an unit
test case generation framework for ST models utilizing dynamic symbolic
execution. Furthermore, PyLC [Ebr+23; Sal+23] represents a Python8-based
framework that transforms ST-based and FBD-based POUs into Python. It
simplifies test creation through integration with the Pynguin [LF22] test gen-
erator. PLCverif [DBF15] represents a user-friendly tool for model checking
of ST models, and Arcade.PLC [BBK12] offering a comprehensive verification
platform that supports static analysis and various model checking techniques
across multiple industrial programming languages. Research initiatives
like PLCreX [WS24b] further contribute to the ecosystem by enabling the
simplification, transformation, analysis, and validation of IEC 61131-3 POUs,
promoting reuse in model-based design and formal verification. A further

7https://kframework.org/
8https://www.python.org/
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tool for static code analysis was introduced in [Pra+17]. Furthermore, the
integration of modern concepts that utilize Large Language Models (LLMs)
for automated test case generation was investigated in [Koz+24] and has been
integrated, among others, into the Agents4PLC [Liu+24] framework. It com-
bines LLM-based agents with retrieval-augmented generation and advanced
prompt engineering to automate PLC code generation and verification.

In contrast to the verification within IEC 61131-3, the functional reuse
of IEC 61131-3 projects within IEC 61499 projects has been explored by
various transformation approaches [Sun+08; Wen+09b; Wen+09a; DV12].
Among others, specific methods for encapsulating IEC 61131-3 ST models into
IEC 61499 function blocks have been developed in [WZ12]. Semantic correct-
ness is addressed by implementing auxiliary transformations that resolve dif-
ferences between the two standards in [Wen+09a]. Furthermore, synchronous
semantics for IEC 61499 function blocks have been proposed by Yoong et
al. [Yoo+07] that allows the application of verification techniques developed
for synchronous models. Overall, these efforts demonstrate a number of ap-
proaches for reusing and transforming IEC 61131-3 models into IEC 61499
models. However, Thramboulidis and Frey [TF11] stated that ”IEC 61499
does not provide any valuable benefit in enhancing the IEC 61131 development
process.”. Furthermore, according to Thramboulidis [Thr13], ”[...] 61499 can-
not be considered as the effective successor of 61131 not even provide, at least
with the current version, a reliable alternative for the development of indus-
trial automation systems. ”. Cruz Salazar and Rojas Alvarado [CR14] rec-
ommended in 2014 that IEC 61499 should be applied in practice to existing
processes to get accepted by the industry. In 2020, a literature review by Lyu
and Brennan in the context towards IEC 61499-based distributed intelligent
automation [LB21] concluded: ”[...] the first and foremost challenge for IEC
61499 industrial adoption is the widely adopted IEC 61131-3 systems, wide
ranges of IEC 61131-3 software/hardware products, and proven IEC 61131-3
practices and guidelines. Research on system transformation or coexistence in
the future is suggested to focus not only on the system redesign methodologies
but also on the approaches to reuse or integrate existing proven practices and
guidelines.”. According to the research published so far with reference to in-
dustrial applications, projects based on IEC 61131-3 still dominate industrial
automation systems and will probably continue to motivate further research,
especially in the context of reusability.

In addition to that, formal verification of real-time and reactive systems has
significantly benefited from the adoption of synchronous programming lan-
guages [BB91]. Over the past decades, synchronous languages have evolved
into a preferred technology for modeling, specifying, validating, and imple-
menting real-time embedded applications [Ben+03]. Notable languages in
this domain include the imperative synchronous language Esterel [BG92] and
Quartz [SB16] that is derived from Esterel. SIGNAL, another synchronous
language, emphasizes real-time system programming through a mathemati-
cal model of multiple-clocked data and event flows using an equational ap-
proach [Le +91]. Lustre [Hal+91] represents a data-flow oriented synchronous

6



1.3. Outline

language. In contrast, graphical representations such as Statecharts extend
traditional state machines with hierarchical, concurrent, and communicative
elements, offering a description language that supports modularity and com-
prehensibility for complex systems [Har87]. SyncCharts [And95] based on the
synchronous paradigm and are syntactically close to Statecharts have further
enhanced the usability and expressiveness of synchronous paradigms. Further-
more, SCCharts [Han+14] were designed for reactive systems and are based
on a Sequentially Constructive Model of Computation (SCMoC) [Han+13]. In
summary, synchronous languages are proven models for the formal verification
and of real-time and reactive systems. Most of these languages are integrated
into model-based design frameworks or engineering tools, such as Quartz in
Averest , Esterel and Lustre in SCADE , and SCCharts in KIELER.

As a consequence, few works have investigated the translation of IEC 61131-
3 POUs into synchronous languages. For example, Jimenez-Fraustro and Rut-
ten [JR01] have introduced a synchronous model for ST models and FBDs
based on SIGNAL. Werner and Schneider [WS20] have outlined the suitabil-
ity of synchronous languages like Quartz for modeling existing POUs com-
pared to traditional FBDs. A translation process of CFCs to Quartz modules
for reuse purposes was introduced in [WS21]. Additionally, a translation from
FBDs to SCCharts was introduced in [WS22], which enhances functional reuse
and provides an alternative model view through code refactoring within the
synchronous paradigm. Furthermore, the translation of ST models into syn-
chronous Quartz models and models that follow the SCMoC was introduced
in [WS24a].

Optimization of data-flow models, especially in terms of minimizing hard-
ware implementation, is a broad and well researched area [Gom+09]. Further-
more, code optimization is a crucial part of software development, and various
techniques have been introduced to improve the performance, resources, and
readability of source code, such as simplifying Boolean logic using Karnaugh
maps [Kar53]. One of the challenges in optimizing code for industrial data-
flow models such as IEC 61131-3 FBDs is the lack of information of blocks
provided by external libraries. For this reason, Werner and Schneider [WS23]
have introduced an optimization process considering potentially optimizable
submodels and non-modifiable components of a data-flow graph.

1.3. Outline

The thesis starts with an introduction to IEC 61131-3 POUs and model-based
design using the Averest and KIELER frameworks in Chapter 2.

The formal syntax and semantics of the relevant software models are defined
in Chapter 3. For this purpose, the definitions from existing descriptions and
specifications of the different software models are summarized and extended by
further aspects. The goal is to provide a formal specification of the individual
language constructs, which will be referenced in the following chapters.

Hypothesis H1 will be a direct result of Chapter 4, 5, 6, and 7. Specifically,
Chapter 4 defines a detailed model transformation from ωφ

st to ωqrz and Chap-

7
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ter 5 defines a detailed model transformation from ωφ
st to ωscl. Both model

transformations are evaluated with appropriate ST model examples. Simi-
larly, Chapter 6 defines a detailed model transformation from ωφ

fbd to ωqrz and

Chapter 7 defines a detailed model transformation from ωφ
fbd to ωscd. These

model transformations are also evaluated with appropriate examples.
The outcome of Chapter 8 will confirm hypothesis H2. This chapter intro-

duces a configurable formal methods-based optimization approach of data-flow
models using NuSMV , SMT Z3Py , and PLCreX , and analyzes the average
optimization potential of real-world applications.
Finally, Chapter 9 will cover hypothesis H3. With the goal of synthesizing

Quartz models ωqrz into control-flow oriented SCCharts ωscc, Chapter 9 intro-
duces a pattern-based Quartz code refactoring intended for data-flow oriented
Quartz models, followed by a detailed model transformation from ωqrz to ωscc.
In addition to the summaries in the different chapters, a short summary of

the main results is given in Chapter 10.
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This chapter introduces the main software models and frameworks used in
the following chapters. The first section provides an overview of IEC 61131-3
POUs, including both textual ST models and graphical FBDs. The second sec-
tion presents a model-based design approach using the Averest framework and
the Quartz language. Then, a text-first design approach using the KIELER
framework together with SCL, data-flow oriented and control-flow oriented
SCCharts is presented. Finally, the chapter introduces the PLCreX project,
which is used to evaluate the theoretical concepts in the following chapters.

2.1. IEC 61131-3 Program Organization Units

This thesis focuses on time-triggered applications, which are widely used in
IEC 61131-based PLCs [Thr13] and described as reactive systems with cyclic
data processing behavior [Bec+15]. In this model of computation, in each
cycle a process image of the input variables is first created. Then, during the
POU scan, the new values for the output variables (as determined by the POU
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logic) are written to a dedicated buffer. Finally, the output values stored in this
buffer are transferred by the system to the output variables [Lew98; VK02].
This work focuses on the modeling of POUs, thus neglecting the process images
of the physical IEC 61131-3 system, but taking into account how instances
process interfaces. POUs are organized in POUs and implemented in one
of the two textual or one of the three graphical languages described in the
IEC 61131-3 standard [GDV14], where this thesis focuses on textual ST models
and graphical FBDs.

2.1.1. Textual Structured Text Models

The imperative sequential language ST is derived from Pascal and comes with
constructs typical for the implementation of sequential algorithms [GDV14].
Unlike in Pascal , recursion is not allowed1 in traditional ST-based POU vari-
ants Program, Function, and Function Block [Lew98; JT10]. A simple ST
example is shown in Listing 2.1 using a rising edge detector [GDV14]. Basi-

1 FUNCTION_BLOCK R_TRIG

2 VAR_INPUT CLK: BOOL; END_VAR

3 VAR_OUTPUT Q: BOOL; END_VAR

4 VAR M: BOOL; END_VAR

5

6 Q := CLK AND NOT M;

7 M := CLK;

8 END_FUNCTION_BLOCK

Listing 2.1: ST model of a rising edge detector

cally, statements in ST models are executed sequentially, depending on their
order within the POU. In contrast to the SMoC and SCMoC, every statement
basically consumes time greater than zero, which is a crucial aspect of the
transition from ST to synchronous models and will be addressed in more de-
tail in the following chapters. The formal syntax and semantics of the relevant
ST constructs in this thesis are specified in Section 3.2.

2.1.2. Graphical Function Block Diagrams

Graphical FBDs are implemented by dragging and dropping predefined
or user-defined functions, function blocks, constants, or variables onto a
workspace. The visual connection of these elements represents the flow of
data from left to right [Lew98; GDV14], where functions and function blocks
are executed according to their individual execution order identifiers. CFCs
provide a less structured approach with more flexible placement and connec-
tion of blocks and variables [Lew98], and are thus interpreted in research as
extended FBDs [Bia16]. Some PLC development environments imply the
flexibility of CFCs in IEC 61131-3 FBDs, such as Beremiz 2 and SafetyProg3.

1Recursion is possible in the context of object-oriented IEC 61131-3 features [GDV14].
2https://beremiz.org/
3https://www.phoenixcontact.com/de-de/produkte/software/sps-programmierung
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2.2. The Averest-Framework

For this reason, FBDs will be treated with the flexibility of CFCs in the
further course of this thesis, and CFCs will simply be referred to as FBDs.
A simple FBD example is shown in Figure 2.1 using the rising edge detector
[GDV14]. Similar to statements in ST models, functions, function blocks, and

0

1
2

3

Figure 2.1.: FBD of a rising edge detector

assignments in FBDs are executed sequentially according to their individual
execution order identifiers (such as the order labeled with red numbers in
the example). Consequently, the consumption of time greater than zero is
again a crucial aspect of the transition from FBDs to synchronous models
and will therefore be addressed in more detail in the following chapters. The
formal syntax and semantics of the relevant FBD constructs in this thesis are
specified in Section 3.2.

2.2. The Averest-Framework

Averest is a framework for model-based design of embedded systems that
includes a set of tools for simulation, synthesis, verification, synthesis, and
other purposes [SS06]. In particular, it includes a compiler that translates
models implemented in the imperative synchronous Quartz language into a
symbolically represented transition system in Averest ’s interchange format.
This enables the use of Quartz models in a model-based design approach and
formal verification. Therefore, the transformation of IEC 61131-3 POUs to
Quartz is a key objective of this thesis.

2.2.1. Synchronous Quartz Models

Quartz models are organized in modules and can include user-defined functions
via preprocessor directives and instantiate other Quartz modules [Sch09]. A
simple example is shown in Listing 2.2 using the rising edge detector [GDV14].

1 module R_TRIG(bool ?CLK, bool !Q){

2 bool M;

3

4 Q = CLK & !M;

5 next(M) = CLK;

6 pause;

7 }

Listing 2.2: Quartz model of a rising edge detector
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Quartz follows the classical SMoC [Hal98; Ben+03; Sch09], i.e., a model is
partitioned into macro steps, which correspond to interactions between the
reactive system and its environment, and micro steps, which are executed
in zero time. The macro steps can be separated in Quartz with the special
statement pause [Sch09], which stops the control flow at this statement. The
control flow will resume at this point in the next macro step, assuming there
is no surrounding suspension or abortion. In each macro step, first all input
variables are read, then all output variables are computed with respect to
the internal state. At the end of each macro step, the internal state will be
updated. This is a crucial aspect of the transformations and will be addressed
in more detail in the following chapters. The formal syntax and semantics of
the relevant Quartz constructs in this thesis are specified in Section 3.3.

2.3. The KIELER-Framework

The KIELER framework is a text-first approach for the automatic diagram-
ming of complex systems. It is designed to combine textual and diagrammatic
representations by automatically synthesizing text-based models into visual
diagrams [Kas+24]. KIELER supports multiple languages in model design
and can synthesize models written in different domain-specific languages. For
example, it includes SCCharts [Han+14] and the imperative SCL language
[Han+13]. In the further course of this thesis, SCCharts will be distinguished
between control-flow oriented and data-flow oriented [Gri+20]. As a result,
another key objective of this thesis is to transform IEC 61131-3 POUs into
SCL models and SCCharts.

2.3.1. Sequentially Constructive Language Models

The SCL language was introduced to illustrate the SCMoC [Han+13] and
similar to Quartz , they are organized in modules. A simple example is shown
in Listing 2.3 using the rising edge detector [GDV14]. Unlike the traditional

1 module R_TRIG{

2 input bool CLK;

3 output bool Q;

4 bool M;

5

6 Q = CLK & !M;

7 M = CLK;

8 }

Listing 2.3: SCL model of a rising edge detector

SMoC, the SCMoC allows variables to be read and written in the same macro
step, as long as program sequentiality provides sufficient scheduling informa-
tion to prevent race conditions [Han+13]. As a result, this language style is
close to the style of traditional imperative languages such as ST, which is de-
rived from Pascal. SCL programs also work in macro steps, where in each step
first all inputs are read, and then all active (currently instantiated) threads are

12
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executed until they either terminate or reach a pause statement, and at the
end output variables are written to the environment [Han+13]. The formal
syntax and semantics of the relevant SCL constructs in this thesis are specified
in Section 3.4.

2.3.2. Control-Flow Oriented Sequentially Constructive State-
charts

SCCharts were introduced in the context of safety-critical reactive systems
[Han+14] and are described in this thesis as control-flow oriented SCCharts
to distinguish them from data-flow oriented SCCharts [Gri+20]. A simple
example is shown in Figure 2.2 using the rising edge detector [GDV14] and
both representations, the textual SCChart on the left and the resulting graph
on the right. SCCharts are based on the SCMoC, which ensures deterministic

1 scchart R_TRIG {

2 input bool CLK

3 output bool Q

4 bool M

5

6 region:

7 initial state S0

8 immediate do Q = CLK & !

M; M = CLK go to S1

9 final state S1

10 }

Figure 2.2.: Control-flow oriented SCChart of a rising edge detector

concurrency and that accesses to shared variables are sequenced to avoid con-
flicts despite concurrency [Han+14]. The formal syntax and semantics of the
relevant control-flow oriented SCChart constructs in this thesis are specified
in Section 3.5.

2.3.3. Data-Flow Oriented Sequentially Constructive State-
charts

Data-flow oriented SCCharts are an extension of the traditional control-flow
oriented SCCharts and were introduced as part of a transformation approach
from Lustre to SCCharts [Gri+20]. A simple example is shown in Figure 2.3
using the rising edge detector [GDV14], forced sequential scheduling, and both
representations, the textual SCChart on the left and the resulting graph on
the right. The data-flow extension is based on the SCMoC, which supports
deterministic programming with sequential scheduling information [Gri+20].
Although this adaptation provides a framework where data-flow models can be
seamlessly combined with control flow structures, this thesis distinguishes be-
tween control-flow oriented SCCharts and data-flow oriented SCCharts. The
formal syntax and semantics of the relevant data-flow oriented SCChart con-
structs in this thesis are specified in Section 3.5.
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1 scchart R_TRIG{

2 input bool CLK

3 output bool Q

4 bool M

5

6 dataflow:

7 Q = CLK & !M;

8 M = CLK;

9 }

Figure 2.3.: Data-flow oriented SCChart of a rising edge detector

2.4. The PLCreX Project

PLCreX [WS24b] is a modular command line interface application tailored for
IEC 61131-3 ST models, FBDs, and beyond. The project was initially moti-
vated by research related to this thesis and is designed with a focus on issues
such as verification, reuse, and reliability, among others. The high-level archi-
tecture, design principles, and interfaces to external frameworks are shown in
Figure 2.4. PLCreX is being developed in Python and is intended to be used
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Figure 2.4.: High-level architecture and design principles of PLCreX [WS24b]

as an interface between traditional IEC 61131-3 POUs and the Averest and
KIELER frameworks, or as a stand-alone analysis tool for real-world POUs
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and their challenges. Although the detailed design flow depends on the indi-
vidual feature, the basic concept of PLCreX is to process the models internally
as an abstract syntax tree-like model, which is called PLCreX Intermediate
Model (PIM) [WS24b]. The core features can be divided into four categories.

1. Simplification: This feature simplifies data-flow models following the
optimization process introduced in Chapter 8.

2. Transformation: This category combines various model-to-model
transformations that can be linked together.

3. Analysis: This category combines solutions for real-world challenges.
As an example, it includes test case generation considering statement
coverage, decision coverage, modified condition/decision coverage, and
multiple condition coverage [Kel+01].

4. Validation: This feature is intended to validate POUs that are pro-
cessed as PLCopen xml format [PLC09].
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This chapter introduces the syntax and formal semantics of the considered
software models. For this purpose, the definitions from existing descriptions
and specifications of the various software models are summarized and extended
with additional aspects. The goal is to provide a formal specification of the
individual language constructs that will be referenced in the following chapters.
The methodology is demonstrated in detail using IEC 61131-3 ST models and
FBDs as examples (with isolated list items moved to the appendix). For the
sake of readability, the other software models are summarized with references
to the definitions in the appendix.

To this end, the first section provides an overview of the notations and state-
ments. The second section defines the syntax and semantics of IEC 61131-3
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ST models and FBDs. Then the syntax and semantics of Quartz are summa-
rized. The last two sections summarize the syntax and semantics of SCL and
SCCharts.

3.1. Preliminary Definitions

This section introduces the symbols and notations that will be used through-
out the following chapters. These notations are essential for a complete un-
derstanding of the content of the subsequent chapters. As a first notation, the
structural operational semantics (SOS) transition rules [Plo04] are defined as
follows:

• f : denotes an instantaneous flag, which represents a micro step or cur-
rent PLC cycle if true, macro step otherwise, but still the same PLC
cycle [WS24a]

• ξ: denotes the environment of a current PLC cycle or macro step in
synchronous models

• Σ: denotes a set of statements to be executed

• φ1 ∧⋯ ∧ φn: denotes assumptions

• J⊡Kξ: denotes the evaluation of ⊡ in environment ξ

• Σ′: denotes the residual set of statements for the next micro step or
macro step (depending on f)

• D: denotes the set of actions that are executed in the current step

Equation 3.1 represents SOS transition rules with assumptions and Equa-
tion 3.2 SOS transition rules that are always true, i.e., φ1 ∧⋯ ∧ φn ∶= true.

φ1 ∧⋯ ∧ φn

⟨ξ,Σ⟩ TÐ↠ ⟨Σ′,D, f⟩
(3.1)

⟨ξ,Σ⟩ TÐ↠ ⟨Σ′,D, f⟩ (3.2)

Furthermore, the type system of expressions is defined using the following
notation:

• π1 ∶ α1 ⋯ πn ∶ αn: denotes the set of arguments

• τ : denotes an expression instance

• β: denotes the resulting data type

Equation 3.3 represents the full notation for type system definitions.

π1 ∶ α1 ⋯ πn ∶ αn

τ ∶ β (3.3)

The PLCopen related symbols [PLC09] are defined as follows and will be used
frequently in the following chapters:
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3.1. Preliminary Definitions

• an: denotes the name attribute (name)

• aiN : denotes the instance name attribute (instanceName)

• atN : denotes the type name attribute (typeName)

• aeOI : denotes the execution order identifier attribute (executionOrderId)

• arLI : denotes the reference local identifier attribute (refLocalId)

• alI : denotes the local identifier attribute (localId)

• afP : denotes the formal parameter attribute (formalParameter)

• ee: denotes an expression element (expression)

• ebinst : denotes a block instance identifier (block)

• ebfun′ : denotes a user-defined function block identifier (block)

• ebfun : denotes a function identifier (block)

• ed: denotes a derived identifier element (derived)

• ei: denotes an interface element (interface)

• erT : denotes a return type element (returnType)

• elV s: denotes a local variable element (localVars)

• eiV s: denotes an input variable element (inputVars)

• eoV s: denotes an output variable element (outputVars)

• eiOV s: denotes an inout variable element (inOutVariables)

• eiV : denotes an block input variable element (inVariable)

• eoV : denotes an block output variable element (outVariable)

• eiOV : denotes an block inout variable element (inOutVariable)

There are also generic notations used in the specifications and algorithms,
which are defined as follows:

• [⊡]: denotes an optional element ⊡
• rhs(⊡) denotes the right-hand side of ⊡
• lhs(⊡) denotes the left-hand side of ⊡
• ηi: denotes an integer expression

• ηr: denotes a floating-point expression

• λ: denotes a bit vector expression

• λb: denotes a boolean expression

• π, k, x, y,w: denotes a variable or compile-time constant expression

• I: denotes the set of input variables

• O: denotes the set of output variables
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Chapter 3: Syntax and Formal Semantics

Overall, Table 3.1 provides a comprehensive overview of the considered lan-
guage constructs and definitions of the various software models, where control-
flow oriented SCCharts denoted as SCChartc and data-flow oriented SCCharts
denoted as SCChartd. It is worth noting that the overview does not show all
supported instruction sets of the languages, but only those (and specific in-
struction set combinations) that are relevant for the approaches in this thesis.

Table 3.1.: Overview of software model syntax and semantics definitions

Construct

S
T

F
B
D

Q
u
a
rt
z

S
C
L

S
C
C
h
a
rt

c

S
C
C
h
a
rt

d

Description

Ω
[φ]
ϑ

φ 1 1 - - - - POU variant
δω 1 1 1 1 1 1 declaration

∆imports - - 1 - - 1 imports

∆idcl

∆in 1 1 1 1 1 1 input variables
∆out 1 1 1 1 1 1 output vars.
∆inout 1 1 1 1 1 1 inout variables

∆vdcl
∆local 1 1 1 1 1 1 local variables
∆inst 1 1 - - 1 1 instance vars.

A

Abv 1 1 1 1 1 1 bit vector vars.
Adur 1 1 1 1 1 1 duration vars.
Ai 1 1 1 1 1 1 integer vars.
Ar 1 1 1 1 1 1 float variables
A+ 1 1 1 1 1 1 data type fields

T

Tarith 1-3 1-3 1-3 1-3 1-3 1-3 arithmetic expr.
Tbv 1-3 1-3 1-3 1-3 1-3 1-3 bitwise expr.
Tcomp 1-3 1-3 1-3 1-3 1-3 1-3 comparison expr.
Tcond 1-3 1-3 1-3 1-3 1-3 1-3 conditional expr.
Tmisc 1-3 1-3 1-3 1-3 1-3 1-3 misc. expr.

Σ

Σabort - - 2 - 2 - abortions
Σass 2 2 2 2 2 2 assignments
Σawait - - 2 - 2 - wait stats.
Σconc - - 2 - 2 2 parallel stats.
Σcond 2 - 2 2 2 - conditions
Σhalt - - 2 - 2 - halt stats.
Σinv 2 2 2 - - 2 invocations
Σloop 2 - 2 2 2 - loops

Σnothing - - 2 - 2 - nothing stats.
Σpause - - 2 2 2 - pause stats.
Σseq 2 2 2 2 2 2 sequences

Notes: syntax and semantics defined (1), syntax and SOS transition rules
defined (2), type system defined (3), no definitions (-)

20



3.2. IEC 61131-3 FBDs and ST Models

3.2. IEC 61131-3 FBDs and ST Models

This section provides an overview of the syntax and semantics of an FBD
ωφ
fbd ∈ Ω

φ
fbd and an ST model ωφ

st ∈ Ω
φ
st, where ωφ

pou ∈ {ωφ
fbd, ω

φ
st}. The def-

initions of syntax and semantics are based on IEC 61131-3 [GDV14] and a
transformation from ST to synchronous models [WS24a]. It is worth not-
ing that the definitions are limited to the constructs that are relevant in the
following chapters.

3.2.1. POU Variants and Declaration

There are different POU variants φ, where this thesis considers the variants
program (φ = prg), function block (φ = fb), and function (φ = fun), which are
defined as follows:

Definition 3.1 (Syntax of POU elements). The syntax of ωφ
pou is declared

as follows, assuming fixed order of ∆idcl(ωφ
pou), ∆vdcl(ωφ

pou), and Σ(ωφ
pou) (see

Appendix A.1.1 for the full list):

• δω(ωfb
pou)

def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

FUNCTION_BLOCK an(ωfb
pou)

[∆idcl(ωfb
pou)] [∆vdcl(ωfb

pou)] [Σ(ωfb
pou)]

END_FUNCTION_BLOCK

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

Definition 3.2 (Semantics of POU elements). The semantics of ωφ
pou

are defined as follows (see Appendix A.1.1 for the full list):

• Jδω(ωfb
pou)Kξ

def= { defines a POU element ωfb
pou with Σ(ωfb

pou), started at

time t with initial conditions set by ∆idcl(ωfb
pou) and ∆vdcl(ωfb

pou) when
invoked, terminating at time t + θ and preserving internal state across
invocations by another POU element, i.e., ωfb

pou has memory }

3.2.2. POU Interfaces

POUs may be equipped with interfaces ∆idcl(ωφ
pou), where this thesis considers

input variables ∆in(ωφ
pou), output variables ∆out(ωφ

pou), and inout variables
∆inout(ωφ

pou), which are defined as follows:

Definition 3.3 (Syntax of POU interfaces). The syntax of ∆in(ωφ
pou),

∆out(ωφ
pou), and ∆inout(ωφ

pou) is defined as follows (see Appendix A.1.2 for
the full list):

• ∆out(ωφ
pou)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

VAR_OUTPUT

x1 : α
[+]

1 [:=w1];

⋮
xn : α

[+]

n [:=wn];

END_VAR

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
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Chapter 3: Syntax and Formal Semantics

Definition 3.4 (Semantics of POU interfaces). The semantics of
∆in(ωφ

pou), ∆out(ωφ
pou), and ∆inout(ωφ

pou) are defined as follows, noting that
field elements can only be used as input variables, output variables, and
inout variables of function elements, and as inout variables of function block
elements (see Appendix A.1.2 for the full list):

• J∆out(ωφ
pou)Kξ

def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to op-
tional predefined default values Jw1Kξ, . . . , JwnKξ at time t when ωφ

pou is
invoked, and passed to invoking element with final computed values when
ωφ
pou terminates at time t+θ, i.e., all instructions of ωφ

pou have been pro-
cessed in the current PLC cycle. }

3.2.3. Local Variables in POUs

POUs may contain local variables ∆vdcl(ωφ
pou), where variables are dis-

tinguished between standard variables ∆local(ωφ
pou) and instance variables

∆inst(ωφ
pou), which are defined as follows:

Definition 3.5 (Syntax of local variables in POUs). The syntax of
∆local(ωφ

pou) and ∆inst(ωφ
pou) is defined as follows (see Appendix A.1.3 for

the full list):

• ∆local(ωφ
pou)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

VAR

x1 : α
[+]

1 [:=w1];

⋮
xn : α

[+]

n [:=wn];

END_VAR

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

Definition 3.6 (Semantics of local variables in POUs). The semantics
of ∆local(ωφ

pou) and ∆inst(ωφ
pou) are defined as follows (see Appendix A.1.3 for

the full list):

• J∆local(ωφ
pou)Kξ

def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. Depending on the POU variant, the
variables keep their values from previous invocation or are assigned to
optional predefined default values Jw1Kξ, . . . , JwnKξ at time t when ωφ

pou is
invoked. These variables can be modified and processed locally until ωφ

pou

terminates at time t+θ, i.e., all instructions of ωφ
pou have been processed

in the current PLC cycle. }

3.2.4. Elementary IEC 61131-3 Data Types and Fields

IEC 61131-3 POUs are capable of processing a variety of elementary data types
A(ωφ

pou) and fields A+(ωφ
pou), where this thesis considers bit vector data types

Abv(ωφ
pou), integer data types Ai(ωφ

pou), floating-point data types Ar(ωφ
pou),
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3.2. IEC 61131-3 FBDs and ST Models

numeric data types Ai(ωφ
pou)⋃Ar(ωφ

pou), and duration data types Adur(ωφ
pou).

Furthermore, it is assumed, that array indices start at index 0 by default.
A(ωφ

pou) and A+(ωφ
pou) are defined as follows, where the semantics are defined

as a tuple ⟨<MIN>,<MAX>,<DEFAULT>⟩:

Definition 3.7 (Syntax of elementary IEC 61131-3 data types and
fields). The syntax of α(ωφ

pou) ∈ A(ωφ
pou) and α+(ωφ

pou) ∈ A+(ωφ
pou) is defined

as follows (see Appendix A.1.4 for the full list):

Syntax of bit vector data types αbv(ωφ
pou) ∈ Abv(ωφ

pou):

• αbool
bv (ω

φ
pou)

def= {BOOL} denotes boolean values

• αbyte
bv (ω

φ
pou)

def= {BYTE} denotes single byte bit masks

• αword
bv (ωφ

pou)
def= {WORD} denotes two byte bit masks

Definition 3.8 (Semantics of elementary IEC 61131-3 data types and
fields). In accordance with IEC 61131-3 and assuming the limitation of the
duration data type αtime

dur (ω
φ
pou) to 32 Bit, the semantics of α(ωφ

pou) ∈ A(ωφ
pou)

and α+(ωφ
pou) ∈ A+(ωφ

pou) are defined as follows (see Appendix A.1.4 for the
full list):

Semantics of bit vector data types αbv(ωφ
pou) ∈ Abv(ωφ

pou):

• Jαbool
bv (ω

φ
pou)Kξ

def= ⟨{false, true}, false⟩

• Jαbyte
bv (ω

φ
pou)Kξ

def= ⟨{00hex,ffhex},00hex⟩

• Jαword
bv (ωφ

pou)Kξ
def= ⟨{0000hex,ffffhex},0000hex⟩

3.2.5. Expressions in POUs

IEC 61131-3 POUs are capable of processing a wide range of expres-
sions T (ωφ

pou), where this thesis considers constants and general expres-
sions Tmisc(ωφ

pou), comparison operators Tcomp(ωφ
pou), arithmetic opera-

tors Tarith(ωφ
pou), bitwise operators Tbv(ωφ

pou), and conditional operators
Tcond(ωφ

pou), which are defined as follows1:

Definition 3.9 (Syntax of expressions in POUs). The syntax of
Tmisc(ωφ

pou), Tcomp(ωφ
pou), Tarith(ωφ

pou), Tbv(ωφ
pou), and Tcond(ωφ

pou) is defined
as follows (see Appendix A.1.5 for the full list):

Syntax of comparison operators τcomp(ωφ
pou) ∈ Tcomp(ωφ

pou):

• τ eqcomp(ωφ
pou)

def=
⎧⎪⎪⎨⎪⎪⎩

{π1 = π2} , if φ = st
{EQ(π1,π2)} , if φ ∈ {st, fbd}

denotes equality

1For ST models, it is possible to use the operators as equivalent function calls [GDV14].
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• τnecomp(ω
φ
pou)

def=
⎧⎪⎪⎨⎪⎪⎩

{π1 <> π2} , if φ = st
{NE(π1,π2)} , if φ ∈ {st, fbd}

denotes inequality

Definition 3.10 (Type system of expressions in POUs). The type
system of τ(ωφ

pou) is defined as follows (see Appendix A.1.5 for the full list):

Type system of comparison operators τγcomp(ωφ
pou) ∈ Tcomp(ωφ

pou), where γ ∈ {eq,
ne, gt, ge, lt, le}:

•
π1 ∶ α(ωφ

pou) π2 ∶ α(ωφ
pou)

τγcomp(ωφ
pou) ∶ αbool

bv (ω
φ
pou)

Definition 3.11 (Semantics of expressions in POUs). The semantics of
τ(ωφ

pou) ∈ T (ωφ
pou) are defined as follows (see Appendix A.1.5 for the full list):

Semantics of comparison operators τcomp(ωφ
pou) ∈ Tcomp(ωφ

pou):

• Jτ eqcomp(ωφ
pou)Kξ

def= Jπ1Kξ = Jπ2Kξ

• Jτnecomp(ω
φ
pou)Kξ

def= Jπ1Kξ ≠ Jπ2Kξ

Definition 3.12 (SOS transition rules of expressions in POUs). The
SOS transition rules of τ(ωφ

pou) ∈ T (ωφ
pou) are defined as follows:

• ⟨ξ, τ(ωφ
pou)⟩

TÐ↠ ⟨nothing,{Jτ(ωφ
pou)Kξ}, true⟩

3.2.6. POU Invocations in POUs

It is possible for POUs to invoke user-defined functions Σf ′

inv(ω
φ
pou) and func-

tion blocks Σfb
inv(ω

φ
pou). During the execution of these invoked models, the

execution of the invoking POU is paused and resumed when the instance ter-
minates. As mentioned in Section 3.2.1, only function blocks have memory.
However, both functions and function blocks terminate within the same PLC
cycle.

Definition 3.13 (Syntax of POU invocations in POUs). The syntax

of σf ′

inv(ω
φ
pou) ∈ Σf ′

inv(ω
φ
pou) and σfb

inv(ω
φ
pou) ∈ Σfb

inv(ω
φ
pou) is defined as follows,

where elements of graphical FBDs can be derived from PLCopen export:

• σf ′

inv(ω
φ
pou)

def= {k(I(σf ′

inv(ω
φ
pou)),O(σf ′

inv(ω
φ
pou)))[;]}

• σfb
inv(ω

φ
pou)

def= {k(I(σfb
inv(ω

φ
pou)))[;]}

Definition 3.14 (SOS transition rules of POU invocations in

POUs). The SOS transition rules of σf ′

inv(ω
φ
pou) ∈ Σf ′

inv(ω
φ
pou) and

σfb
inv(ω

φ
pou) ∈ Σfb

inv(ω
φ
pou) are defined as follows:

• ⟨ξ, σinv⟩
TÐ↠ ⟨nothing,{JkKξ}, true⟩
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3.2.7. Assignments in POUs

POUs can be classified into two categories with regard to their assignments.
In this thesis, they are called (1) immediate assignments Σimm

ass (ω
φ
pou), where

the evaluation of the expressions is independent of the variable which shall be
assigned, and (2) delayed assignments Σdel

ass(ω
φ
pou) if not. For this reason, a

sequential dependency between evaluation of the expressions and assignment
must be considered.

Definition 3.15 (Syntax of assignments in POUs). The syntax of
σimm
ass (ω

φ
pou) ∈ Σimm

ass (ω
φ
pou) and σdel

ass(ω
φ
pou) ∈ Σdel

ass(ω
φ
pou) is defined as follows,

where assignments in graphical FBDs can be derived from PLCopen export:

• σimm
ass (ω

φ
pou)

def= { x ∶= τ ; }

• σdel
ass(ω

φ
pou)

def= { x ∶= τ(x); }

Definition 3.16 (SOS transition rules of assignments in POUs). The
SOS transition rules of σimm

ass (ω
φ
pou) ∈ Σimm

ass (ω
φ
pou) and σdel

ass(ω
φ
pou) ∈ Σdel

ass(ω
φ
pou)

are defined as follows:

• ⟨ξ, σimm
ass ⟩

TÐ↠ ⟨nothing,{x = JτKξ}, true⟩

• ⟨ξ, σdel
ass⟩

TÐ↠ ⟨nothing,{x = Jτ(x)Kξ}, true⟩

3.2.8. Conditions in ST Models

ST models are capable of processing different variants of condition statements,
where this thesis considers if-then conditions Σit

cond(ω
φ
st) and if-then-else con-

ditions Σite
cond(ω

φ
st).

Definition 3.17 (Syntax of conditions in ST models). The syntax of
σit
cond(ω

φ
st) ∈ Σit

cond(ω
φ
st) and σite

cond(ω
φ
st) ∈ Σite

cond(ω
φ
st) is defined as follows (see

Appendix A.1.6 for the full list):

• σite
cond(ω

φ
st)

def= { IF λb(σite
cond(ω

φ
st)) THEN Σ1(σite

cond(ω
φ
st))

ELSE Σ2(σite
cond(ω

φ
st)) END_IF

}

Definition 3.18 (SOS transition rules of conditions in ST
models). The SOS transition rules of σit

cond(ω
φ
st) ∈ Σit

cond(ω
φ
st) and

σite
cond(ω

φ
st) ∈ Σite

cond(ω
φ
st) are defined as follows (see Appendix A.1.6 for

the full list):

SOS transition rules of σite
cond(ω

φ
st) ∈ Σite

cond(ω
φ
st):
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•
JλbKξ = true ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨nothing,D1, true⟩

⟨ξ,{ IF λb THEN Σ1

ELSE Σ2 END IF
}⟩ TÐ↠ ⟨nothing,D1, true⟩

•
JλbKξ = false ∧ ⟨ξ,Σ2⟩

TÐ↠ ⟨nothing,D2, true⟩

⟨ξ,{ IF λb THEN Σ1

ELSE Σ2 END IF
}⟩ TÐ↠ ⟨nothing,D2, true⟩

3.2.9. Loops in ST Models

ST models are capable of processing different variants of loop statements,
where this thesis considers bounded foot-controlled loops Σfoot

loop (ω
φ
st) and

bounded head-controlled loops Σhead
loop (ω

φ
st).

Definition 3.19 (Syntax of loops in ST models). The syntax of
σfoot
loop (ω

φ
st) ∈ Σ

foot
loop (ω

φ
st) and σhead

loop (ω
φ
st) ∈ Σhead

loop (ω
φ
st) is defined as follows (see

Appendix A.1.7 for the full list):

• σhead
loop (ω

φ
st)

def= { WHILE λb(σhead
loop (ω

φ
st)) DO

Σ(σhead
loop (ω

φ
st)) END WHILE

}

Definition 3.20 (SOS transition rules of loops in ST models). The
SOS transition rules of σfoot

loop (ω
φ
st) ∈ Σ

foot
loop (ω

φ
st) and σhead

loop (ω
φ
st) ∈ Σhead

loop (ω
φ
st)

are defined as follows (see Appendix A.1.7 for the full list):

SOS transition rules of σhead
loop (ω

φ
st) ∈ Σhead

loop (ω
φ
st):

•

JλbKξ = true ∧ ⟨ξ,Σ⟩
TÐ↠ ⟨nothing,D, true⟩

⟨ξ,{ WHILE λb DO

Σ END WHILE
}⟩ TÐ↠

⟨nothing,{D;{ WHILE λb DO

D END WHILE
}}, true⟩

•
JλbKξ = false

⟨ξ,{ WHILE λb DO

Σ END WHILE
}⟩ TÐ↠ ⟨nothing,{}, true⟩

3.2.10. Sequences in POUs

A set of the aforementioned statements is called a sequence Σseq(ωφ
pou). By

default, the statements are executed sequentially, and the sequence terminates
when the last statement is terminated. This is true for both ST models and
FBDs.

Definition 3.21 (Syntax of sequences in POUs). The syntax of a sequence
Σseq(ωφ

pou) is defined as follows, where sequences in graphical FBDs can be
derived from PLCopen export:
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• Σseq(ωφ
pou)

def=

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

σ1(ωφ
pou);

σ2(ωφ
pou);
⋮

σn(ωφ
pou);

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭

Definition 3.22 (SOS transition rules of sequences in POUs). The
SOS transition rules of a sequence Σseq(ωφ

pou) are defined as follows, where ξ′

represents the updated environment:

•
⟨ξ, σ1⟩

TÐ↠ ⟨nothing,D1, true⟩ ∧ ⟨ξ′, σ2⟩
TÐ↠ ⟨nothing,D2, true⟩

⟨ξ,{σ1;σ2;}⟩
TÐ↠ ⟨nothing,{D1;D2}, true⟩

3.3. Quartz Models

The following summary of syntax and semantics of a Quartz model ωqrz ∈ Ωqrz

is based on [Sch09; SB16; WS24a] and it is worth noting that the definitions
are limited to the constructs that are relevant in the following chapters.

There is one variant of Quartz model elements called module (see Ap-
pendix A.2.1), which can be imported and instantiated by other Quartz mod-
ules. The imported Quartz models are grouped as a set ∆imports(ωqrz) (see
Appendix A.2.2).

Furthermore, Quartz models may be equipped with interfaces ∆idcl(ωqrz).
More specifically, these are input variables ∆in(ωqrz), output variables
∆out(ωqrz), and inout variables ∆inout(ωqrz). There are two categories of
storage classes: (1) event variables are reset to their default values when
they are not assigned in the current macro step, and (2) memorized variables
retain the values of the previous macro step, unless assigned to new values
in the current macro step (see Appendix A.2.3) [Sch09]. Quartz models may
also contain local variables ∆vdcl(ωqrz) (see Appendix A.2.4).

Quartz models are capable of processing a variety of elementary data types
A(ωqrz) and fields A+(ωqrz), where this thesis considers the variants intro-
duced in Section 3.2.4 (see Appendix A.2.5).

In addition, Quartz models are capable of processing a wide range of ex-
pressions T (ωqrz), where this thesis considers the variants introduced in Sec-
tion 3.2.5 (see Appendix A.2.6).

Quartz comes with different variants of abort statements Σabort(ωqrz), where
this thesis considers regular abort statements Σreg

abort(ωqrz) and immediate abort
statements Σimm

abort(ωqrz) (see Appendix A.2.7). In general, these statements are
used to evaluate a condition in each step, which controls the execution of inner
statements.

Moreover, Quartz models can be classified into two principal categories with
regard to their assignments Σass(ωqrz), where this thesis considers the vari-
ants introduced in Section 3.2.7. Consequently, it is necessary to consider
the sequential dependency between evaluation and assignment. Due to the
SMoC, an assignment to the left-hand side using delayed assignments is only
permitted in the subsequent macro step (see Appendix A.2.8).
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There are statements in Quartz models where sequential execution stops un-
til a Boolean condition becomes true. These statements are await statements
Σawait(ωqrz), where this thesis considers regular await statements Σreg

await(ωqrz)
and immediate await statements Σimm

await(ωqrz) (see Appendix A.2.9).

In addition to Quartz sequences, there are statements for parallel execu-
tion, where this thesis considers synchronous concurrency Σconc(ωqrz) (see
Appendix A.2.10). It is worth noting that as long as the statements do not
terminate, they execute theirmacro steps synchronously in lockstep, i.e., state-
ments may interact during concurrent execution.

Quartz models are capable of processing different variants of conditions
Σcond(ωqrz), where this thesis considers the variants introduced in Section 3.2.8
(see Appendix A.2.11).

There are a statements in Quartz models to stop the sequential execution,
which are called halt statements Σhalt(ωqrz) (see Appendix A.2.12).

It is possible in Quartz models to invoke other Quartz models through the
use of statements Σinv(ωqrz) (see Appendix A.2.13). It is worth noting that
there is a significant dependency on whether the invoked instances are executed
sequentially or in parallel, because due to the SMoC, statements may interact
during concurrent execution.

Quartz models are capable of processing different variants of loops
Σloop(ωφ

st), where this thesis considers the variants introduced in Section 3.2.9
(see Appendix A.2.14). It is worth noting that body statement must not be
instantaneous.

There are nothing statements in Quartz models Σnothing(ωqrz) (see Ap-
pendix A.2.15) that are introduced at this point for isolated transformations
in the following chapters.

The consumption of time within Quartz models can be explicitly pro-
grammed with statements called pause Σpause(ωqrz) (see Appendix A.2.16).
In general, the execution of a pause statement consumes one logical unit of
time and separates two macro steps.

Finally, a set of Quartz statements is called a sequence Σseq(ωqrz) (see
Appendix A.2.17). It is worth noting that the statements are executed in a
sequential manner considering the SMoC, where the sequence terminates upon
the termination of the final statement, i.e., the sequence is instantaneous if all
statements are instantaneous.

3.4. SCL Models

The following summary of syntax and semantics of an SCL model ωscl ∈ Ωscl

is based on [Han+13; Han+14; WS24a] and manual studies of the latest stan-
dalone version of the KIELER project. It is worth noting that the definitions
are limited to the constructs that are relevant in the following chapters.

Like in Quartz models, there is one variant of SCL model elements called
module (see Appendix A.3.1). These models are not intended to be imported
and instantiated by other SCL models due to their minimal instruction set,
but can be synthesized into SCCharts by KIELER and then reused [WS24a].
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SCL models can also be equipped with interfaces ∆idcl(ωscl). Possible inter-
faces are input variables ∆in(ωscl), output variables ∆out(ωscl), and inout vari-
ables ∆inout(ωscl). There are also different kinds of storage classes [Han+13;
Sch+18], where this thesis focuses on variables that retain the values of the
previous macro step unless they are assigned new values in the current macro
step (as memorized variables in Quartz ) to ensure consistency between the dif-
ferent models, although this requires an additional reset if they are intended to
behave like event variables in Quartz (see Appendix A.3.2). However, Chap-
ter 9 considers signals [Sch+18] to mimic event-driven execution without the
need to reset interfaces, as this approach is restricted to control-flow oriented
SCCharts (see Appendix A.3.2).

Additionally, SCL models may contain local variables ∆vdcl(ωscl) (see Ap-
pendix A.3.3).

Furthermore, SCL models are also capable of processing a variety of ele-
mentary data types A(ωscl) and fields A+(ωscl), where this thesis considers
the variants introduced in Section 3.2.4 (see Appendix A.3.4).

Moreover, SCL models are capable of processing a wide range of expressions
T (ωscl), where this thesis considers the variants introduced in Section 3.2.5
(see Appendix A.3.5).

Like Quartz models, SCL models can be classified into two principal cate-
gories with regard to their assignments Σass(ωscl), where this thesis considers
the variants introduced in Section 3.2.7. Due to the SCMoC, in both variants
left-hand side is updated instantaneous, because sequential order is considered
by default (see Appendix A.3.6).

SCL models are capable of processing different variants of conditions
Σcond(ωscl), where this thesis considers the variants introduced in Sec-
tion 3.2.8 (see Appendix A.3.7).

Additionally, SCL models are capable of processing different variants of
loops Σloop(ωscl), where this thesis considers the variants introduced in Sec-
tion 3.2.9. Due to the limited instruction set of SCL models, loop constructs
are defined using a combination of a goto statement and a condition (see Ap-
pendix A.3.8) [WS24a]. It is worth noting that body statements of loops in
SCL models are assumed not to be instantaneous by default.

A set of SCL statements is called a sequence Σseq(ωscl) (see Ap-
pendix A.3.10). It is worth noting that the statements in the SCMoC are
executed in a sequential manner.

3.5. SCCharts

The following summary of syntax and semantics of a control-flow oriented
SCCharts ωscc ∈ Ωscc and a data-flow oriented SCCharts ωscd ∈ Ωscd is based on
[Han+14; Gri+20; WS23], syntax specifications on the KIELER homepage2,
and manual studies of the latest standalone version of the KIELER project.
It is worth noting that the definitions are limited to the constructs that are

2https://rtsys.informatik.uni-kiel.de/confluence/display/KIELER/Syntax
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relevant in the following chapters.

This thesis distinguishes between both variants Ωscc (see Appendix A.5.1)
and Ωscd (see Appendix A.4.1) and considers that data-flow oriented SCCha-
rts are able to import data-flow and control-flow oriented SCCharts. The
SCCharts imported by a data-flow oriented SCChart are grouped as a set
∆imports(ωscd) (see Appendix A.2.2).

Local variables of both control-flow oriented and data-flow oriented SC-
Charts are defined equivalent to those of SCL models (see Section 3.4), with
those of data-flow oriented SCCharts are extended by instances of imported
SCCharts (see Appendix A.4.2).

Defined interfaces, elementary data types and fields, and assignments al-
most equivalent to those of SCL models (see Section 3.4). The difference is
that how these constructs are placed within the models. In particular, unlike
in SCL models, declarations in SCCharts don’t end with a semicolon. Fur-
thermore, synthesizing data-flow oriented SCCharts to control-flow oriented
SCCharts using KIELER shows that placing a semicolon at the end of assign-
ments enforces sequential execution of synchronous concurrent threads, which
is assumed in the further course of this thesis. This replaces the seq state-
ment introduced in related work using data-flow oriented SCCharts [WS23].
Additionally, assignments in control-flow oriented SCCharts are indicated by
the prefix do.

Similar to await statements in Quartz , there are await transitions in
control-flow oriented SCCharts Σawait(ωscc), considering regular await
transitions Σreg

await(ωscc) and immediate await transitions Σimm
await(ωscc) (See

Appendix A.2.9).

Each assignment of a data-flow oriented SCCharts is basically executed in
a separate thread concurrently to the others [Gri+20; WS22]. Although se-
quential dependency is enforced as mentioned earlier, this will be interpreted
as synchronous concurrency Σconc(ωscd) (see Appendix A.4.4) in the further
course of this thesis. In contrast, regions in control-flow oriented SCCharts
are also being executed concurrently and are interpreted as synchronous con-
currency Σconc(ωscc) (see Appendix A.5.4). As in Quartz , it is worth noting
that they execute their macro steps synchronously in lockstep, i.e., statements
can interact during concurrent execution.

Moreover, states in control-flow oriented SCCharts can be aborted and
called in this context abort transitions Σabort(ωscc′), where this thesis consid-
ers regular abortions Σreg

abort(ωscc) and immediate abortions Σimm
abort(ωscc) (see

Appendix A.5.2).

Control-flow oriented SCCharts are able to express different variants of con-
ditions Σcond(ωscc) (see Appendix A.5.5) and loop variants Σloop(ωscc) (see
Appendix A.5.7) by reconstructing the control flow using states and transi-
tions [SLH16], where this thesis considers the condition variants introduced in
Section 3.2.8 and loop variants introduced in Section 3.2.9.

Furthermore, there are final states in control-flow oriented models that stop
the sequential execution, which are called halt statements Σhalt(ωscc) in this
thesis (see Appendix A.5.6).
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This thesis focuses on data-flow oriented SCCharts that are able to invoke
data-flow and control-flow oriented SCCharts. This is possible through the
use of Σinv(ωscd) statements (see Appendix A.4.5).
Additionally, in control-flow oriented SCCharts, there are transitions that

don’t perform any action and consume no time when switching between states.
These transitions are called immediate transitions Σnothing(ωscc) in this the-
sis (see Appendix A.5.8) to simplify readability and comparability with the
constructs in the other models.
The consumption of time, as in SCL and Quartz models, can be explicitly

programmed in control-flow oriented SCCharts by a transition between two
states that consumes one unit of time. These constructs are called pause
transitions Σpause(ωscc) in this thesis (see Appendix A.5.9).
Finally, a set of data-flow oriented SCChart statements is called a sequence

Σseq(ωscd), where each statement ends with a semicolon as explained in the
context of assignments (see Appendix A.3.10). In contrast, in control-flow
oriented SCCharts, a set of states represents a sequence Σseq(ωscc) (see
Appendix A.3.10). By enforcing a sequential execution of synchronous
threads in data-flow oriented SCCharts and a sequential order of states in
control-flow oriented SCCharts, both sequences are executed in a sequential
manner.

The syntax and semantics defined (or referenced) in this chapter are used
in the following chapters to present various approaches to transforming and
optimizing the software models under consideration. In particular, they are
often used to prove correctness.
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Chapter 4
Model Transformation of ST Models
to Quartz Models
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As a first approach to reusing existing POUs in model-based design is the
transformation of ST models into Quartz models, where the goal is to create
a robust set of translation functions that ensure semantic preservation during
the transition. In addition to the approaches presented in [WS21; WS22;
WS24a; WS24b], it considers the following additional issues:

• Model Declaration: Mimicking the termination behavior of the initial
model, i.e., distinguishing between models with and without memory

• Interfaces and Variables: Additional interfaces for event-driven ex-
ecution control and an external controlled time (provided as an un-
bounded integer)
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• Data Types and Fields: Additional IEC 61131-3 data types

• POU invocations: Instantiation and invocation of user-defined models,
taking into account their individual termination behavior

The correctness of the translation functions is proved by theoretical reason-
ing, which includes a detailed analysis of the resulting syntax and semantics
compared to the syntax rules and semantics specified in Chapter 3. In addi-
tion, the theoretical results are evaluated with real-world and self-defined ST
models.

This chapter is structured as follows: Section 4.1 introduces the high-level
design flow and translation strategy. Section 4.2 defines the translation func-
tions and theoretical analysis. Section 4.3 presents an evaluation of the theo-
retical results, and Section 4.4 summarizes the transformation.

4.1. High-Level Design Flow – ST-to-Quartz

The high-level design flow for transforming an ST model ωφ
st ∈ Ωφ

st of the
variant function block (φ = fb), function (φ = fun), or program (φ = prg) to a
Quartz model ωqrz ∈ Ωqrz is shown in Figure 4.1.

IEC 61131-3 Averest

Figure 4.1.: High-level design flow of the ST-to-Quartz transformation

The ST-to-Quartz transformation Tst↦qrz(ωφ
st) includes the following transfor-

mation steps:

1. tδωst↦qrz(δω(ω
φ
st)): Model declaration (see Section 4.2.1)

2. t∆idcl
st↦qrz(ω

φ
st): Interfaces (see Section 4.2.2)

3. t∆vdcl
st↦qrz(ω

φ
st): Variables (see Section 4.2.3)

4. tαst↦qrz(α[+](ω
φ
st)): Data types and fields (see Section 4.2.4)

5. t
∆imports

st↦qrz (ω
φ
st): POU imports (see Section 4.2.5)

6. tτst↦qrz(τ (ω
φ
st)): Expressions (see Section 4.2.6)

7. tΣinv
st↦qrz(σϑ

inv(ω
φ
st)): POU invocations (see Section 4.2.7)

8. t
Σass
st↦qrz(σϑ

ass(ω
φ
st)): Assignments (see Section 4.2.8)

9. tΣcond
st↦qrz(σϑ

cond(ω
φ
st)): Conditions (see Section 4.2.9)

10. t
Σloop

st↦qrz(σϑ
loop(ω

φ
st)): Loops (see Section 4.2.10)

11. t
Σseq

st↦qrz(Σseq(ωqrz′)): Sequences (see Section 4.2.11)
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Translation Strategy:

This chapter introduces two translation strategies illustrated in Figure 4.2:
The ST model is either transformed into a Quartz model that (1) terminates
after a finite number of macro steps n ≥ 0 to mimic a POU without mem-
ory, or (2) runs in an infinite loop to mimic a POU with memory, where an
iteration contains a finite number of macro steps n ≥ 11. Figure 4.2a shows
the high-level runtime behavior of the resulting Quartz model that follows
the first translation strategy, where the set of input variables IN is read when
the Quartz model is invoked in macro step Si. In the following macro steps
during execution, the interfaces are synchronized, where only CLK may be up-
dated externally and is read. Neither input variables IN are allowed to be
updated nor output variables OUT are allowed to be processed externally until
the Quartz model is terminated. In the final macro step Sm, OUT is returned
to the invoking model for external processing. In contrast, Figure 4.2b shows
the high-level runtime behavior of the resulting Quartz model that follows the
second translation strategy, where the model is initialized in the first macro
step S0 and then waits until an iteration is triggered externally via the event
input variable EI. When an iteration is triggered in macro step Si, the set
of input variables IN and an external clock variable CLK are read and can
be processed. In the following macro steps during execution, the interfaces
are synchronized, where only CLK may be updated externally. Neither input
variables IN are allowed to be updated nor output variables OUT are allowed
to be processed externally until the iteration reaches the macro step Sm. In
this macro step, OUT and EO are returned to the invoking model for external
processing. The subsequent final macro step is used to switch to the next
iteration (triggered in the next PLC cycle).

Challenges:

From this, the following challenges for translating ST models to Quartz models
can be derived:

1. Cyclic execution of Quartz models (with and without memory)

2. Event-driven execution of synchronous parallel threads

3. Sequential execution of synchronous parallel threads

4. Dynamic system time

5. Translation of ST language constructs

4.2. From ST Models to Quartz Models

This section defines the individual translation functions for translating an ST
model ωφ

st ∈ Ω
φ
st to a Quartz model ωqrz′ ∈ Ωqrz and analyzes the theoretical

correctness.

1n ≥ 1, because the pause statement between two iterations is considered in this context
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(b) Model of a POU with memory

Figure 4.2.: ST-to-Quartz translation strategies: high-level runtime behavior of
the resulting Quartz models

4.2.1. Model Declaration

This step covers the translation function for translating an ST model dec-
laration δω(ωφ

st) to a Quartz model declaration δω(ωqrz′). According to the
introduced translation strategies, the resulting Quartz model of an ST model,
variant φ ∈ {fb, prg}, is executed in an infinite loop, reflecting the memory
behavior of the original ST model. For this, in each PLC cycle, the Quartz
model waits until a loop iteration is triggered by an event-driven input, where
the termination of the iteration is returned by an event-driven output. In con-
trast, the resulting Quartz model of an ST model, variant φ = fun, is invoked
and executed sequentially without a surrounding loop, mimicking an ST-based
POU without memory.

Definition 4.1 (Model Declaration – ST-to-Quartz). Let
Ωφ
st = {ω

φ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model ele-

ments. δω(ωφ
st) is translated to δω(ωqrz′) using the translation function

tδωst↦qrz(δω(ω
φ
st)), which is described by Algorithm 1.

Correctness

To check the correctness of Definition 4.1, the following lemma is used.
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Algorithm 1 Translate model declaration – ST-to-Quartz

Input: δω(ωφ
st)

Output: δω(ωqrz′)
Translation Function tδωst↦qrz(δω(ω

φ
st)):

switch φ do
case fun do

δω(ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

t
∆imports

st↦qrz (ω
φ
st)

module an(ωφ
st)(t

∆idcl
st↦qrz(ω

φ
st)){

t∆vdcl
st↦qrz(ω

φ
st)

tΣst↦qrz(ω
φ
st)

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end
case fb ∨ prg do

δω(ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

t
∆imports

st↦qrz (ω
φ
st)

module an(ωφ
st)(t

∆idcl
st↦qrz(ω

φ
st)){

t∆vdcl
st↦qrz(ω

φ
st)

loop{
immediate await(EI);

tΣst↦qrz(ω
φ
st)

emit(EO); pause;

}
}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end

end

Lemma 4.1. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, fun, prg}.

Then, tδωst↦qrz(δω(ω
φ
st)) translates δω(ωφ

st) to δω(ωqrz′) as specified in Def-
inition 4.1. δω(ωqrz′) conforms to the syntax rules of δω(ωqrz) and pre-
serves the semantics of δω(ωφ

st) regarding its termination behavior.

Proof The validity of Lemma 4.1 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of δω(ωqrz′) with the
syntax rules of δω(ωqrz) as specified in Section 3.3. While the equivalence
for φ = fun is given by the specification, the correctness for φ ∈ {fb, prg}
follows from the syntactical correct sequence of σinf

loop(ωqrz′), σimm
await(ωqrz′),

σimm
ass (ωqrz′), and σpause(ωqrz′). Second, there are two cases to distinguish

in order to check semantic correctness:

• Case 1 (φ = fun): δω(ωqrz′) does not have a surrounding sequence
of an additional loop with event-driven constructs. Thus, Jδω(ωqrz)Kξ
preserves Jδω(ωφ

st)Kξ regarding its termination behavior (see Section 3.2
and 3.3).
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• Case 2 (φ ∈ {fb, prg}): Given the SOS transition rules of σinf
loop(ωqrz),

σimm
await(ωqrz), and σpause(ωqrz), δω(ωqrz) results in an infinite loop whose

iteration is executed immediately when the event EI becomes true and
triggers EO at the end of an iteration. Iterations are separated by
σpause(ωqrz). Consequently, Jδω(ωqrz)Kξ preserves Jδω(ωφ

st)Kξ regarding
its termination behavior (see Section 3.2 and 3.3).

Illustrative Example for Lemma 4.1

Usage examples are shown below using snippets of the resulting Quartz mod-
els2 in combination with a visualization of the high-level runtime behav-
ior. The resulting Quartz model of example ST ALARM in Figure 4.3 repre-
sents a model without memory, and the resulting Quartz model of example
ST ASS DEL in Figure 4.4 represents a model that preserves the state of the
last macro step of the current PLC cycle for the next iteration (i.e., for the
next PLC cycle).

1 module ST_ALARM(

2 bool ?xSENSOR_L, . . .){
3

4 ST_ALARM = . . . ;

5 }

S
ta

te
m

en
ts

entry

exit

ST_ALARM

ST_ALARM = 
...

C
LK

i

xSENSOR_L,
xSENSOR_M,    
xSENSOR_R

Figure 4.3.: Resulting Quartz model of example ST ALARM (without memory)

1 module ST_ASS_DEL(

2 event bool ?EI,

3 event bool !EO){

4

5 int x0; . . .
6 pause;

7

8 loop{

9 immediate await(EI);

10 next(y0) = y0 + x0;

11 pause;

12 emit(EO); pause;

13 }

14 } emit(EO)

pause

Init.

W
ai

t
S

ta
te

m
en

ts

entry

x0 = 2; ...

immediate 
await(EI)

pause

pause

next(y0) = y0 + x0

CLKi

CLKi+1

Figure 4.4.: Resulting Quartz model of example ST ASS DEL (with memory)

2Both Quartz models are included in Appendix C.2 and C.11.
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4.2.2. Interfaces

This step covers the translation function for translating ST model in-
terfaces ∆idcl(ωφ

st) to Quartz model interfaces ∆idcl(ωqrz′), where
∆idcl(ωφ

st) =∆in(ωφ
st) ∪∆out(ωφ

st) ∪∆inout(ωφ
st).

Definition 4.2 (Interfaces – ST-to-Quartz). Let Ωφ
st = {ω

φ
st ∣ φ ∈ {fb,

fun, prg}} be the set of possible ST model elements. ∆idcl(ωqrz′) is derived
from ωφ

st and extended by event-driven variables and by an optional system

time, using the translation function t∆idcl
st↦qrz(ω

φ
st), which is described by Algo-

rithm 2.

Correctness

To check the correctness of Definition 4.2, the following lemmas are used.

Lemma 4.2. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg}, and

ωqrz always be invoked with connected ∆in(ωqrz). Then, for each interface

ei ∈ Ei(ωφ
st), t

∆idcl
st↦qrz(ω

φ
st) extends ∆in(ωqrz′), ∆out(ωqrz′), or ∆inout(ωqrz′),

and adds possible assignments to defaults to Σseq(ωqrz′) as specified in
Definition 4.2. ∆in(ωqrz′), ∆out(ωqrz′), and ∆inout(ωqrz′) conform to
the syntax rules of ∆in(ωqrz), ∆out(ωqrz), and ∆inout(ωqrz) regarding the
storage class, data type, and name. Σseq(ωqrz′) conforms to the syntax
rules of Σseq(ωqrz). With and without assignments to defaults, ∆in(ωqrz′),
∆out(ωqrz′), and ∆inout(ωqrz′) in combination with Σseq(ωqrz′) preserves
the semantics of ∆in(ωφ

st), ∆out(ωφ
st), and ∆inout(ωφ

st) regarding informa-
tion flow, modifiability, and initialization.

Proof The validity of Lemma 4.2 is proved as follows: First, the syntac-
tic correctness is checked by comparing the resulting syntax of ∆in(ωqrz′),
∆out(ωqrz′), ∆inout(ωqrz′), and Σseq(ωqrz′) with the syntax rules of ∆in(ωqrz),
∆out(ωqrz), ∆inout(ωqrz), and Σseq(ωqrz) as specified in Section 3.3 using in-
duction on the number of added interfaces Ei(ωφ

st):

1. Base Case: When Ei(ωφ
st) = ∅, there are no input variables, output vari-

ables with possible initialization, and inout variables, and thus no state-
ments to add, which trivially conforms to the syntax rules of ∆in(ωqrz),
∆out(ωqrz), ∆inout(ωqrz), Σimm

ass (ωqrz), and Σpause(ωqrz), since these sets
remain unchanged and are optional.

2. Induction Hypothesis: The lemma holds for any set of input vari-
ables, output variables with possible initialization, and inout variables.

3. Inductive Step: Adding an element to input variables, output
variables with initialization, and inout variables results in an additional
element in ∆in(ωqrz′), ∆out(ωqrz′), ∆inout(ωqrz′), Σimm

ass (ωqrz′), and
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Algorithm 2 Translate interfaces – ST-to-Quartz

Input: ωφ
st

Output: ∆in(ωqrz′), ∆out(ωqrz′), ∆inout(ωqrz′), Σseq(ωqrz′)
Translation Function t∆idcl

st↦qrz(ω
φ
st):

if φ ∈ {fb, prg} then
∆in(ωqrz′) ← add event bool ?EI;

▷ add Boolean event input variable
∆out(ωqrz′) ← add event bool !EO;

▷ add Boolean event output variable
end
if ωφ

st contains time-based logic then
∆in(ωqrz′) ← add nat ?CLK;

▷ add memorized input variable
end
if φ = fun ∧ erT ≠ ∅, where erT ∈ ErT (ωφ

st),ErT (ω
φ
st) ⊂ Ei(ω

φ
st) then

∆out(ωqrz′) ← add tαst↦qrz(α(erT )) !an(ωφ
st);

▷ add memorized output variable
end
forall ei ∈ Ei(ωφ

st) do
if ei = eiV s, where eiV s ∈ EiV s(ωφ

st),EiV s(ωφ
st) ⊂ Ei(ω

φ
st) then

∆in(ωqrz′) ← add tαst↦qrz(α(ei)) ?an(ei);
▷ add memorized input variable

end
if ei = eoV s, where eoV s ∈ EoV s(ωφ

st),EoV s(ωφ
st) ⊂ Ei(ω

φ
st) then

∆out(ωqrz′) ← add tαst↦qrz(α(ei)) !an(ei);
▷ add memorized output variable

Σseq(ωqrz′) ← add an(ei) = tτmisc
st↦qrz(π);

▷ add assignment to default value (if specified)
end
if ei = eiOV s, where eiOV s ∈ EiOV s(ωφ

st),EiOV s(ωφ
st) ⊂ Ei(ω

φ
st) then

∆inout(ωqrz′) ← add tαst↦qrz(α(ei)) an(ei);
▷ add memorized inout variable

end

end
if Σseq(ωqrz′) ≠ ∅ then

Σseq(ωqrz′) ← add pause;
▷ add pause if at least one variable is initialized

end

Σpause(ωqrz′). Their syntax still conforms to the syntax rules of
∆out(ωqrz), ∆inout(ωqrz), Σimm

ass (ωqrz), and Σpause(ωqrz).

Second, the semantic correctness is checked by comparing J∆in(ωqrz)Kξ,
J∆out(ωqrz)Kξ, and J∆inout(ωqrz)Kξ in combination with the SOS transition
rules of Σimm

ass (ωqrz) and Σpause(ωqrz) (see Section 3.3) with J∆in(ωφ
st)Kξ,

J∆out(ωφ
st)Kξ, and J∆inout(ωφ

st)Kξ (see Section 3.2).
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Illustrative Example for Lemma 4.2

As an example, below are some derived interfaces of the ST SIMPLE PRG1

model3:

1 real ?PRG_C // added to ∆in(ωqrz′)

2 real !PRG_OUT2 // added to ∆out(ωqrz′)

Lemma 4.3. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, prg}. Then,

t∆idcl
st↦qrz(ω

φ
st) adds the additional event input EI to ∆in(ωqrz′) and the

additional event output EO to ∆out(ωqrz′) as specified in Definition 4.2.
∆in(ωqrz′) and ∆out(ωqrz′) conform to the syntax rules of ∆in(ωqrz) and
∆out(ωqrz).

Proof The validity of Lemma 4.3 is proved by comparing the resulting syn-
tax of ∆in(ωqrz′) and ∆out(ωqrz′) with the syntax rules of ∆in(ωqrz) and
∆out(ωqrz) as specified in Section 3.3.

Illustrative Example for Lemma 4.3

As an example, below are the derived interfaces of the ST SIMPLE PRG1model4:

1 event bool ?EI // added to ∆in(ωqrz′)

2 event bool !EO // added to ∆out(ωqrz′)

Lemma 4.4. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg}, and

ωφ
st contains time-based logic, where time is a readable variable and is

synchronized externally. Then, t∆idcl
st↦qrz(ω

φ
st) adds an additional memorized

input to ∆in(ωqrz′) as specified in Definition 4.2. ∆in(ωqrz′) conforms to
the syntax rules of ∆in(ωqrz).

Proof The validity of Lemma 4.4 is proved by comparing the resulting syntax
of ∆in(ωqrz′) with the syntax rules of ∆in(ωqrz) as specified in Section 3.3.

Illustrative Example for Lemma 4.4

As an example, below is the derived input of the ST SIMPLE PRG1 model5:

1 nat ?CLK // added to ∆in(ωqrz′)

3Both models, ST and Quartz , are included in Appendix B.27 and C.27.
4Both models, ST and Quartz , are included in Appendix B.27 and C.27.
5Both models, ST and Quartz , are included in Appendix B.27 and C.27.
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Lemma 4.5. Let ωfun
st be translated to ωqrz′ and ωfun

st has a specified

return type, which is processed by ωfun
st . Then, t∆idcl

st↦qrz(ω
φ
st) adds an ad-

ditional memorized output for the specified return type to ∆out(ωqrz′) as
specified in Definition 4.2. ∆out(ωqrz′) conforms to the syntax rules of
∆out(ωqrz).

Proof The validity of Lemma 4.5 is proved by comparing the resulting syntax
of ∆out(ωqrz′) with the syntax rules of ∆out(ωqrz) as specified in Section 3.3.

Illustrative Example for Lemma 4.5

As an example, below is the derived output of the ST SIMPLE FUN function in
ST SIMPLE PRG1 model6:

1 real !ST_SIMPLE_FUN // added to ∆out(ωqrz′)

4.2.3. Variables

This step covers the translation function for translating local ST model
variables ∆vdcl(ωφ

st) to local Quartz model variables ∆vdcl(ωqrz′), where
∆vdcl(ωφ

st) =∆local(ωφ
st).

Definition 4.3 (Variables – ST-to-Quartz). Let Ωφ
st = {ω

φ
st ∣ φ ∈ {fb, fun,

prg}} be the set of possible ST model elements. ∆vdcl(ωqrz′) is derived from
ωφ
st and extended by event-driven interfaces of instances as well as additional

instance output variables using the translation function t∆vdcl
st↦qrz(ω

φ
st), which is

described by Algorithm 3.

Correctness

To check the correctness of Definition 4.3, the following lemmas are used.

Lemma 4.6. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, fun, prg}. Then,

for each local variable elV s ∈ Ei(ωφ
st) that is not derived from standard func-

tion blocks ed(elV s) = ∅), t∆vdcl
st↦qrz(ω

φ
st) adds a local variable to ∆local(ωqrz′)

and a possible initialization to Σseq(ωqrz′) as specified in Definition 4.3.
∆local(ωqrz′) conforms to the syntax rules of ∆local(ωqrz) regarding the
storage class, data type, and name, and Σseq(ωqrz′) conforms to the syntax
rules of Σseq(ωqrz). With and without initialization, ∆local(ωqrz′) in com-
bination with Σseq(ωqrz′) preserves the semantics of ∆local(ωφ

st) regarding
modifiability and initialization.

6Both models, ST and Quartz , are included in Appendix B.27 and C.27.
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Algorithm 3 Translate variables – ST-to-Quartz

Input: ωφ
st

Output: ∆local(ωqrz′),Σseq(ωqrz′)
Translation Function t∆vdcl

st↦qrz(ω
φ
st):

forall ebinst ∈ Ebinst(ωφ
st) do

∆local(ωqrz′) ← add event bool an(aiN(ebinst)) EI;
▷ add Boolean event input variable

∆local(ωqrz′) ← add event bool an(aiN(ebinst)) EO;
▷ add Boolean event output variable

forall eoV s ∈ EoV s(ebinst) do
∆local(ωqrz′) ← add tαst↦qrz(α(eoV s)) an(aiN(ebinst)) an(eoV s);

▷ add memorized variable for output variable
end

end
forall ebfun′ (derived from ωφ

st) do
∆local(ωqrz′) ← add tαst↦qrz(erT (ebfun′ )) an(ebfun′ ) li′(ebfun′ );

▷ add memorized variable for return type of ebfun′ , where i′

represents the index of occurrence
forall eoV s ∈ EoV s(ebfun′ ) do

∆local(ωqrz′) ← add
tαst↦qrz(α(eoV s)) an(ebfun′ ) an(eoV s) li′(ebfun′ );

▷ add memorized variable for output variable
end

end
forall elV s ∈ Ei(ωφ

st) do
if ed(elV s) = ∅ then

∆local(ωqrz′) ← add tαst↦qrz(α(elV s)) an(elV s);
▷ add memorized variable

Σseq(ωqrz′) ← add an(elV s) = tτmisc
st↦qrz(π);

▷ add assignment to default value (if specified)
end

end
if Σseq(ωqrz′) ≠ ∅ then

Σseq(ωqrz′) ← add pause (and remove pause added for initialized in-
terfaces);

▷ add pause if at least one variable is initialized
end

Proof The validity of Lemma 4.6 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of ∆local(ωqrz′) and
Σseq(ωqrz′) with the syntax rules of ∆local(ωqrz) and Σseq(ωqrz) as specified
in Section 3.3 using induction on the number of added variables Ei(ωφ

st):

1. Base Case: When Ei(ωφ
st) = ∅, there are no local variables and thus

no statements to add, which trivially conforms to the syntax rules of
∆local(ωqrz), Σimm

ass (ωqrz), and Σpause(ωqrz), since these sets remain un-
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changed and are optional.

2. Induction Hypothesis: The lemma holds for any set of local variables
with possible initialization.

3. Inductive Step: Adding an element to local variables with initial-
ization results in an additional element in ∆local(ωqrz′), Σimm

ass (ωqrz′),
and Σpause(ωqrz′). Their syntax still conforms to the syntax rules of
∆local(ωqrz), Σimm

ass (ωqrz), and Σpause(ωqrz).

Second, the semantic correctness is checked by comparing J∆local(ωqrz)Kξ (in
combination with the SOS transition rules of Σimm

ass (ωqrz) and Σpause(ωqrz))
with J∆local(ωφ

st)Kξ (see Section 3.2 and 3.3).

Illustrative Example for Lemma 4.6

As an example, below is the derived local variable of the ST SIMPLE PRG1

model7:

1 int PRG_COUNT; // added to ∆local(ωqrz′)

2 PRG_COUNT = 4; // added to Σseq(ωqrz′)

3 pause; // added to Σseq(ωqrz′)

Lemma 4.7. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, prg}. Then,

for each instance ebinst ∈ Ebinst(ωφ
st), t

∆vdcl
st↦qrz(ω

φ
st) adds the additional event

variables for event-driven execution control to ∆local(ωqrz′) as specified in
Definition 4.3. ∆local(ωqrz′) conforms to the syntax rules of ∆local(ωqrz)
regarding the storage class, data type, and name that is consistently derived
from the instance name.

Proof The validity of Lemma 4.7 is checked by comparing the resulting syntax
of ∆local(ωqrz′) with the syntax rules of ∆local(ωqrz) as specified in Section 3.3
using induction on the number of instances Ebinst(ωφ

st):

1. Base Case: When Ebinst(ωφ
st) = ∅, there are no local variables to add,

which trivially conforms to the syntax rules of ∆local(ωqrz), since this
set remains unchanged and is optional.

2. Induction Hypothesis: The lemma holds for any set of instances
Ebinst(ωφ

st).

3. Inductive Step: Adding an instance to Ebinst(ωφ
st) results in an addi-

tional element in ∆local(ωqrz′). Its syntax still conforms to the syntax
rules of ∆local(ωqrz).

7Both models, ST and Quartz , are included in Appendix B.27 and C.27.
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Illustrative Example for Lemma 4.7

As an example, below are the derived local variables of the ST SIMPLE PRG1

model8:

1 event bool DEBOUNCE_01_EI; // added to ∆local(ωqrz′)

2 event bool DEBOUNCE_01_EO; // added to ∆local(ωqrz′)

Lemma 4.8. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, fun, prg}.

Then, for each output eoV s(ebinst) ∈ EoV s(ebinst) of each instance ebinst ∈
Ebinst(ωφ

st), t
∆vdcl
st↦qrz(ω

φ
st) adds a local variable to ∆local(ωqrz′) as specified in

Definition 4.3. ∆local(ωqrz′) conforms to the syntax rules of ∆local(ωqrz)
regarding the storage class, data type, and name that is consistently derived
from the instance name.

Proof The validity of Lemma 4.8 is checked by comparing the resulting syntax
of ∆local(ωqrz′) with the syntax rules of ∆local(ωqrz) as specified in Section 3.3
using induction on the number of instances Ebinst(ωφ

st) with output variables
EoV s(ebinst):

1. Base Case: When Ebinst(ωφ
st) = ∅ and EoV s(ebinst) = ∅, there are no

local variables to add, which trivially conforms to the syntax rules of
∆local(ωqrz), since this set remains unchanged and is optional.

2. Induction Hypothesis: The lemma holds for any set of instances with
any set of output variables.

3. Inductive Step: Adding an instance to Ebinst(ωφ
st) with an output vari-

able to EoV s(ebinst) results in an additional element in ∆local(ωqrz′). Its
syntax still conforms to the syntax rules of ∆local(ωqrz).

Illustrative Example for Lemma 4.8

As an example, below are the derived local variables of the ST SIMPLE PRG1

model9:

1 bool DEBOUNCE_01_OUT; // added to ∆local(ωqrz′)

2 nat DEBOUNCE_01_ET_OFF; // added to ∆local(ωqrz′)

Lemma 4.9. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, fun, prg}. Then,

for the return type erT (ebfun′ ) and each output eoV s(ebfun′ ) ∈ EoV s(ebfun′ )
of each user-defined function ebfun′ ∈ Ebfun′ (ω

φ
st), t

∆vdcl
st↦qrz(ω

φ
st) adds an addi-

tional variable to ∆local(ωqrz′) as specified in Definition 4.3. ∆local(ωqrz′)
conforms to the syntax rules of ∆local(ωqrz) regarding the storage class,

8Both models, ST and Quartz , are included in Appendix B.27 and C.27.
9Both models, ST and Quartz , are included in Appendix B.27 and C.27.
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data type, and name that is consistently derived from the instance name
and index of occurrence.

Proof The validity of Lemma 4.9 is checked by comparing the resulting syntax
of ∆local(ωqrz′) with the syntax rules of ∆local(ωqrz) as specified in Section 3.3
using induction on the number of user-defined functions Ebfun′ (ω

φ
st) with return

type and output variables EoV s(ebfun′ ):

1. Base Case: When Ebfun′ (ω
φ
st) = ∅ and EoV s(ebfun′ ) = ∅, there are no

local variables to add, which trivially conforms to the syntax rules of
∆local(ωqrz), since this set remains unchanged and is optional.

2. Induction Hypothesis: The lemma holds for any set of user-defined
functions with any set of output variables.

3. Inductive Step: Adding a user-defined function with return type to
Ebfun′ (ω

φ
st) and an output variable to EoV s(ebfun′ ) results in two addi-

tional elements in ∆local(ωqrz′) (one for the return type and one for the
output). Its syntax still conforms to the syntax rules of ∆local(ωqrz).

Illustrative Example for Lemma 4.9

As an example, below are the derived local variables of the ST ASS IMM3

model10:

1 int {32768} ST_ASS_IMM_OUT_y_l1; // added to ∆local(ωqrz′)

2 bool ST_ASS_IMM_OUT_l1; // added to ∆local(ωqrz′)

4.2.4. Data Types and Fields

This step covers the translation function for translating ST data types and
fields A[+](ωφ

st) to Quartz data types and fields A[+](ωqrz′).

Definition 4.4 (Data types and fields – ST-to-Quartz). Let α(ωφ
st) be

a considered ST data type and α+(ωφ
st) be an ST data type field. ST data types

and fields A[+](ωφ
st) are translated to Quartz data types and fields A[+](ωqrz′)

using the translation function tαst↦qrz(α[+](ω
φ
st)), which is described by Algo-

rithm 37 in Appendix I.0.111.

Correctness

To check the correctness of Definition 4.4, the following lemma is used.

10Both models, ST and Quartz , are included in Appendix B.18 and C.18.
11This algorithm describes an intuitive mapping, which is moved to the appendix for the

sake of readability, but is not necessary for understanding the following lemma.
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Lemma 4.10. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg},

and bit vector, integer, floating point, and duration be the consid-
ered data type categories A[+](ωφ

st) as specified in Section 3.2. Then,
tαst↦qrz(α[+](ω

φ
st)) translates α[+](ωφ

st) to α[+](ωqrz′) as specified in Def-

inition 4.4. α[+](ωqrz′) conforms to the syntax rules of α[+](ωqrz) and
preserves the semantics of α[+](ωφ

st) regarding boundaries, precision, res-
olution, and defaults (if applicable).

Proof The validity of Lemma 4.10 is checked as follows: First, the syn-
tactic correctness is proved by comparing all resulting data types and fields
α[+](ωqrz′) with syntax rules α[+](ωqrz) as specified in Section 3.3. Second, the
semantic correctness is checked by comparing Jα[+](ωqrz)Kξ with Jα[+](ωφ

st)Kξ
(see Section 3.2 and 3.3), taking into account that the resolution of the dura-
tion data type is restricted to milliseconds.

Illustrative Example for Lemma 4.10

Usage examples are given by illustrative examples of previous lemmas, such
as Lemma 4.9.

4.2.5. POU Imports

This step covers the translation function for translating instantiated and in-
voked POU imports in ST models to Quartz model imports ∆imports(ωqrz′).

Definition 4.5 (POU imports – ST-to-Quartz). Let Ωφ
st = {ω

φ
st ∣ φ ∈ {fb,

fun, prg}} be the set of possible ST model elements. Instantiated and invoked
POUs in ST models are derived from external blocks elV s ∈ E(ωφ

st), ed(elV s) ≠ ∅
and user-defined blocks ebfun′ ∈ F ′(ω

φ
st). These blocks are translated to Quartz

model imports ∆imports(ωqrz′) using the translation function t
∆imports

st↦qrz (ω
φ
st),

which is described by Algorithm 4.

Algorithm 4 Translate POU imports – ST-to-Quartz

Input: ωφ
st

Output: ∆imports(ωqrz′)
Translation Function t

∆imports

st↦qrz (ω
φ
st):

forall elV s ∈ E(ωφ
st), ed(elV s) ≠ ∅ do

∆imports(ωqrz′) ← add import (ed(elV s)).*;
end
forall ebfun′ ∈ F ′(ω

φ
st) (derived from ωφ

st) do
∆imports(ωqrz′) ← add import an(ebfun′ )).*;

end
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Correctness

To check the correctness of Definition 4.5, the following lemma is used.

Lemma 4.11. Let the IEC 61131-3 standard function blocks (RS, SR,
TOF, TON) [GDV14] be available as semantically and syntactically correct
Quartz models. Then, for each instance elV s ∈ E(ωφ

st), ed(elV s) ≠ ∅ and

user-defined function ebfun′ ∈ F ′(ω
φ
st), t

∆imports

st↦qrz (ω
φ
st) adds the correspond-

ing import to ∆imports(ωqrz′) (if not already imported) as specified in Defi-
nition 4.5. ∆imports(ωqrz′) conforms to the syntax rules of ∆imports(ωqrz).

Proof The validity of Lemma 4.11 is checked by comparing the resulting
syntax of ∆imports(ωqrz′) with the syntax rules of ∆imports(ωqrz) as spec-
ified in Section 3.3 using induction on the number of instances E(ωφ

st) =
{elV s ∣ ed(elV s) ≠ ∅} and user-defined functions F ′(ωφ

st):

1. Base Case: When E(ωφ
st) = ∅ and F ′(ωφ

st) = ∅, there are no modules to
import, which trivially conforms to the syntax rules of ∆imports(ωqrz),
since this set is optional.

2. Induction Hypothesis: The lemma holds for any set of instances and
any set of user-defined functions.

3. Inductive Step: Adding an instance and user-defined function to
E(ωφ

st) and F ′(ωφ
st) results in two additional elements in ∆imports(ωqrz′)

(one for the instance and one for the user-defined function). Its syntax
still conforms to the syntax rules of ∆imports(ωqrz).

Illustrative Example for Lemma 4.11

As an example, below are the derived imports of the ST SIMPLE PRG1 model12:

1 import ST_DEBOUNCE .*; // added to ∆imports(ωqrz′)

2 import ST_SIMPLE_FUN .* // added to ∆imports(ωqrz′)

4.2.6. Expressions

This step covers the translation function for translating expressions in ST
models T (ωφ

st) to expressions in Quartz models T (ωqrz′).

Definition 4.6 (Expressions – ST-to-Quartz). Let Ωφ
st = {ω

φ
st ∣ φ ∈ {fb,

fun, prg}} be the set of possible ST model elements. An expression in ST mod-
els τ (ωφ

st) ∈ T (ω
φ
st) is translated to an expression in Quartz models τ (ωqrz′) ∈

T (ωqrz′) using the translation function tτst↦qrz(τ (ω
φ
st)), which is described by

Algorithm 38 in Appendix I.0.213.
12Both models, ST and Quartz , are included in Appendix B.27 and C.27.
13This algorithm describes an intuitive mapping, which is moved to the appendix for the

sake of readability, but is not necessary for understanding the following lemma.
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Correctness

To check the correctness of Definition 4.6, the following lemma is used.

Lemma 4.12. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg}, and

miscellaneous, compare operators, arithmetic operators, conditional oper-
ator, and boolean operators be the considered expression categories T (ωφ

st)
as specified in Section 3.2. Then, for each τ(ωφ

st) ∈ T (ω
φ
st), tτst↦qrz(τ(ω

φ
st))

translates τ(ωφ
st) to τ(ωqrz′) as specified in Definition 4.6. τ(ωqrz′) con-

forms to the syntax rules of τ(ωqrz) and preserves the semantics of τ(ωφ
st)

regarding the type system and SOS transition rules.

Proof The validity of Lemma 4.12 is proved as follows: First, the syntactic
correctness is checked by comparing all resulting expressions τ(ωqrz′) with syn-
tax rules τ(ωqrz) as specified in Section 3.3. Second, the semantic correctness
is checked by comparing Jτ(ωqrz)Kξ with Jτ(ωφ

st)Kξ, their type system, and SOS
transition rules as specified in Section 3.2 and 3.3. As a result, each considered
ST expression can be mapped to a corresponding Quartz expression.

Illustrative Example for Lemma 4.12

As an example, below are two derived expressions of the ST SIMPLE FUN

model14:

1 (COUNT +1) // result of tτst↦qrz(COUNT+1)

2 ((A1*B1)/C1) // result of tτst↦qrz((A1*B1)/C1)

4.2.7. POU Invocations

This step covers the translation function for translating POU invocations in ST
models Σϑ

inv(ω
φ
st) to Quartz model invocations in Quartz models Σϑ

inv(ωqrz′).
The high-level runtime behavior of an ST model with memory translated to
a Quartz model mimicking memory behavior is illustrated in Figure 4.5. Fig-
ure 4.5a shows the runtime behavior of an example ST model that is triggered
in each PLC cycle (red) and invokes a POU with memory and a POU without
memory depending on their execution order (blue). In contrast, Figure 4.5b
shows the runtime behavior of the resulting Quartz model, whose model with
memory is triggered by an additional event-driven variable (red) and the model
without memory without an additional event-driven variable, depending on its
execution order (blue).

Definition 4.7 (POU Invocations – ST-to-Quartz). Let Ωφ
st = {ω

φ
st ∣ φ ∈

{fb, fun, prg}} be the set of possible ST model elements and POU invocations
in ST models Σinv(ωφ

st) are given as complete formal function call [GDV14]. A

14Both models, ST and Quartz , are included in Appendix B.26 and C.26.

49



Chapter 4: Model Transformation of ST Models to Quartz Models

entry

PLC
Cycle

with memorywith memory without memory

entry

entry

exit

ti

tj

tk

tl

tm

tj

tk

t0 t0

FBD, 
ST, ...

FBD, 
ST, ...

(a) Initial ST model

entry

EI

with memorywith memory without memory

entry

entry

EI

EO

exit

EO

Si

Sj

Sk

Sl

Sm

Sj

Sk

S0 S0

Quartz, 
... 

Quartz, 
... 

(b) Resulting Quartz model

Figure 4.5.: High-level runtime behavior of a model with memory that invokes two
models (Approach: ST-to-Quartz)

POU invocation σϑ
inv(ω

φ
st) ∈ Σϑ

inv(ω
φ
st) is translated to a Quartz model invoca-

tion σϑ
inv(ωqrz′) ∈ Σϑ

inv(ωqrz′) using the translation function tΣinv
st↦qrz(σϑ

inv(ω
φ
st)),

which is described by Algorithm 5.

Correctness

To check the correctness of Definition 4.7, the following lemmas are used.

Lemma 4.13. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, prg}. Then,

for an invoked instance σfb
inv(ω

φ
st), t

Σinv
st↦qrz(σ

fb
inv(ω

φ
st)) adds an event-driven

control sequence to Σseq(ωqrz′) as specified in Definition 4.7. Furthermore,

tΣinv
st↦qrz(σ

fb
inv(ω

φ
st)) adds a synchronous concurrent thread to invoke instance

with related arguments including event-driven interfaces and synchronized
clock (if specified) as specified in Definition 4.7. Σseq(ωqrz′) conforms

to the syntax rules of Σseq(ωqrz) and σfb
inv(ωqrz′) to the syntax rules of

σfb
inv(ωqrz). The combination of Σseq(ωqrz) and σfb

inv(ωqrz) preserves the

SOS transition rules of σfb
inv(ω

φ
st) regarding termination behavior.

Proof The validity of Lemma 4.13 is proved by comparing the resulting syn-
tax of ∆seq(ωqrz′) with the syntax rules of ∆seq(ωqrz), and σfb

inv(ωqrz′) with
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4.2. From ST Models to Quartz Models

Algorithm 5 Invoke POU – ST-to-Quartz

Input: σϑ
inv(ω

φ
st)

Output: Σseq(ωqrz′), σfb
inv(ωqrz′), σf ′

inv(ωqrz′)
Translation Function tΣinv

st↦qrz(σϑ
inv(ω

φ
st)):

switch ϑ do
case fb do

Σseq(ωqrz′) ← add { emit((aiN(σfb
inv(ω

φ
st))) EI);

immediate await((aiN(σfb
inv(ω

φ
st))) EO);

}

▷ add event-driven control sequence
σfb
inv(ωqrz′) ←|| (aiN(σfb

inv(ω
φ
st))):

(atN(σfb
inv(ω

φ
st)))((aiN(σ

fb
inv(ω

φ
st))) EI, (aiN(σ

fb
inv(ω

φ
st))) EO,

[CLK,] I, O);
▷ add thread with event-driven interfaces and system time (if

specified)
end
case f ′ do

σf ′

inv(ωqrz′) ← (atN(σf ′

inv(ω
φ
st)))([CLK,] I, O);
▷ add invocation with clock (if specified)

end

forall i ∈ I,I = EiV s(aiN(σϑ
inv(ω

φ
st))) ∪ EiOV s(aiN(σϑ

inv(ω
φ
st))) do

i↦ tτst↦qrz(i);
▷ add translated input or inout argument

end

forall o ∈ O,O = EoV s(aiN(σϑ
inv(ω

φ
st))) do

o← o(aiN(σϑ
inv(ω

φ
st))));

▷ add translated output argument
end

end

the syntax rules of σfb
inv(ωqrz) as specified in Section 3.3 using induction on

the number of input variables including inout variables EiV s(aiN(σϑ
inv(ω

φ
st)))∪

EiOV s(aiN(σϑ
inv(ω

φ
st))) and output variables EoV s(aiN(σϑ

inv(ω
φ
st))) of an in-

voked instance σfb
inv(ω

φ
st) with system time:

1. Base Case: When σfb
inv(ω

φ
st) ≠ ∅, EiV s(aiN(σϑ

inv(ω
φ
st))) = ∅,

EiOV s(aiN(σϑ
inv(ω

φ
st))) = ∅ and EoV s(aiN(σϑ

inv(ω
φ
st))) = ∅, there

are no existing interfaces to add, but added sequence σimm
ass (ωqrz′),

σimm
await(ωqrz′), and σfb

inv(ωqrz′), which conforms to the syntax rules of

σimm
ass (ωqrz), σimm

await(ωqrz), and σfb
inv(ωqrz).

2. Induction Hypothesis: The lemma holds for any set of input variables
including inout variables and any set of output variables of an invoked
instance.

3. Inductive Step: Adding an input, inout variable, and out-
put variable to EiV s(aiN(σϑ

inv(ω
φ
st))), EiOV s(aiN(σϑ

inv(ω
φ
st))), and
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Chapter 4: Model Transformation of ST Models to Quartz Models

EoV s(aiN(σϑ
inv(ω

φ
st))) results in three additional interfaces and sequence

σimm
ass (ωqrz′), σimm

await(ωqrz′), and σfb
inv(ωqrz′), which still conforms to the

syntax rules of σimm
ass (ωqrz), σimm

await(ωqrz), and σfb
inv(ωqrz).

Second, the semantic correctness is checked by comparing the SOS transition
rules of the sequence σimm

ass (ωqrz), σimm
await(ωqrz), and σfb

inv(ωqrz) with the SOS

transition rules of σfb
inv(ω

φ
st). Triggering EI and waiting for EO mimics a block

invocation in ST models.

Illustrative Example for Lemma 4.13

As an example, below is a derived event-driven sequence and model invocation
including arguments in the ST SIMPLE PRG1 model15:

1 loop{ . . .
2 emit(DEBOUNCE_01_EI); // event input

3 immediate await(DEBOUNCE_01_EO); // event output

4 . . . }

5 || DEBOUNCE_01:DEBOUNCE( // add. thread

6 DEBOUNCE_01_EI, // event input

7 DEBOUNCE_01_EO, // event output

8 CLK, // clock

9 PRG_IN, 2000, // in(out) arg.

10 DEBOUNCE_01_OUT, // output arg.

11 DEBOUNCE_01_ET_OFF); // output arg.

Lemma 4.14. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg}, and

user-defined function calls are designed as complete formal function call.
Then, tΣinv

st↦qrz(σ
f ′

inv(ω
φ
st)) translates a user-defined function call σf ′

inv(ω
φ
st)

to a Quartz model invocation σf ′

inv(ωqrz′) with related arguments including

synchronized clock (if specified) as specified in Definition 4.7. σf ′

inv(ωqrz′)
conforms to the syntax rules of σf ′

inv(ωqrz) and preserves the SOS transition

rules of σf ′

inv(ω
φ
st) regarding termination behavior.

Proof The validity of Lemma 4.14 is checked by comparing the resulting
syntax of σf ′

inv(ωqrz′) with the syntax rules of σf ′

inv(ωqrz) as specified in Sec-
tion 3.3 using induction on the number of input variables including inout
variables EiV s(aiN(σϑ

inv(ω
φ
st))) ∪ EiOV s(aiN(σϑ

inv(ω
φ
st))) and output variables

EoV s(aiN(σϑ
inv(ω

φ
st))) of an invoked user-defined function σf ′

inv(ω
φ
st) with sys-

tem time:

1. Base Case: When σf ′

inv(ω
φ
st) ≠ ∅, EiV s(aiN(σϑ

inv(ω
φ
st))) = ∅,

EiOV s(aiN(σϑ
inv(ω

φ
st))) = ∅ and EoV s(aiN(σϑ

inv(ω
φ
st))) = ∅, there

are no existing interfaces to add, which conforms to the syntax rules of
σf ′

inv(ωqrz).
15Both models, ST and Quartz , are included in Appendix B.27 and C.27.
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2. Induction Hypothesis: The lemma holds for any set of input variables
including inout variables and any set of output variables of an invoked
user-defined function.

3. Inductive Step: Adding an input, inout variable, and out-
put variable to EiV s(aiN(σϑ

inv(ω
φ
st))), EiOV s(aiN(σϑ

inv(ω
φ
st))), and

EoV s(aiN(σϑ
inv(ω

φ
st))) results in three additional interfaces, which still

conforms to the syntax rules σf ′

inv(ωqrz).

Second, the semantic correctness is checked by comparing the SOS transi-
tion rules of σf ′

inv(ωqrz) with the SOS transition rules of σf ′

inv(ω
φ
st). An inline

invocation mimics a block invocation in ST models, which can contain multiple
macro steps.

Illustrative Example for Lemma 4.14

As an example, below is a derived model invocation including arguments in
the ST SIMPLE PRG1 model16:

1 loop{ . . .
2 ST_SIMPLE_FUN( // invocation

3 (PRG_A + 2.0), // in(out) arg.

4 PRG_B, PRG_C, PRG_COUNT, // in(out) arg.

5 ST_SIMPLE_FUN_l1); // output arg.

6 . . . }

4.2.8. Assignments

This step covers the translation function for translating assignments in ST
models Σϑ

ass(ω
φ
st) to assignments in Quartz models Σϑ

ass(ωqrz′).

Definition 4.8 (Translation of assignments – ST-to-Quartz).
Let Ωφ

st = {ω
φ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model el-

ements and Σϑ
ass(ω

φ
st) be the set of assigned variables. An immediate

assignment σimm
ass (ω

φ
st) ∈ Σimm

ass (ω
φ
st) (i.e., rhs(σimm

ass (ω
φ
st)) does not depend

on lhs(σimm
ass (ω

φ
st)) and a delayed assignment σdel

ass(ω
φ
st) ∈ Σdel

ass(ω
φ
st) (i.e.,

rhs(σdel
ass(ω

φ
st)) does depend on lhs(σdel

ass(ω
φ
st)) in ST models is translated

to a sequence Σseq(ωqrz′) in Quartz models using the translation function

t
Σass
st↦qrz(σϑ

ass(ω
φ
st)), which is described by Algorithm 6.

Correctness

To check the correctness of Definition 4.8, the following lemmas are used.

Lemma 4.15. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg}, and

ϑ = imm. Then, t
Σass
st↦qrz(σimm

ass (ω
φ
st)) translates σimm

ass (ω
φ
st) to a sequence

Σseq(ωqrz′) of σpause(ωqrz′) and σimm
ass (ωqrz′) as specified in Definition 4.8,

16Both models, ST and Quartz , are included in Appendix B.27 and C.27.
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Algorithm 6 Translate assignment – ST-to-Quartz

Input: σϑ
ass(ω

φ
st)

Output: Σseq(ωqrz′)
Translation Function t

Σass
st↦qrz(σϑ

ass(ω
φ
st)):

switch ϑ do
case imm do

Σseq(ωqrz′) ← add

⎧⎪⎪⎪⎨⎪⎪⎪⎩

pause;(if lhs(σimm
ass (ω

φ
st)) was updated

or read earlier in the current macro step)
lhs(σimm

ass (ω
φ
st)) = tτst↦qrz(rhs(σimm

ass (ω
φ
st)));

⎫⎪⎪⎪⎬⎪⎪⎪⎭
end
case del do

Σseq(ωqrz′) ← add

⎧⎪⎪⎪⎨⎪⎪⎪⎩

next(lhs(σdel
ass(ω

φ
st))) =

tτst↦qrz(rhs(σdel
ass(ω

φ
st)));

pause;

⎫⎪⎪⎪⎬⎪⎪⎪⎭
end

end

considering the last update and read of lhs(σimm
ass (ω

φ
st)). Σseq(ωqrz′) con-

forms to the syntax rules of Σseq(ωqrz), preserves the SOS transition rules
of σimm

ass (ω
φ
st), and respects the single assignment per macro step constraint

in Quartz.

Proof The validity of Lemma 4.15 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σseq(ωqrz′) with
the syntax rules of Σseq(ωqrz) as specified in Section 3.3, where there are two
cases to distinguish:

• Case 1 (lhs(σimm
ass (ω

φ
st)) was updated or read earlier in the cur-

rent macro step): Σseq(ωqrz′) = {σpause(ωqrz′);σimm
ass (ωqrz′)}, which

conforms to the syntax rules of σpause(ωqrz) and σimm
ass (ωqrz).

• Case 2 (lhs(σimm
ass (ω

φ
st)) was neither updated nor read earlier

in the current macro step)): Σseq(ωqrz′) = {σimm
ass (ωqrz′)}, which

conforms to the syntax rules of σimm
ass (ωqrz).

Second, the semantic correctness is checked by comparing the SOS transition
rules of σpause(ωqrz) in combination with σimm

ass (ωqrz) (or σimm
ass (ωqrz) only,

respectively) with the SOS transition rules of σimm
ass (ω

φ
st). The semantics are

preserved, considering that a PLC cycle can contain several macro steps (see
Section 3.2 and 3.3). The single assignment per macro step is respected by
considering the last update and read of lhs(σimm

ass (ω
φ
st)).
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Illustrative Example for Lemma 4.15

As an example, the immediately assigned variables of the ST ASS IMM1 model
and ST ASS IMM2 model are translated as follows17:

1 y:=x;
2 ⇒ y=x; // σimm

ass (ωqrz′) added to Σseq(ωqrz′)

3 -----------------------

4 y0:=x0; y1:=x1;
5 ⇒ y0=x0; // σimm

ass (ωqrz′) added to Σseq(ωqrz′)

6 ⇒ y1=x1; // σimm
ass (ωqrz′) added to Σseq(ωqrz′)

7 -----------------------

8 y0:=x0; y1:=x1; y0:=x2;
9 ⇒ y0=x0; // σimm

ass (ωqrz′) added to Σseq(ωqrz′)

10 ⇒ y1=x1; // σimm
ass (ωqrz′) added to Σseq(ωqrz′)

11 ⇒ pause; // σpause(ωqrz′) added to Σseq(ωqrz′)

12 ⇒ y0=x2; // σimm
ass (ωqrz′) added to Σseq(ωqrz′)

13 -----------------------

14 y2:=x0; y2:=x1;
15 ⇒ y2=x0; // σimm

ass (ωqrz′) added to Σseq(ωqrz′)

16 ⇒ pause; // σpause(ωqrz′) added to Σseq(ωqrz′)

17 ⇒ y2=x1; // σimm
ass (ωqrz′) added to Σseq(ωqrz′)

18 -----------------------

19 y0:=x0; x0:=y0+x1;
20 ⇒ y0=x0; // σimm

ass (ωqrz′) added to Σseq(ωqrz′)

21 ⇒ pause; // σpause(ωqrz′) added to Σseq(ωqrz′)

22 ⇒ x0=y0+x1; // σimm
ass (ωqrz′) added to Σseq(ωqrz′)

Lemma 4.16. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg}, and

ϑ = del. Then, t
Σass
st↦qrz(σdel

ass(ω
φ
st)) translates σdel

ass(ω
φ
st) to a sequence

Σseq(ωqrz′) of σdel
ass(ωqrz′) and σpause(ωqrz′) as specified in Definition 4.8.

Σseq(ωqrz′) conforms to the syntax rules of Σseq(ωqrz), preserves the SOS
transition rules of σdel

ass(ω
φ
st), and respects the single assignment per macro

step constraint in Quartz.

Proof The validity of Lemma 4.16 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σseq(ωqrz′) with
the syntax rules of Σseq(ωqrz) as specified in Section 3.3, where Σseq(ωqrz′) =
{σdel

ass(ωqrz′);σpause(ωqrz′)}, which conforms to the syntax rules of σdel
ass(ωqrz)

and σpause(ωqrz). Second, the semantic correctness is checked by comparing
the SOS transition rules of σdel

ass(ωqrz) in combination with σpause(ωqrz) with
the SOS transition rules of σdel

ass(ω
φ
st) (see Section 3.2 and 3.3). The semantics

are preserved, considering that a PLC cycle can contain several macro steps.
The single assignment per macro step is implicitly respected by using the
delayed assignment operator of Quartz followed by a pause statement.

Illustrative Example for Lemma 4.16

As an example, the delayed assigned variable of the ST ASS DELmodel is trans-
lated as follows18:

17Both models, ST and Quartz , are included in Appendix B.15, B.16, C.15, and C.16.
18Both models, ST and Quartz , are included in Appendix B.11 and C.11.
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1 y0 := y0 + x0;
2 ⇒ next(y0) = y0 + x0; // σdel

ass(ωqrz′) added to Σseq(ωqrz′)

3 ⇒ pause; // σpause(ωqrz′) added to Σseq(ωqrz′)

4.2.9. Conditions

This step covers the translation function for translating conditions in ST mod-
els Σϑ

cond(ω
φ
st) to conditions in Quartz models Σϑ

cond(ωqrz′).

Definition 4.9 (Translation of conditions – ST-to-Quartz). Let
Ωφ
st = {ω

φ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements. A

condition in ST models σcond(ωφ
st) ∈ Σcond(ωφ

st) is translated to a condition
in Quartz models σcond(ωqrz′) ∈ Σcond(ωqrz) using the translation function

tΣcond
st↦qrz(σϑ

cond(ω
φ
st)), which is described by Algorithm 7.

Algorithm 7 Translate condition – ST-to-Quartz

Input: σϑ
cond(ω

φ
st)

Output: σϑ
cond(ωqrz′)

Translation Function tΣcond
st↦qrz(σϑ

cond(ω
φ
st)):

switch ϑ do
case it do

σit
cond(ωqrz′) ←

⎧⎪⎪⎪⎨⎪⎪⎪⎩

if(tτst↦qrz(λb(σit
cond(ω

φ
st)))){

tΣst↦qrz(Σ1(σit
cond(ω

φ
st))

}

⎫⎪⎪⎪⎬⎪⎪⎪⎭
end
case ϑ = ite do

σite
cond(ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

if(tτst↦qrz(λb(σite
cond(ω

φ
st)))){

tΣst↦qrz(Σ1(σite
cond(ω

φ
st))

}else{
tΣst↦qrz(Σ2(σite

cond(ω
φ
st)))

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭
end

end

Correctness

To check the correctness of Definition 4.9, the following lemma is used.

Lemma 4.17. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, fun, prg}.

Then, tΣcond
st↦qrz(σϑ

cond(ω
φ
st)) translates σϑ

cond(ω
φ
st) to σϑ

cond(ωqrz′) as specified

in Definition 4.9. σϑ
cond(ωqrz′) conforms to the syntax rules of σϑ

cond(ωqrz)
and preserves the SOS transition rules of σϑ

cond(ω
φ
st).
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Proof The validity of Lemma 4.17 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σϑ

cond(ωqrz′) with
the syntax rules of σϑ

cond(ωqrz) as specified in Section 3.3. Second, the seman-
tic correctness is checked by comparing the SOS transition rules of σϑ

cond(ωqrz)
in Section 3.3 with the SOS transition rules of σϑ

cond(ω
φ
st) in Section 3.2, con-

sidering that statements are assumed to terminate within the same PLC cycle.

Illustrative Example for Lemma 4.17

As an example, the conditions of the ST CONDmodel are translated as follows19:

1 IF x1 THEN // initial condition

2 x2 := TRUE;

3 END_IF;
4 ⇒ if(x1){ // resulting condition

5 ⇒ x2 = true;

6 ⇒ }

7 -----------------------
8 IF x1 THEN // initial condition

9 x0 := TRUE;

10 ELSE

11 x0 := FALSE;

12 END_IF;
13 ⇒ if(x1){ // resulting condition

14 ⇒ x0 = true;

15 ⇒ }else{

16 ⇒ x0 false;

17 ⇒ }

4.2.10. Loops

This step covers the translation function for translating loops in ST models
Σϑ
loop(ω

φ
st) to loops in Quartz models Σϑ

loop(ωqrz′).

Definition 4.10 (Translation of loops – ST-to-Quartz). Let Ωφ
st =

{ωφ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements. A loop

in ST models σϑ
loop(ω

φ
st) ∈ Σloop(ωφ

st) is translated to a loop in Quartz models

σϑ
loop(ωqrz′) ∈ Σloop(ωqrz′) using the translation function t

Σloop

st↦qrz(σϑ
loop(ω

φ
st)),

which is described by Algorithm 8.

Correctness

To check the correctness of Definition 4.10, the following lemmas are used.

Lemma 4.18. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, fun, prg}.

Then, t
Σloop

st↦qrz(σhead
loop (ω

φ
st)) translates σhead

loop (ω
φ
st) to σhead

loop (ωqrz′) as specified
in Definition 4.10. σhead

loop (ωqrz′) conforms to the syntax rules of σhead
loop (ωqrz)

and preserves the SOS transition rules of σhead
loop (ω

φ
st).

19Both models, ST and Quartz , are included in Appendix B.8 and C.8.
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Algorithm 8 Translate loop – ST-to-Quartz

Input: σϑ
loop(ω

φ
st)

Output: σϑ
loop(ωqrz′)

Translation Function t
Σloop

st↦qrz(σϑ
loop(ω

φ
st)):

switch ϑ do
case head do

σhead
loop (ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎩

while(tτst↦qrz(λb(σhead
loop (ω

φ
st)))){

tΣst↦qrz(Σ(σhead
loop (ω

φ
st))

[pause;]

}

⎫⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎭
▷ pause is the last statement of an iteration that can be contained
in tΣst↦qrz(Σ(σhead

loop (ω
φ
st))

end
case foot do

σfoot
loop (ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎩

do{
tΣst↦qrz(Σ(σ

foot
loop (ω

φ
st))

[pause;]

}while(!(tτst↦qrz(λb(σfoot
loop (ω

φ
st)))));

⎫⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎭
▷ pause is the last statement of an iteration that can be contained
in tΣst↦qrz(Σ(σ

foot
loop (ω

φ
st))

end

end

Proof The validity of Lemma 4.18 is proved as follows: First, the syntac-
tic correctness is checked by comparing the resulting syntax of σhead

loop (ωqrz′)
(including optional σpause(ωqrz′)) with the syntax rules of σhead

loop (ωqrz) and
σpause(ωqrz) as specified in Section 3.3. Second, the semantic correctness is
checked by comparing the SOS transition rules of σhead

loop (ωqrz) and optional

σpause(ωqrz) in Section 3.3 with the SOS transition rules of σhead
loop (ω

φ
st) in Sec-

tion 3.2, noting that σpause(ωqrz) is not always necessary (like for delayed
assignments).

Illustrative Example for Lemma 4.18

As an example, the head-controlled loop of the ST LOOP HEAD model is trans-
lated as follows20:

1 i := i0; // initial loop

2 WHILE i <= i1 DO

3 y := i;

4 i := i + x2;

5 END_WHILE;

6 y := x1;

7 ⇒ i = i0; // resulting loop

20Both models, ST and Quartz , are included in Appendix B.14 and C.14.
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8 ⇒ while(i <= i1){

9 ⇒ y = i;

10 ⇒ next(i) = i + x2;

11 ⇒ pause;

12 ⇒ }

13 ⇒ y = x1;

Lemma 4.19. Let ωφ
st be translated to ωqrz′ and φ ∈ {fb, fun, prg}.

Then, t
Σloop

st↦qrz(σ
foot
loop (ω

φ
st)) translates σfoot

loop (ω
φ
st) to σfoot

loop (ωqrz′) as specified

in Definition 4.10. σfoot
loop (ωqrz′) conforms to the syntax rules of σfoot

loop (ωqrz)
and preserves the SOS transition rules of σfoot

loop (ω
φ
st).

Proof The validity of Lemma 4.19 is proved as follows: First, the syntac-
tic correctness is proved by comparing the resulting syntax of σfoot

loop (ωqrz′)
(including optional σpause(ωqrz′)) with the syntax rules of σfoot

loop (ωqrz) and

σpause(ωqrz) as specified in Section 3.3. Second, the semantic correctness is

checked by comparing the SOS transition rules of σfoot
loop (ωqrz) and optional

σpause(ωqrz) in Section 3.3 with the SOS transition rules of σfoot
loop (ω

φ
st) in Sec-

tion 3.2, noting that σpause(ωqrz) is not always necessary, such as for delayed
assignments.

Illustrative Example for Lemma 4.19

As an example, the foot-controlled loop of the ST LOOP FOOT model is trans-
lated as follows21:

1 i := i0; // initial loop

2 REPEAT

3 y := x0;

4 i := i + x2;

5 UNTIL i>i1

6 END_REPEAT;

7 y := x1;

8 ⇒ i = i0; // resulting loop

9 ⇒ do{

10 ⇒ y = x0;

11 ⇒ next(i) = i + x2;

12 ⇒ pause;

13 ⇒ }while (!(i > i1));

14 ⇒ y = x1;

21Both models, ST and Quartz , are included in Appendix B.13 and C.13.
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4.2.11. Sequences

This step covers the translation function for translating sequences in ST mod-
els Σseq(ωφ

st) to sequences in Quartz models Σseq(ωqrz′).

Definition 4.11 (Translation of sequences – ST-to-Quartz). Let Ωφ
st =

{ωφ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements. There are

the following variants of ST statements:

• POU invocations: σinv(ωφ
st) ∈ Σinv(ωφ

st)
• Assignments: σimm

ass (ω
φ
st) ∈ Σimm

ass (ω
φ
st), σdel

ass(ω
φ
st) ∈ Σdel

ass(ω
φ
st)

• Conditions: σhead
cond(ω

φ
st) ∈ Σhead

cond(ω
φ
st), σ

foot
cond(ω

φ
st) ∈ Σ

foot
cond(ω

φ
st)

• Loops: σhead
loop (ω

φ
st) ∈ Σhead

loop (ω
φ
st), σ

foot
loop (ω

φ
st) ∈ Σ

foot
loop (ω

φ
st)

According to the Definition 4.7, 4.8, 4.9, and 4.10, these ST statements are
translated to the following variants of Quartz statements:

• Pause: σpause(ωqrz′) ∈ Σpause(ωqrz′)
• Model invocations: σinv(ωqrz′) ∈ Σinv(ωqrz′)
• Assignments: σimm

ass (ωqrz′) ∈ Σimm
ass (ωqrz′), σdel

ass(ωqrz′) ∈ Σdel
ass(ωqrz′)

• Conditions: σhead
cond(ωqrz′) ∈ Σhead

cond(ωqrz′), σfoot
cond(ωqrz′) ∈ Σfoot

cond(ωqrz′)

• Loops: σhead
loop (ωqrz′) ∈ Σhead

loop (ωqrz′), σfoot
loop (ωqrz′) ∈ Σfoot

loop (ωqrz′)
• Sequences: Σseq(ωqrz′)

A set of the resulting Quartz statements represents a sequence, de-
noted as Σseq(ωqrz′), which was introduced and appended in isolated
transformation steps, such as for delayed assignments Σseq(ωqrz′) =
{σdel

seq(ωqrz′);σpause(ωqrz′)} in Definition 4.8. The translation function

t
Σseq

st↦qrz(Σseq(ωqrz′)) inserts σi(ωqrz′) ∈ Σseq(ωqrz′) to ωqrz′, following the
process described by Algorithm 9.

Algorithm 9 Add sequence – ST-to-Quartz

Input: Σseq(ωqrz′)
Output: ωqrz′

Translation Function t
Σseq

st↦qrz(Σseq(ωqrz′)):
forall σi ∈ Σseq(ωqrz′) do

ωqrz′ ← add σi to the position w.r.t. its execution order and dependent
constructs;

end

Correctness

To check the correctness of Definition 4.11, the following lemma is used.
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Lemma 4.20. Let ωφ
st be translated to ωqrz′, φ ∈ {fb, fun, prg},

Σseq(ωqrz′) ≠ ∅, and Σseq(ωqrz′) be syntactically correct. Then,

t
Σseq

st↦qrz(Σseq(ωqrz′)) inserts each translated statement σi ∈ Σseq(ωqrz′) to
ωqrz′. The resulting Quartz model ωqrz′ conforms to the syntax rules of
ωqrz, preserves the SOS transition rules of ωφ

st (in particular with regard to
the execution order of the statements), and respects the single assignment
per macro step constraint in Quartz.

Proof The validity of Lemma 4.20 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σseq(ωqrz′) with
the syntax rules of Σseq(ωqrz) as specified in Section 3.3 using induction on
the number of statements to be added Σseq(ωqrz′):

1. Base Case: When Σseq(ωqrz′) = ∅, there are no statements to be added,
which conforms to the syntax rules of δω(ωqrz).

2. Induction Hypothesis: The lemma holds for any set of statements to
be added Σseq(ωqrz′).

3. Inductive Step: Adding a statement results in a statement to be added
that conforms to the syntax rules Σseq(ωqrz), because the syntactic cor-
rectness of this statement to be added has been proved in the corre-
sponding section.

Second, the SOS transition rules and the single assignment per macro step
constraint in Quartz are respected by the individual statements themselves.
The order is respected by the order within the resulting Quartz model.

Illustrative Example for Lemma 4.20

As an example, below are the inserted statements in the resulting Quartz
model of the ST SIMPLE PRG1 model:

1 . . .
2 loop{

3 immediate await(EI);

4

5 emit(DEBOUNCE_01_EI); // σ1 ∈ Σinv(ωqrz′)

6 immediate await(DEBOUNCE_01_EO); // σ2 ∈ Σinv(ωqrz′)

7 PRG_OUT1 = DEBOUNCE_01_OUT; // σ3 ∈ Σass(ωqrz′)

8 PRG_ET_OFF = DEBOUNCE_01_ET_OFF; // σ4 ∈ Σass(ωqrz′)

9 ST_SIMPLE_FUN( . . . ); // σ5 ∈ Σinv(ωqrz′)

10 PRG_OUT2 = ST_SIMPLE_FUN_l1; // σ6 ∈ Σass(ωqrz′)

11

12 emit(EO);

13 pause;

14 }

15 || DEBOUNCE_01:DEBOUNCE( . . . ); // σ1 ∈ Σinv(ωqrz′)
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4.3. Experimental Results

The applicability of the introduced translation functions is evaluated with the
ST models listed in Table 4.1. The examples are listed with the Source Lines
of Code (SLOC) metric [BM14] of the ST model and the experimental results.
For evaluation purposes, the listed ST models and the expected Quartz models
are manually implemented to verify the applicability of the isolated translation
functions. To ensure the correctness of both models, ST and Quartz , they are
compiled with the built-in compilers of CODESYS and Averest. The transla-
tion functions have been implemented as a prototype in PLCreX , resulting in
the overall test strategy shown in Figure 4.6. The correctness of the resulting
Quartz models is verified in two ways: (1) through manual reviews, differences
between the expected Quartz models and the automatically generated models
are identified, and (2) using the built-in compilers of Averest , the syntactic
correctness of the automatically generated Quartz models is ensured. Both

Codesys Averest

compile

PLCreX

Averest

review

compile

compile

(generated automatically)(implemented manually)

(implemented manually)

(implemented manually)

Figure 4.6.: Test strategy to evaluate the ST-to-Quartz transformation

tests passed for all examples (ignoring minor formatting differences between
manually implemented and automatically generated Quartz models), with the
following warnings:

• Initializing input variables: According to Lemma 4.2, input variables
of Quartz models are always invoked with connected values, because
input variables have only read access as specified in Section 3.3. Thus,
input variables cannot be set to specific values, which is why the example
simple calculation throws a warning for the initialized input variable,
since the initialization is skipped during translation.

Based on the experimental results in Table 4.1, it can be concluded that the
introduced translation functions are applicable and lead to correct Quartz
models. They can be reused in model-based design, if a few conditions are
considered. These are summarized in the following section.
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4.4. Summary

Table 4.1.: Set of ST models and test results to evaluate the applicability of the
introduced ST-to-Quartz transformation

Model

S
L
O
C

Source ωφ
st ωqrz′ Result

2-of-3 logic function 11 [Sch19] B.1 C.1 passed
Alarm function 8 [Sch19] B.2 C.2 passed

Analog value processing 1 8 [Sch19] B.3 C.3 passed
Analog value processing 2 7 [Sch19] B.4 C.4 passed

Arithmetic operators 20 self B.5 C.5 passed
Boolean operators 14 self B.6 C.6 passed

Compensation system 28 [Sch19] B.7 C.7 passed
Condition statements 15 self B.8 C.8 passed
Data types and fields 28 self B.9 C.9 passed

Debounce 20 [GDV14] B.10 C.10 passed
Delayed assignments 7 self B.11 C.11 passed
Equality, inequality 9 self B.12 C.12 passed
Foot-controlled loop 20 self B.13 C.13 passed
Head-controlled loop 18 self B.14 C.14 passed

Immediate assignments 1 13 self B.15 C.15 passed
Immediate assignments 2 19 self B.16 C.16 passed
Immediate assignments 3 10 self B.17 C.17 passed

Invoke function 1 7 self B.18 C.18 passed
Left detection 7 [Sch19] B.19 C.19 passed

Numeric relations 11 self B.20 C.20 passed
Off delay timer 39 [GDV14] B.21 C.21 passed
On delay timer 39 [GDV14] B.22 C.22 passed
RS-Flip-Flop 14 [GDV14] B.23 C.23 passed

Right detection 7 [Sch19] B.24 C.24 passed
SR-Flip-Flop 14 [GDV14] B.25 C.25 passed

Simple calculation 16 [GDV14] B.26 C.26
passed with
warnings

Simple program 19 [GDV14] B.27 C.27 passed
Tank control 19 [Sch19] B.28 C.28 passed

Track correction 23 [Sch19] B.29 C.29 passed
Two-Point controller 21 [Sch19] B.30 C.30 passed

4.4. Summary

This chapter introduced the transformation of ST models to Quartz models.
For this purpose, individual translation functions were defined that take into
account the sequential execution order of ST statements. The applicability
of these translation functions was demonstrated using a set of ST examples.
Based on the presented lemmas and experimental results, the following theo-
rem encapsulates the entire transformation:
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Theorem 4.1 (ST-to-Quartz Translation). Let ωφ
st ∈ Ω

φ
st be an ST

model of variant φ ∈ {fb, fun, prg}, and let Tst↦qrz(ωφ
st) be the model

transformation of ωφ
st to ωqrz′ using the translation functions defined in

this chapter. Then, the resulting Quartz model ωqrz′ :

1. Conforms to the syntax rules of ωqrz

2. Preserves the semantics of ωφ
st

3. Contains constructs corresponding to the constructs of ωφ
st and pre-

serves the intended functionality of ωφ
st under the following condi-

tions:

• φ ∈ {fb, fun, prg}
• ∆idcl(ωφ

st) =∆in(ωφ
st)∪∆out(ωφ

st)∪∆inout(ωφ
st), where models are

always invoked with defined input values, so no initializations
are required for ∆in(ωφ

st)
• ∆vdcl(ωφ

st) = ∆local(ωφ
st), where variables are represented as

memorized variables

• Imported models are available as Quartz models

• Functions are called formally complete in ST models

• ∀α[+](ωφ
st) ∶ α[+] ∈ {αbool

bv , αbyte
bv , αword

bv , αint
i , αdint

i , αuint
i , αudint

i ,
αdur, α

+}, where αdur can be treated as an unbounded integer
and is specified in milliseconds

• ∀τ(ωφ
st) ∶ τ ∈ {τ cstmisc, τ

id
misc, τ

π,η,λ
misc , τ

br
misc, τ

true
misc, τ

false
misc , τ

arr
misc, τ

inv
misc,

τ eqcomp, τ
ne
comp, τ

gt
comp, τ

ge
comp, τ

lt
comp, τ

le
comp, τ

mul
arith, τ

div
arith, τ

add
arith, τ

sub
arith,

τ exptarith, τ
mod
arith, τ

um
arith, τ

sel
cond}

• ∀σ(ωφ
st) ∶ σ ∈ {σϑ

inv, σ
ϑ
ass, σ

ϑ
cond, σ

ϑ
loop}

Proof The validity of Theorem 4.1 is proved as follows:

1. Syntax Conformance: Lemma 4.1, 4.2, 4.3, 4.4, 4.5, 4.6, 4.7, 4.8,
4.9, 4.10, 4.11, 4.12, 4.13, 4.14 4.15, 4.16, 4.17, 4.18, 4.19, and 4.20
demonstrate that each translated construct conforms to the syntax rules
of ωqrz as specified in Section 3.3.

2. Semantic Preservation: The following lemmas address the preserva-
tion of semantics for their respective constructs.

• Model declaration: Lemma 4.1

• Interfaces: Lemma 4.2

• Variables: Lemma 4.6

• Data types and fields: Lemma 4.10
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• POU imports: Lemma 4.11

• Expressions: Lemma 4.12

• POU invocations: Lemma 4.13 and 4.14

• Assignments: Lemma 4.15 and 4.16

• Conditions: Lemma 4.17

• Loops: Lemma 4.18 and 4.19

• Sequences: Lemma 4.20

3. Construct Correspondence: Given the conditions of the theorem,
the provided definitions, proofs, and experimental results, it can be con-
cluded that the translation functions produce corresponding constructs
in ωqrz for the considered constructs in ωφ

st, preserving the original func-
tionality.

Overall, this results in the following solutions to the challenges summarized in
Section 4.1.

1. Cyclic execution of Quartz models (with and without memory):
The execution of Quartz models mimicking both POU variants, with
and without memory, depends on the invocation by the external Quartz
model, i.e., the external model is responsible for the cyclic execution.

2. Event-driven execution of synchronous parallel threads: An it-
eration of Quartz models mimicking POUs with memory is triggered via
event input EI and returned via event output EO after a finite number
of macro steps n ≥ 0, thus realizing an external event-driven execution
control of the resulting Quartz model.

3. Sequential execution of synchronous parallel threads: Due to the
event-driven execution control realized with the event interfaces EI and
EO, the invoking Quartz model can invoke instances depending on their
feedback via EO, thus allowing the sequential execution of synchronous
parallel threads taking into account an individual number of macro steps
of the instances.

4. Dynamic system time: The global clock synchronization is realized by
an additional memorized input CLK, i.e., the clock is controlled externally
and processed within the Quartz model with read access.

5. Translation of ST language constructs: The solution follows from
Theorem 4.1.
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The second approach to reusing existing POUs in model-based design is the
transformation of ST models into SCL models, where the goal is to create a
robust set of translation functions that ensure semantic preservation during
the transition. In addition to the approaches presented in [WS24a; WS24b],
it considers the following additional issues:

• Model Declaration: Mimicking the termination behavior of the initial
model, i.e., distinguishing between models with and without memory

• Interfaces and Variables: Additional interfaces for event-driven exe-
cution control and an external controlled time (provided as a bounded
integer)

• Data Types and Fields: Additional IEC 61131-3 data types
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The correctness of the translation functions is proved by theoretical reason-
ing, which includes a detailed analysis of the resulting syntax and semantics
compared to the syntax rules and semantics specified in Chapter 3. In addi-
tion, the theoretical results are evaluated with real-world and self-defined ST
models.

This chapter is structured as follows: Section 5.1 introduces the high-level
design flow and translation strategy. Section 5.2 defines the translation func-
tions and theoretical analysis. Section 5.3 presents an evaluation of the theo-
retical results, and Section 5.4 summarizes the transformation.

5.1. High-Level Design Flow – ST-to-SCL

The high-level design flow for transforming an ST model ωφ
st ∈ Ωφ

st of the
variant function block (φ = fb), function (φ = fun), or program (φ = prg) to
an SCL model ωscl ∈ Ωscl is shown in Figure 5.1.

KIELERIEC 61131-3

Figure 5.1.: High-level design flow of the ST-to-SCL transformation

The ST-to-SCL transformation Tst↦scl(ωφ
st) includes the following transforma-

tion steps1:

1. tδωst↦scl(δω(ω
φ
st)): Model declaration (see Section 5.2.1)

2. t∆idcl

st↦scl(ω
φ
st): Interfaces (see Section 5.2.2)

3. t∆vdcl

st↦scl(ω
φ
st): Variables (see Section 5.2.3)

4. tαst↦scl(α[+](ω
φ
st)): Data types and fields (see Section 5.2.4)

5. tτst↦scl(τ (ω
φ
st)): Expressions (see Section 5.2.5)

6. t
Σass

st↦scl(σ
ϑ
ass(ω

φ
st)): Assignments (see Section 5.2.6)

7. tΣcond

st↦scl(σ
ϑ
cond(ω

φ
st)): Conditions (see Section 5.2.7)

8. t
Σloop

st↦scl(σ
ϑ
loop(ω

φ
st)): Loops (see Section 5.2.8)

9. t
Σseq

st↦scl(Σseq(ωscl′)): Sequences (see Section 5.2.9)

1It should be noted that based on experimental results in the latest version of KIELER, SCL
models are not intended to import external SCL models (due to the minimal instruction
set), and thus transformations of model imports and invocations are not considered in
this chapter.
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Translation Strategy:

This chapter introduces two translation strategies illustrated in Figure 5.2. In
contrast to the strategies introduced in Chapter 4, in this approach both POU
variants (with and without memory) run in an infinite loop. The difference is
that the ST model is either transformed into an SCL model that (1) contains
variables that are reset to their defaults at the beginning of each iteration
(to mimic a POU without memory), or (2) runs in an infinite loop without
resetting the variables (to mimic a POU with memory). Figure 5.2a shows
the high-level runtime behavior of the resulting SCL model that follows the
first translation strategy, where the set of input variables IN is read when an
iteration of the SCL model is triggered via the input variable EI in macro step
Si. In the following macro steps during execution, the interfaces are synchro-
nized, where only CLK may be updated externally and is read. Neither input
variables IN are allowed to be updated nor output variables OUT are allowed
to be processed externally until the current iteration is terminated. In macro
step Sm, OUT is returned to the invoking model for external processing. The
subsequent final macro step is used to switch to the next iteration (triggered
in the next PLC cycle) and to reset EO. In contrast, Figure 5.2b shows the
high-level runtime behavior of the resulting SCL model that follows the sec-
ond translation strategy, where the model is initialized in the first macro step
S0 and then runs in an infinite loop until an iteration is triggered externally
via the input variable EI. When an iteration is triggered in macro step Si, the
set of input variables IN and an external clock variable CLK are read and can
be processed. In the following macro steps during execution, the interfaces
are synchronized, where only CLK may be updated externally. Neither input
variables IN are allowed to be updated nor output variables OUT are allowed to
be processed externally until the iteration reaches the macro step Sm, where
EO is set to true. In this macro step, OUT and EO are returned to the invoking
model for external processing. The subsequent final macro step is used to
switch to the next iteration (triggered in the next PLC cycle) and to reset EO.

Challenges:

From this, the following challenges for translating ST models to SCL models
can be derived:

1. Cyclic execution of SCL models (with and without memory)

2. Event-driven execution of SCL models

3. Dynamic system time

4. Translation of ST language constructs

5.2. From ST Models to SCL Models

This section defines the individual translation functions for translating an ST
model ωφ

st ∈ Ω
φ
st to an SCL model ωscl′ ∈ Ωscl and analyzes the theoretical

correctness.
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(a) Model of a POU without memory

(b) Model of a POU with memory

Figure 5.2.: ST-to-SCL translation strategies: high-level runtime behavior of the
resulting SCL models

5.2.1. Model Declaration

This step covers the translation function for translating an ST model dec-
laration δω(ωφ

st) to an SCL model declaration δω(ωscl′). According to the
introduced translation strategies, the resulting SCL model of an ST model,
variant φ ∈ {fb, fun, prg}, is executed in an infinite loop, reflecting the behav-
ior of the original ST model with and without memory. For this, in each PLC
cycle, the SCL model waits2 until a loop iteration is triggered by an input,
where the termination of the iteration is returned by an output.

Definition 5.1 (Model Declaration – ST-to-SCL). Let Ωφ
st = {ω

φ
st ∣ φ ∈

{fb, fun, prg}} be the set of possible ST model elements. δω(ωφ
st) is translated

to δω(ωscl′) using the translation function tδωst↦scl(δω(ω
φ
st)), which is described

by Algorithm 10.

Correctness

To check the correctness of Definition 5.1, the following lemma is used.

2The wait functionality is derived from the immediate await macro of Quartz [Sch09].
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Algorithm 10 Translate model declaration – ST-to-SCL

Input: δω(ωφ
st)

Output: δω(ωscl′)
Translation Function tδωst↦scl(δω(ω

φ
st)):

δω(ωscl′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

module an(ωφ
st){

t∆idcl

st↦scl(ω
φ
st) t∆vdcl

st↦scl(ω
φ
st)

loop:

while(!EI){ pause; }
tΣst↦scl(ω

φ
st)

EO = true; pause; EO = false;

goto loop;

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

Lemma 5.1. Let ωφ
st be translated to ωscl′ and φ ∈ {fb, fun, prg}.

Then, tδωst↦scl(δω(ω
φ
st)) translates δω(ωφ

st) to δω(ωscl′) as specified in Defi-
nition 5.1. δω(ωscl′) conforms to the syntax rules of δω(ωscl) and preserves
the semantics of δω(ωφ

st) regarding its termination behavior.

Proof The validity of Lemma 5.1 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of δω(ωscl′) with the
syntax rules of δω(ωscl) as specified in Section 3.4. Second, the preservation of
semantics is checked by comparing Jδω(ωscl)Kξ (see Section 3.4) with Jδω(ωφ

st)Kξ
for φ ∈ {fb, fun, prg} (see Section 3.2). In particular, given the SOS transition
rules of σinf

loop(ωscl′), σhead
loop (ωscl′), σimm

ass (ωscl′), and σpause(ωscl′) as specified in

Section 3.4, δω(ωscl) results in an infinite loop whose iteration is executed
immediately when input EI becomes true and triggers EO at the end of an
iteration. Iterations are separated by σpause(ωscl). Consequently, Jδω(ωscl)Kξ
preserves Jδω(ωφ

st)Kξ regarding its termination behavior (see Section 3.2 and
3.4). The difference between POUs with and without memory is that interfaces
and local variables are reset at the beginning of an iteration.

Illustrative Example for Lemma 5.1

Usage examples are shown below using snippets of the resulting SCL models3

in combination with a visualization of the high-level runtime behavior. The
resulting SCL model of example ST ALARM in Figure 5.3 represents a model
without memory, and the resulting SCL model of example ST ASS DEL in Fig-
ure 5.4 represents a model that preserves the state of the last macro step of
the current PLC cycle for the next iteration (i.e., for the next PLC cycle).

3Both SCL models are included in Appendix D.2 and D.9.
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1 module ST_ALARM{

2 input bool EI;

3 output bool EO;

4 input bool xSENSOR_L;

5 . . .
6

7 loop:

8 while(!EI){ pause; }

9 ST_ALARM = false // Reset

10 ST_ALARM = . . .
11 EO = true; pause; EO =

false;

12 goto loop;

13 }

   ...

!EI true

false

EO = true

pause

EO = false

W
ai

t
S

ta
te

m
en

ts

entry

ST_ALARM = 
...

pause

xSENSOR_L,
xSENSOR_M,    
xSENSOR_R

CLKi

ST_ALARM

R
es

et

Figure 5.3.: Resulting SCL model of example ST ALARM (without memory)

1 module ST_ASS_DEL{

2 input bool EI;

3 output bool EO;

4 int x0 = 2;

5 int y0 = 1;

6

7 loop:

8 while(!EI){ pause; }

9 y0 = y0 + x0;

10 EO = true; pause; EO =

false;

11 goto loop;

12 }

EO = true

pause

Init.

W
ai

t
S

ta
te

m
en

ts

entry

x0 = 2; ...

!EI

false

y0 = y0 + x0

CLKi

CLKi+1

true

pause

EO = false

Figure 5.4.: Resulting SCL model of example ST ASS DEL (with memory)

5.2.2. Interfaces

This step covers the translation function for translating ST model interfaces
∆idcl(ωφ

st) to SCL model interfaces ∆idcl(ωscl′)), where ∆idcl(ωφ
st) =∆in(ωφ

st)∪
∆out(ωφ

st) ∪∆inout(ωφ
st).

Definition 5.2 (Interfaces – ST-to-SCL). Let Ωφ
st = {ω

φ
st ∣ φ ∈ {fb, fun,

prg}} be the set of possible ST model elements. ∆idcl(ωscl′) is derived from
ωφ
st and extended by interfaces for event-driven execution control and by an

optional system time, using the translation function t∆idcl

st↦scl(ω
φ
st), which is de-

scribed by Algorithm 11.

Correctness

To check the correctness of Definition 5.2, the following lemmas are used.
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Algorithm 11 Translate interfaces – ST-to-SCL

Input: ωφ
st

Output: Σseq(ωscl′), ∆in(ωscl′), ∆out(ωscl′), ∆inout(ωscl′),
Translation Function t∆idcl

st↦scl(ω
φ
st):

∆in(ωscl′) ← add input bool EI; ▷ add Boolean input variable
∆out(ωscl′) ← add output bool EO; ▷ add Boolean output variable
if ωφ

st contains time-based logic then
∆in(ωscl′) ← add input int CLK;

▷ add input variable
end
if φ = fun ∧ erT ≠ ∅, where erT ∈ ErT (ωφ

st),ErT (ω
φ
st) ⊂ Ei(ω

φ
st) then

∆out(ωscl′) ← add output tαst↦scl(α(erT )) an(ωφ
st);
▷ add output variable

end
forall ei ∈ Ei(ωφ

st) do
if ei = eiV s, where eiV s ∈ EiV s(ωφ

st),EiV s(ωφ
st) ⊂ Ei(ω

φ
st) then

∆in(ωscl′) ← add input tαst↦scl(α(ei)) an(ei) [= tτmisc

st↦scl(π)];
▷ add input variable with optional initialization

end
if ei = eoV s, where eoV s ∈ EoV s(ωφ

st),EoV s(ωφ
st) ⊂ Ei(ω

φ
st) then

∆out(ωscl′) ← add output tαst↦scl(α(ei)) an(ei) [= tτmisc

st↦scl(π)];
▷ add output variable with optional initialization

Σseq(ωscl′) ← add an(ei) = tτmisc

st↦scl(π); (if φ = fun )
▷ add reset to default value if φ = fun

end
if ei = eiOV s, where eiOV s ∈ EiOV s(ωφ

st),EiOV s(ωφ
st) ⊂ Ei(ω

φ
st) then

∆inout(ωscl′) ← add input output tαst↦scl(α(ei)) an(ei) [=

tτmisc

st↦scl(π)];
▷ add inout variable with optional initialization

end

end

Lemma 5.2. Let ωφ
st be translated to ωscl′ and φ ∈ {fb, fun, prg}. Then,

for each interface ei ∈ Ei(ωφ
st), t

∆idcl

st↦scl(ω
φ
st) extends Σseq(ωscl′), ∆in(ωscl′),

∆out(ωscl′), or ∆inout(ωscl′) including optional initialization and reset to
default value as specified in Definition 5.2. ∆in(ωscl′), ∆out(ωscl′), and
∆inout(ωscl′) conform to the syntax rules of ∆in(ωscl), ∆out(ωscl), and
∆inout(ωscl) regarding the storage class, data type, and name. Σseq(ωscl′)
conforms to the syntax rules of Σseq(ωscl). With and without initialization,
∆in(ωscl′), ∆out(ωscl′) (in combination with Σseq(ωscl′)), and ∆inout(ωscl′)
preserves the semantics of ∆in(ωφ

st), ∆out(ωφ
st), and ∆inout(ωφ

st) regarding
information flow, modifiability, and initialization.
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Proof The validity of Lemma 5.2 is proved as follows: First, the syntactic cor-
rectness is checked by comparing the resulting syntax of Σseq(ωscl′), ∆in(ωscl′),
∆out(ωscl′), and ∆inout(ωscl′) with the syntax rules of Σseq(ωscl), ∆in(ωscl),
∆out(ωscl), and ∆inout(ωscl) as specified in Section 3.4 using induction on the
number of added interfaces Ei(ωφ

st), where φ = fun:

1. Base Case: When Ei(ωφ
st) = ∅, there are no input variables, output

variables, and inout variables to add, which trivially conforms to the
syntax rules of Σseq(ωscl), ∆in(ωscl), ∆out(ωscl), and ∆inout(ωscl), since
these sets remain unchanged and are optional.

2. Induction Hypothesis: The lemma holds for any set of input vari-
ables, output variables, and inout variables.

3. Inductive Step: Adding an element to input variables, output vari-
ables, and inout variables results in an additional element in Σseq(ωscl′),
∆in(ωscl′), ∆out(ωscl′), and ∆inout(ωscl′). Their syntax still conforms to
the syntax rules of Σseq(ωscl), ∆in(ωscl), ∆out(ωscl), and ∆inout(ωscl).

Second, the semantic correctness is checked by comparing J∆in(ωscl)Kξ,
J∆out(ωscl)Kξ in combination with the SOS transition rules of Σseq(ωscl),
and J∆inout(ωscl)Kξ (see Section 3.4) with J∆in(ωφ

st)Kξ, J∆out(ωφ
st)Kξ, and

J∆inout(ωφ
st)Kξ (see Section 3.2).

Illustrative Example for Lemma 5.2

As an example, below are the derived interfaces of the ST TON model4, where
one interface is initialized:

1 input bool IN; // added to ∆in(ωscl′)

2 input int PT; // added to ∆in(ωscl′)

3 output bool Q1 = false; // added to ∆out(ωscl′)

4 output int ET; // added to ∆out(ωscl′)

Lemma 5.3. Let ωφ
st be translated to ωscl′, φ ∈ {fb, fun, prg}, and ωscl′

be event-driven. Then, t∆idcl

st↦scl(ω
φ
st) adds the additional input variable EI to

∆in(ωscl′) and the additional output variable EO to ∆out(ωscl′) as specified
in Definition 5.2. ∆in(ωscl′) and ∆out(ωscl′) conform to the syntax rules
of ∆in(ωscl) and ∆out(ωscl).

Proof The validity of Lemma 5.3 is proved by comparing the resulting syntax
of ∆in(ωscl′) and ∆out(ωscl′) with the syntax rules of ∆in(ωscl) and ∆out(ωscl)
as specified in Section 3.4.

4Both models, ST and SCL, are included in Appendix B.22 and D.19.
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Illustrative Example for Lemma 5.3

As an example, below are the derived interfaces of the ST TON model5:

1 input bool EI; // added to ∆in(ωscl′)

2 output bool EO; // added to ∆out(ωscl′)

Lemma 5.4. Let ωφ
st be translated to ωscl′, φ ∈ {fb, fun, prg}, and ωφ

st

contains time-based logic, where time is a readable variable and is synchro-
nized externally. Then, t∆idcl

st↦scl(ω
φ
st) adds an additional input to ∆in(ωscl′)

as specified in Definition 5.2. ∆in(ωscl′) conforms to the syntax rules of
∆in(ωscl).

Proof The validity of Lemma 5.4 is proved by comparing the resulting syntax
of ∆in(ωscl′) with the syntax rules of ∆in(ωscl) as specified in Section 3.4.

Illustrative Example for Lemma 5.4

As an example, below is the derived input of the ST TON model6:

1 input int CLK; // added to ∆in(ωscl′)

Lemma 5.5. Let ωfun
st be translated to ωscl′ and ωfun

st has a return value,

which is processed by ωfun
st . Then, t∆idcl

st↦scl(ω
φ
st) adds an additional output

to ∆out(ωscl′) as specified in Definition 5.2. ∆out(ωscl′) conforms to the
syntax rules of ∆out(ωscl).

Proof The validity of Lemma 5.5 is proved by comparing the resulting syntax
of ∆out(ωscl′) with the syntax rules of ∆out(ωscl) as specified in Section 3.4.

Illustrative Example for Lemma 5.5

As an example, below is the derived output of the ST SIMPLE FUN model7:

1 output float ST_SIMPLE_FUN; // added to ∆out(ωscl′)

5Both models, ST and SCL, are included in Appendix B.22 and D.19.
6Both models, ST and SCL, are included in Appendix B.22 and D.19.
7Both models, ST and SCL, are included in Appendix B.26 and D.23.
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5.2.3. Variables

This step covers the translation function for translating local ST model vari-
ables ∆vdcl(ωφ

st) to local SCL model variables ∆vdcl(ωscl′)), where ∆vdcl(ωφ
st) =

∆local(ωφ
st) ∪∆inst(ωφ

st).

Definition 5.3 (Variables – ST-to-SCL). Let Ωφ
st = {ω

φ
st ∣ φ ∈ {fb, fun,

prg}} be the set of possible ST model elements. ∆vdcl(ωscl′) is derived from ωφ
st

using the translation function t∆vdcl

st↦scl(ω
φ
st), which is described by Algorithm 12.

Algorithm 12 Translate variables – ST-to-SCL

Input: ωφ
st

Output: Σseq(ωscl′), ∆local(ωscl′)
Translation Function t∆vdcl

st↦scl(ω
φ
st):

forall elV s ∈ Ei(ωφ
st) do

if ed(elV s) = ∅ then
∆local(ωscl′) ← add tαst↦scl(α(elV s)) an(elV s) [= tτmisc

st↦scl(π)];
▷ add local variable with optional initialization

Σseq(ωscl′) ← add an(elV s) = tτmisc

st↦scl(π); (if φ = fun )
▷ add reset to default value if φ = fun

end

end

Correctness

To check the correctness of Definition 5.3, the following lemma is used.

Lemma 5.6. Let ωφ
st be translated to ωscl′ and φ ∈ {fb, fun, prg}. Then,

for each local variable elV s ∈ Ei(ωφ
st) that is not derived from external

models ed(elV s) = ∅, t∆vdcl

st↦scl(ω
φ
st) adds a local variable including optional

initialization value to ∆local(ωscl′) and reset to default to Σseq(ωscl′) as
specified in Definition 5.3. ∆local(ωscl′) conforms to the syntax rules of
∆local(ωscl) regarding the storage class, data type, and name. Σseq(ωscl′)
conforms to the syntax rules of Σseq(ωscl). With and without initialization,
∆local(ωscl′) (in combination with Σseq(ωscl′)) preserves the semantics of
∆local(ωφ

st) regarding modifiability and initialization.

Proof The validity of Lemma 5.6 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σseq(ωscl′) and
∆local(ωscl′) with the syntax rules of Σseq(ωscl) and ∆local(ωscl) as specified in
Section 3.4 using induction on the number of added variables Ei(ωφ

st), where
φ = fun:
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1. Base Case: When Ei(ωφ
st) = ∅, there are no local variables to add, which

trivially conforms to the syntax rules of ∆local(ωscl) and Σseq(ωscl), since
these sets remain unchanged and are optional.

2. Induction Hypothesis: The lemma holds for any set of local variables
with possible initialization.

3. Inductive Step: Adding an element to local variables with initializa-
tion results in an additional element in ∆local(ωscl′) and Σseq(ωscl′).
Their syntax still conforms to the syntax rules of ∆local(ωscl) and
Σseq(ωscl).

Second, the semantic correctness is checked by comparing J∆local(ωscl)Kξ in
combination with the SOS transition rules of Σseq(ωscl) (see Section 3.4) with
J∆local(ωφ

st)Kξ (see Section 3.2).

Illustrative Example for Lemma 5.6

As an example, below are the derived local variables of the ST ASS DELmodel8,
where both variables are initialized:

1 int x0 = 2; // added to ∆local(ωscl′)

2 int y0 = 1; // added to ∆local(ωscl′)

5.2.4. Data Types and Fields

This step covers the translation function for translating ST data types and
fields A[+](ωφ

st) to SCL data types and fields A[+](ωscl′).
Definition 5.4 (Translation of FBD data types and fields). Let Ωφ

st =
{ωφ

st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements. A ST
data type or field α[+](ωφ

st) ∈ A[+](ω
φ
st) is translated to an SCL data type and

field α[+](ωscl′) ∈ A[+](ωscl′) using the translation function tαst↦scl(α[+](ω
φ
st)),

which is described by Algorithm 39 in Appendix J.0.19.

Correctness

To check the correctness of Definition 5.4, the following lemma is used, noting
that the exclusion of data types is based on experimental tests in the latest
version of KIELER with restriction to internal data types.

Lemma 5.7. Let ωφ
st be translated to ωscl′, φ ∈ {fb, fun, prg}, and bit

vector, integer, floating point, and duration be the considered data type
categories A[+](ωφ

st) as specified in Section 3.2. Then, tαst↦scl(α[+](ω
φ
st))

translates α[+](ωφ
st) to α[+](ωscl′) as specified in Definition 5.4. α[+](ωscl′)

conforms to the syntax rules of α[+](ωscl) and preserves the semantics
of α[+](ωφ

st) regarding boundaries, precision, resolution, and defaults (if
applicable), with the following restrictions:

8Both models, ST and SCL, are included in Appendix B.11 and D.9.
9This algorithm describes an intuitive mapping, which is moved to the appendix for the
sake of readability, but is not necessary for understanding the following lemma.

77



Chapter 5: Model Transformation of ST Models to SCL Models

• ∀α(ωφ
st) ∶ α ∈ {α

byte
bv αword

bv , αudint
i ,}: Data types are not supported by

internal SCL data types

• ∀α(ωφ
st) ∶ α(ω

φ
st) ∈ {αtime

dur , αint
i , αuint

i , αdint
i }: Boundaries are changed

to those of αint
i (ωscl) (see Section 3.5)

Proof The validity of Lemma 5.7 is proved as follows: First, the syntactic cor-
rectness is checked by comparing all resulting data types and fields α[+](ωscl′)
with syntax rules α[+](ωscl) as specified in Section 3.4. Second, the semantic
correctness is checked by comparing Jα[+](ωscl)Kξ with Jα[+](ωφ

st)Kξ (see Sec-
tion 3.2 and 3.4), taking into account that the resolution of the duration data
type is restricted to milliseconds.

Illustrative Example for Lemma 5.7

Usage examples are given by illustrative examples of previous lemmas, such
as Lemma 5.6.

5.2.5. Expressions

This step covers the translation function for translating expressions in ST
models T (ωφ

st) to expressions in SCL models T (ωscl′).

Definition 5.5 (Expressions – ST-to-SCL). Let Ωφ
st = {ω

φ
st ∣ φ ∈ {fb,

fun, prg}} be the set of possible ST model elements. An expression in ST
models τ (ωφ

st) ∈ T (ω
φ
st) is translated to an expression in SCL models τ (ωscl′) ∈

T (ωscl′) using the translation function tτst↦scl(τ (ω
φ
st)), which is described by

Algorithm 40 in Appendix J.0.210.

Correctness

To check the correctness of Definition 5.5, the following lemma is used, noting
that the exclusion of expressions is based on experimental tests in the latest
version of KIELER with restriction to internal operators.

Lemma 5.8. Let ωφ
st be translated to ωscl′, φ ∈ {fb, fun, prg}, and mis-

cellaneous, compare operators, arithmetic operators, conditional operator,
and boolean operators be the considered expression categories T (ωφ

st) as
specified in Section 3.2. Then, for each τ(ωφ

st) ∈ T (ω
φ
st), tτst↦scl(τ(ω

φ
st))

translates τ(ωφ
st) to τ(ωscl′) as specified in Definition 5.5. τ(ωscl′) con-

forms to the syntax rules of τ(ωscl) and preserves the semantics of τ(ωφ
st)

regarding the type system and SOS rules, with the following restrictions:

10This algorithm describes an intuitive mapping, which is moved to the appendix for the
sake of readability, but is not necessary for understanding the following lemma.
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• ∀τ(ωϑ
st) ∶ τ ∉ {τ invmisc, τ

expt
arith}, because they are not covered by the in-

ternal SCL operators

Proof The validity of Lemma 5.8 is proved as follows: First, the syntactic cor-
rectness is checked by comparing all resulting expressions τ(ωscl′) with syntax
rules τ(ωscl) as specified in Section 3.4. Second, the semantic correctness is
checked by comparing Jτ(ωscl)Kξ with Jτ(ωφ

st)Kξ, their type system, and SOS
transition rules as specified in Section 3.2 and 3.4.

Illustrative Example for Lemma 5.8

As an example, below are two derived expressions of the ST SIMPLE FUN

model11:

1 (COUNT + 1) // result of tτst↦scl(COUNT+1)

2 ((A1 * B1) / C1) // result of tτst↦scl((A1*B1)/C1)

5.2.6. Assignments

This step covers the translation function for translating assignments in ST
models Σϑ

ass(ω
φ
st) to assignments in SCL models Σϑ

ass(ωscl′).

Definition 5.6 (Translation of assignments – ST-to-SCL). Let
Ωφ
st = {ω

φ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements

and Σϑ
ass(ω

φ
st) be the set of assigned variables. An immediate assign-

ment σimm
ass (ω

φ
st) ∈ Σimm

ass (ω
φ
st) (i.e., rhs(σimm

ass (ω
φ
st)) does not depend on

lhs(σimm
ass (ω

φ
st)) and a delayed assignment in ST models σdel

ass(ω
φ
st) ∈ Σdel

ass(ω
φ
st)

(i.e., rhs(σdel
ass(ω

φ
st)) does depend on lhs(σdel

ass(ω
φ
st)) is translated to a cor-

responding immediate assignment σimm
ass (ωscl′) ∈ Σimm

ass (ωscl′) and delayed
assignment σdel

ass(ωscl′) ∈ Σdel
ass(ωscl′) in SCL models using the translation

function t
Σass

st↦scl(σ
ϑ
ass(ω

φ
st)), which is described by Algorithm 13.

Correctness

To check the correctness of Definition 5.6, the following lemmas are used.

Lemma 5.9. Let ωφ
st be translated to ωscl′, φ ∈ {fb, fun, prg}, and

ϑ = imm. Then, t
Σass

st↦scl(σ
imm
ass (ω

φ
st)) identifies the left-hand side and right-

hand side of σimm
ass (ω

φ
st), and thus translates σimm

ass (ω
φ
st) to σimm

ass (ωscl′) as
specified in Definition 5.6. σimm

ass (ωscl′) conforms to the syntax rules of
σimm
ass (ωscl) preserves the SOS rules of σimm

ass (ω
φ
st) and σdel

ass(ω
φ
st), and re-

spects the SCMoC.

11Both models, ST and SCL, are included in Appendix B.26 and D.23.
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Algorithm 13 Translate assignment – ST-to-SCL

Input: σϑ
ass(ω

φ
st)

Output: σϑ
ass(ωscl′)

Translation Function t
Σass

st↦scl(σ
ϑ
ass(ω

φ
st)):

switch ϑ do
case imm do

σimm
ass (ωscl′) ← lhs(σimm

ass (ω
φ
st)) = tτst↦scl(rhs(σimm

ass ));
end
case del do

σdel
ass(ωscl′) ← lhs(σdel

ass(ω
φ
st)) = tτst↦scl(rhs(σdel

ass));
end

end

Proof The validity of Lemma 5.9 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σimm

ass (ωscl′) with
the syntax rules of σimm

ass (ωscl) as specified in Section 3.4. Second, the semantic
correctness is checked by comparing the SOS transition rules of σimm

ass (ωscl)
with the SOS transition rules of σimm

ass (ω
φ
st) (see Section 3.2 and 3.4). The

SCMoC is implicitly respected, as demonstrated by the SOS transition rules.

Illustrative Example for Lemma 5.9

As an example, the immediately assigned variables of the ST ASS IMM1 model
and ST ASS IMM2 model are translated as follows12:

1 y:=x;
2 ⇒ y=x; // resulting σimm

ass (ωscl′)

3 -----------------------
4 y0:=x0; y1:=x1;
5 ⇒ y0=x0; // resulting σimm

ass (ωscl′)

6 ⇒ y1=x1; // resulting σimm
ass (ωscl′)

7 -----------------------
8 y0:=x0; y1:=x1; y0:=x2;
9 ⇒ y0=x0; // resulting σimm

ass (ωscl′)

10 ⇒ y1=x1; // resulting σimm
ass (ωscl′)

11 ⇒ y0=x2; // resulting σimm
ass (ωscl′)

12 -----------------------
13 y2:=x0; y2:=x1;
14 ⇒ y2=x0; // resulting σimm

ass (ωscl′)

15 ⇒ y2=x1; // resulting σimm
ass (ωscl′)

16 -----------------------
17 y0:=x0; x0:=y0+x1;
18 ⇒ y0=x0; // resulting σimm

ass (ωscl′)

19 ⇒ x0=y0+x1; // resulting σimm
ass (ωscl′)

Lemma 5.10. Let ωφ
st be translated to ωscl′, φ ∈ {fb, fun, prg}, and ϑ =

del. Then, t
Σass

st↦scl(σ
del
ass(ω

φ
st)) identifies the left-hand side and right-hand

side of σdel
ass(ω

φ
st), and thus translates σdel

ass(ω
φ
st) to σdel

ass(ωscl′) as specified
in Definition 5.6. σdel

ass(ωscl′) conforms to the syntax rules of σdel
ass(ωscl),

preserves the SOS rules of σdel
ass(ω

φ
st), and respects the SCMoC.

12Both models, ST and SCL, are included in Appendix B.15, B.16, D.13, and D.14.
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Proof The validity of Lemma 5.10 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σdel

ass(ωscl′) with
the syntax rules of σdel

ass(ωscl) as specified in Section 3.4. Second, the semantic
correctness is checked by comparing the SOS transition rules of σdel

ass(ωscl) with
the SOS transition rules of σdel

ass(ω
φ
st) (see Section 3.2 and 3.4). The SCMoC

is implicitly respected, as demonstrated by the SOS transition rules.

Illustrative Example for Lemma 5.10

As an example, the delayed assigned variable of the ST ASS DELmodel is trans-
lated as follows13:

1 y0:=y0+x0;
2 ⇒ y0=y0+x0; // resulting σdel

ass(ωscl′)

5.2.7. Conditions

This step covers the translation function for translating conditions in ST mod-
els Σϑ

cond(ω
φ
st) to conditions in SCL models Σϑ

cond(ωscl′).

Definition 5.7 (Translation of conditions – ST-to-SCL). Let Ωφ
st =

{ωφ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements. A condition

in ST models σcond(ωφ
st) ∈ Σcond(ωφ

st) is translated to a condition in SCL models

σcond(ωscl′) ∈ Σcond(ωscl′) using the translation function tΣcond

st↦scl(σ
ϑ
cond(ω

φ
st)),

which is described by Algorithm 14.

Algorithm 14 Translate condition – ST-to-SCL

Input: σϑ
cond(ω

φ
st)

Output: σϑ
cond(ωscl′)

Translation Function tΣcond

st↦scl(σ
ϑ
cond(ω

φ
st)):

switch ϑ do
case it do

σit
cond(ωscl′) ←

⎧⎪⎪⎪⎨⎪⎪⎪⎩

if(tτst↦scl(λb(σit
cond(ω

φ
st)))){

tΣst↦scl(Σ1(σit
cond(ω

φ
st))

}

⎫⎪⎪⎪⎬⎪⎪⎪⎭
end
case ϑ = ite do

σite
cond(ωscl′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

if(tτst↦scl(λb(σite
cond(ω

φ
st)))){

tΣst↦scl(Σ1(σite
cond(ω

φ
st))

}else{
tΣst↦scl(Σ2(σite

cond(ω
φ
st)))

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭
end

end

13Both models, ST and SCL, are included in Appendix B.11 and D.9.
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Correctness

To check the correctness of Definition 5.7, the following lemma is used.

Lemma 5.11. Let ωφ
st be translated to ωscl′ and φ ∈ {fb, fun, prg}.

Then, tΣcond

st↦scl(σ
ϑ
cond(ω

φ
st)) translates σϑ

cond(ω
φ
st) to σϑ

cond(ωscl′) as specified
in Definition 5.7. σϑ

cond(ωscl′) conforms to the syntax rules of σϑ
cond(ωscl)

and preserves the SOS rules of σϑ
cond(ω

φ
st).

Proof The validity of Lemma 5.11 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σϑ

cond(ωscl′) with
the syntax rules of σϑ

cond(ωscl) in Section 3.4. Second, the semantic correctness
is checked by comparing the SOS transition rules of σϑ

cond(ωscl) in Section 3.4
with the SOS transition rules of σϑ

cond(ω
φ
st) in Section 3.2, considering that

statements are assumed to terminate within the same PLC cycle.

Illustrative Example for Lemma 5.11

As an example, the conditions of the ST CONDmodel are translated as follows14:

1 IF x1 THEN // initial condition

2 x2:=TRUE;

3 END_IF;

4 ⇒ if(x1){ // resulting condition

5 ⇒ x2=true;

6 ⇒ }

7 -----------------------

8 IF x1 THEN // initial condition

9 x0:=TRUE;

10 ELSE

11 x0:= FALSE;

12 END_IF;

13 ⇒ if(x1){ // resulting condition

14 ⇒ x0=true;

15 ⇒ }else{

16 ⇒ x0=false;

17 ⇒ }

5.2.8. Loops

This step covers the translation function for translating loops in ST models
Σϑ
loop(ω

φ
st) to loops in SCL models Σϑ

loop(ωscl′).

Definition 5.8 (Translation of loops – ST-to-SCL). Let Ωφ
st =

{ωφ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements. A loop

in ST models σϑ
loop(ω

φ
st) ∈ Σloop(ωφ

st) is translated to a loop in SCL models

σϑ
loop(ωscl′) ∈ Σloop(ωscl′) using the translation function t

Σloop

st↦scl(σ
ϑ
loop(ω

φ
st)),

which is described by Algorithm 15.

14Both models, ST and SCL, are included in Appendix B.8 and D.7.
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Algorithm 15 Translate loop – ST-to-SCL

Input: σϑ
loop(ω

φ
st)

Output: σϑ
loop(ωscl′)

Translation Function t
Σloop

st↦scl(σ
ϑ
loop(ω

φ
st)):

switch ϑ do
case head do

σhead
loop (ωscl′) ←

⎧⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎩

while(tτst↦scl(λb(σhead
loop (ω

φ
st)))){

tΣst↦scl(Σ(σhead
loop (ω

φ
st))

pause;

}

⎫⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎭
end
case foot do

σfoot
loop (ωscl′) ←

⎧⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎩

do:

tΣst↦scl(Σ(σ
foot
loop (ω

φ
st))

pause;

if(!(tτst↦scl(λb(σfoot
loop (ω

φ
st))))){ goto do; }

⎫⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎭
end

end

Correctness

To check the correctness of Definition 5.8, the following lemmas are used.

Lemma 5.12. Let ωφ
st be translated to ωscl′ and φ ∈ {fb, fun, prg}.

Then, t
Σloop

st↦scl(σ
head
loop (ω

φ
st)) translates σhead

loop (ω
φ
st) to σhead

loop (ωscl′) as specified

in Definition 5.8. σhead
loop (ωscl′) conforms to the syntax rules of σhead

loop (ωscl)
and preserves the SOS rules of σhead

loop (ω
φ
st).

Proof The validity of Lemma 5.12 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σhead

loop (ωscl′) with
the syntax rules of σhead

loop (ωscl) as specified in Section 3.4. Second, the semantic

correctness is checked by comparing the SOS transition rules of σhead
loop (ωscl) in

Section 3.4 with the SOS transition rules of σhead
loop (ω

φ
st) in Section 3.2.

Illustrative Example for Lemma 5.12

As an example, the head-controlled loop of the ST LOOP HEAD model is trans-
lated as follows15:

1 i:=i0; // initial loop

2 WHILE i<=i1 DO

15Both models, ST and SCL, are included in Appendix B.14 and D.12.
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3 y := i;

4 i := i+x2;

5 END_WHILE;

6 y := x1;

7 ⇒ i = i0; // resulting loop

8 ⇒ while(i<=i1){

9 ⇒ y = i;

10 ⇒ i = i + x2;

11 ⇒ }

12 ⇒ y = x1;

Lemma 5.13. Let ωφ
st be translated to ωscl′ and φ ∈ {fb, fun, prg}.

Then, t
Σloop

st↦scl(σ
foot
loop (ω

φ
st)) translates σfoot

loop (ω
φ
st) to σfoot

loop (ωscl′) as specified

in Definition 5.8. σfoot
loop (ωscl′) conforms to the syntax rules of σfoot

loop (ωscl)
and preserves the SOS rules of σfoot

loop (ω
φ
st).

Proof The validity of Lemma 5.13 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σfoot

loop (ωscl′) with
the syntax rules of σfoot

loop (ωscl) as specified in Section 3.4. Second, the semantic

correctness is checked by comparing the SOS transition rules of σfoot
loop (ωscl) in

Section 3.4 with the SOS transition rules of σfoot
loop (ω

φ
st) in Section 3.2.

Illustrative Example for Lemma 5.13

As an example, the foot-controlled loop of the ST LOOP FOOT model is trans-
lated as follows16:

1 i:=i0; // initial loop

2 REPEAT

3 y := x0;

4 i := i + x2;

5 UNTIL i>i1

6 END_REPEAT;

7 y := x1;

8 ⇒ i = i0; // resulting loop

9 ⇒ do:

10 ⇒ y = x0;

11 ⇒ i = i + x2;

12 ⇒ pause;

13 ⇒ if(!(i>i1)){

14 ⇒ goto do;

15 ⇒ }

16 ⇒ y = x1;

5.2.9. Sequences

This step covers the translation function for translating sequences in ST mod-
els Σseq(ωφ

st) to sequences in SCL models Σseq(ωscl′).
16Both models, ST and SCL, are included in Appendix B.13 and D.11.
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Definition 5.9 (Translation of sequences – ST-to-SCL). Let Ωφ
st =

{ωφ
st ∣ φ ∈ {fb, fun, prg}} be the set of possible ST model elements. There are

the following variants of ST statements considered in this approach:

• Assignments: σimm
ass (ω

φ
st) ∈ Σimm

ass (ω
φ
st), σdel

ass(ω
φ
st) ∈ Σdel

ass(ω
φ
st)

• Conditions: σhead
cond(ω

φ
st) ∈ Σhead

cond(ω
φ
st), σ

foot
cond(ω

φ
st) ∈ Σ

foot
cond(ω

φ
st)

• Loops: σhead
loop (ω

φ
st) ∈ Σhead

loop (ω
φ
st), σ

foot
loop (ω

φ
st) ∈ Σ

foot
loop (ω

φ
st)

According to the Definitions 5.6, 5.7, and 5.8, these ST statements are trans-
lated to the following variants of SCL statements:

• Pause: σpause(ωscl′) ∈ Σpause(ωscl′)
• Assignments: σimm

ass (ωscl′) ∈ Σimm
ass (ωscl′), σdel

ass(ωscl′) ∈ Σdel
ass(ωscl′)

• Conditions: σhead
cond(ωscl′) ∈ Σhead

cond(ωscl′), σfoot
cond(ωscl′) ∈ Σfoot

cond(ωscl′)

• Loops: σhead
loop (ωscl′) ∈ Σhead

loop (ωscl′), σfoot
loop (ωscl′) ∈ Σfoot

loop (ωscl′)

A set of the resulting SCL statements represents a sequence, denoted

as Σseq(ωscl′). The translation function t
Σseq

st↦scl(Σseq(ωscl′)) inserts
σi(ωscl′) ∈ Σseq(ωscl′) to ωscl′, following the process described by Algo-
rithm 16.

Algorithm 16 Add sequence – ST-to-SCL

Input: Σseq(ωscl′)
Output: ωscl′

Translation Function t
Σseq

fbd↦scl(Σseq(ωscl′)):
forall σi ∈ Σseq(ωscl′) do

ωscl′ ← add σi to the position w.r.t. its execution order and dependent
constructs

end

Correctness

To check the correctness of Definition 5.9, the following lemma is used.

Lemma 5.14. Let ωφ
st be translated to ωscl′ and φ ∈ {fb, fun,

prg}, Σseq(ωscl′) ≠ ∅, and Σseq(ωscl′) be syntactically correct. Then,

t
Σseq

fbd↦scl(Σseq(ωscl′)) inserts each translated statement σi ∈ Σseq(ωscl′) to
ωscl′ as specified in Definition 5.9. The resulting SCL model ωscl′ con-
forms to the syntax rules of ωscl and preserves the SOS rules of ωφ

st (in
particular with regard to the execution order of the statements).
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Proof The validity of Lemma 5.14 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σseq(ωscl′) with
the syntax rules of Σseq(ωscl) as specified in Section 3.4 using induction on
the number of statements to be added Σseq(ωscl′):

1. Base Case: When Σseq(ωscl′) = ∅, there are no statements to be added,
which conforms to the syntax rules of δω(ωscl).

2. Induction Hypothesis: The lemma holds for any set of statements to
be added Σseq(ωscl′).

3. Inductive Step: Adding a statement results in a statement to be added
that conforms to the syntax rules Σseq(ωscl), because the syntactic cor-
rectness of this statement to be added has been proved in the corre-
sponding section.

Second, the SOS transition rules are respected by the individual statements
themselves. The order is respected by the order within the resulting Quartz
model.

Illustrative Example for Lemma 5.14

As an example, below are the inserted statements in the resulting SCL model
of the ST TON model17:

1 . . .
2 if(IN != LASTIN){ ⇐ σ1 ∈ Σ

ite
cond(ωscl′)

3 LASTIN = IN; ⇐ σ2 ∈ Σ
imm
ass (ωscl′)

4 if(IN){ ⇐ σ3 ∈ Σ
ite
cond(ωscl′)

5 TSTART = CLK; ⇐ σ4 ∈ Σ
imm
ass (ωscl′)

6 }else{
7 TSTART = 0; ⇐ σ5 ∈ Σ

imm
ass (ωscl′)

8 }
9 Q1_Temp1 = false; ⇐ σ6 ∈ Σ

imm
ass (ωscl′)

10 Q1 = Q1_Temp1; ⇐ σ7 ∈ Σ
imm
ass (ωscl′)

11 ET = 0; ⇐ σ8 ∈ Σ
imm
ass (ωscl′)

12 }else{
13 if(IN & (!( Q1_Temp1))){ ⇐ σ9 ∈ Σ

ite
cond(ωscl′)

14 ETTIME = (CLK - TSTART); ⇐ σ10 ∈ Σ
imm
ass (ωscl′)

15 if(ETTIME < PT){ ⇐ σ11 ∈ Σ
ite
cond(ωscl′)

16 ET = ETTIME; ⇐ σ12 ∈ Σ
imm
ass (ωscl′)

17 }else{
18 Q1_Temp1 = true; ⇐ σ13 ∈ Σ

imm
ass (ωscl′)

19 Q1 = Q1_Temp1; ⇐ σ14 ∈ Σ
imm
ass (ωscl′)

20 ET = PT; ⇐ σ15 ∈ Σ
imm
ass (ωscl′)

21 }
22 }
23 }
24 . . .

5.3. Experimental Results

The applicability of the introduced translation functions is evaluated with
the ST models listed in Table 5.1. The examples are listed with the SLOC
metric [BM14] of the ST model and the experimental results. For evaluation
purposes, the listed ST models and the expected SCL models are manually

17Both models, ST and SCL, are included in Appendix B.22 and D.19.
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implemented to verify the applicability of the isolated translation functions.
To ensure the correctness of both models, ST and SCL, they are compiled with
the built-in compilers of CODESYS and KIELER. The translation functions
have been implemented as a prototype in PLCreX , resulting in the overall test
strategy shown in Figure 5.5. The correctness of the resulting SCL models is
verified in two ways: (1) through manual reviews, differences between the ex-
pected SCL models and the automatically generated models are identified, and
(2) using the built-in compilers of KIELER, the syntactic correctness of the
automatically generated SCL models is ensured. Both tests passed for all ex-

Codesys KIELER

compile

PLCreX

KIELER

review

compile

compile

(generated automatically)(implemented manually)

(implemented manually)

(implemented manually)

Figure 5.5.: Test strategy to evaluate the ST-to-SCL transformation

amples (ignoring minor formatting differences between manually implemented
and automatically generated SCL models), with the following warnings:

• Supported operators: According to Lemma 5.8, only a subset of the
considered ST expressions can be translated into corresponding SCL
expressions with the restriction to internal operators. Therefore, the
example arithmetic operators throws a warning for affected expressions.
Affected expressions are skipped during translation.

• Supported data types: According to Lemma 5.7, only a subset of the
considered ST data types can be translated into corresponding SCL data
types with the restriction to internal data types. Therefore, the example
data types and fields throws a warning for affected declarations. Affected
declarations and expressions are skipped during translation.

Furthermore, some examples are not testable:

• Model imports: Based on experimental results in the latest version of
KIELER, SCL models are not intended to import external SCL models,
which is why the examples analog value processing 2 , debounce, invoke
function 1 , simple program, and track correction are not testable and
are not listed in Appendix D. ST models that import other models are
not translated to SCL models by default.

Based on the experimental results in Table 5.1, it can be concluded that the
introduced translation functions are applicable and lead to correct SCL models
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Table 5.1.: Set of ST models and test results to evaluate the applicability of the
introduced ST-to-SCL transformation

Model

S
L
O
C

Source ωφ
st ωscl′ Result

2-of-3 logic function 11 [Sch19] B.1 D.1 passed
Alarm function 8 [Sch19] B.2 D.2 passed

Analog value processing 1 8 [Sch19] B.3 D.3 passed
Analog value processing 2 7 [Sch19] B.4 - not testable

Arithmetic operators 20 self B.5 D.4
passed with
warnings

Boolean operators 14 self B.6 D.5 passed
Compensation system 28 [Sch19] B.7 D.6 passed
Condition statements 15 self B.8 D.7 passed

Data types and fields 28 self B.9 D.8
passed with
warnings

Debounce 20 [GDV14] B.10 - not testable
Delayed assignments 7 self B.11 D.9 passed
Equality, inequality 9 self B.12 D.10 passed
Foot-controlled loop 20 self B.13 D.11 passed
Head-controlled loop 18 self B.14 D.12 passed

Immediate assignments 1 13 self B.15 D.13 passed
Immediate assignments 2 19 self B.16 D.14 passed
Immediate assignments 3 10 self B.17 D.15 passed

Invoke function 1 7 self B.18 - not testable
Left detection 7 [Sch19] B.19 D.16 passed

Numeric relations 11 self B.20 D.17 passed
Off delay timer 39 [GDV14] B.21 D.18 passed
On delay timer 39 [GDV14] B.22 D.19 passed
RS-Flip-Flop 14 [GDV14] B.23 D.20 passed

Right detection 7 [Sch19] B.24 D.21 passed
SR-Flip-Flop 14 [GDV14] B.25 D.22 passed

Simple calculation 16 [GDV14] B.26 D.23 passed
Simple program 19 [GDV14] B.27 - not testable

Tank control 19 [Sch19] B.28 D.24 passed
Track correction 23 [Sch19] B.29 - not testable

Two-Point controller 21 [Sch19] B.30 D.25 passed

that can be reused in model-based design, if a few conditions are considered.
These are summarized in the following section.

5.4. Summary

This chapter introduced the transformation of ST models to SCL models.
For this purpose, individual translation functions were defined that take into
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account the sequential execution order of ST statements. The applicability
of these translation functions was demonstrated using a set of ST examples.
Based on the presented lemmas and experimental results, the following theo-
rem encapsulates the entire transformation:

Theorem 5.1 (ST-to-SCL Translation). Let ωφ
st ∈ Ωφ

st be an ST
model of the variant φ ∈ {fb, fun, prg} and let Tst↦scl(ωφ

st) be the model
transformation of ωφ

st to ωscl′ using the translation functions defined in
this chapter. Then, the resulting SCL model ωscl′ :

1. Conforms to the syntax rules of ωscl

2. Preserves the semantics of ωφ
st

3. Contains constructs corresponding to the constructs of ωφ
st and pre-

serves the intended functionality of ωφ
st under the following condi-

tions:

• φ ∈ {fb, fun, prg}
• ∆idcl(ωφ

st) =∆in(ωφ
st) ∪∆out(ωφ

st) ∪∆inout(ωφ
st)

• ∆vdcl(ωφ
st) =∆local(ωφ

st)
• ∀α[+](ωφ

st) ∶ α[+] ∈ {αbool
bv , αint

i , αdint
i , αuint

i , αdur, α
+}, where

αdur can be treated as a bounded integer and is specified in
milliseconds

• ∀τ(ωφ
st) ∶ τ ∈ {τ cstmisc, τ

id
misc, τ

π,η,λ
misc , τ

br
misc, τ

true
misc, τ

false
misc , τ

arr
misc, τ

inv
misc,

τ eqcomp, τ
ne
comp, τ

gt
comp, τ

ge
comp, τ

lt
comp, τ

le
comp, τ

mul
arith, τ

div
arith, τ

add
arith, τ

sub
arith,

τ exptarith, τ
mod
arith, τ

um
arith, τ

sel
cond}

• ∀σ(ωϑ
st) ∶ σ ∈ {σϑ

ass, σ
ϑ
cond, σ

ϑ
loop}

Proof The validity of Theorem 5.1 is proved as follows:

1. Syntax Conformance: Lemma 5.1, 5.2, 5.3, 5.4, 5.5, 5.6, 5.7, 5.8,
5.9, 5.10, 5.11, 5.12, 5.13, and 5.14 demonstrate that each translated
construct conforms to the syntax rules of ωscl as specified in Section 3.4.

2. Semantic Preservation: The following lemmas address the preserva-
tion of semantics for their respective constructs.

• Model declaration: Lemma 5.1

• Interfaces: Lemma 5.2

• Variables: Lemma 5.6

• Data types and fields: Lemma 5.7

• Expressions: Lemma 5.8
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• Assignments: Lemma 5.9 and 5.10

• Conditions: Lemma 5.11

• Loops: Lemmas 5.12 and 5.13

• Sequences: Lemma 5.14

3. Construct Correspondence: Given the conditions of the theorem,
the provided definitions, proofs, and experimental results, it can be con-
cluded that the translation functions produce corresponding constructs
in ωscl for the considered constructs in ωφ

st, preserving the original func-
tionality.

Overall, this results in the following solutions to the challenges summarized in
Section 5.1.

1. Cyclic execution of SCL models (with and without memory):
The execution of the SCL model with and without memory depends on
the invocation by an external model, i.e., an external model is responsible
for the cyclic execution of the resulting SCL model. Unlike variables of
a resulting SCL model based on an ST model with memory, variables of
a resulting SCL model based on an ST model without memory are set
to their default values (if necessary) at the beginning of each iteration.

2. Event-driven execution of SCL models: An iteration of the SCL
model is triggered via the input variable EI and returned via the output
variable EO after a finite number of macro steps (n ≥ 0), thus realizing
an external event-driven execution control.

3. Dynamic system time: The global clock synchronization is realized
by an additional input variable CLK, i.e., the clock is controlled externally
and processed within the SCL model with read access.

4. Translation of ST language constructs: The solution follows from
Theorem 5.1.
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The third approach to reusing existing POUs in model-based design is the
transformation of FBDs into Quartz models, where the goal is to create a
robust set of translation functions that ensure semantic preservation during the
transition. In addition to the approaches presented in [WS20; WS21; WS24b],
it considers a number of additional aspects as mentioned in Chapter 4 in the
context of the ST-to-Quartz transformation. The correctness of the translation
functions proposed in this chapter is proved by theoretical reasoning, which
includes a detailed analysis of the resulting syntax and semantics compared
to the syntax rules and semantics specified in Chapter 3. In addition, the
theoretical results are evaluated with real-world and self-defined FBDs.

This chapter is structured as follows: Section 6.1 introduces the high-level
design flow and translation strategy. Section 6.2 defines the translation func-
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tions and theoretical analysis. Section 6.3 presents an evaluation of the theo-
retical results, and Section 6.4 summarizes the transformation.

6.1. High-Level Design Flow – FBD-to-Quartz

The high-level design flow for transforming an FBD ωφ
fbd ∈ Ω

φ
fbd of the variant

function block (φ = fb), function (φ = fun), or program (φ = prg) to a Quartz
model ωqrz ∈ Ωqrz is shown in Figure 6.1.

IEC 61131-3 Averest

Figure 6.1.: High-level design flow of the FBD-to-Quartz transformation

The FBD-to-Quartz transformation Tfbd↦qrz(ωφ
fbd) includes the following

transformation steps:

1. tδωfbd↦qrz(δω(ω
φ
fbd)): Model declaration (see Section 6.2.1)

2. t∆idcl

fbd↦qrz(ω
φ
fbd): Interfaces (see Section 6.2.2)

3. t∆vdcl

fbd↦qrz(ω
φ
fbd): Variables (see Section 6.2.3)

4. tαfbd↦qrz(α[+](ω
φ
fbd)): Data types and fields (see Section 6.2.4)

5. t
∆imports

fbd↦qrz (ω
φ
fbd): POU imports (see Section 6.2.5)

6. tτfbd↦qrz(τ (ω
φ
fbd)): Expressions (see Section 6.2.6)

7. tΣinv

fbd↦qrz(σ
ϑ
inv(ω

φ
fbd)): POU invocations (see Section 6.2.7)

8. t
Σass

fbd↦qrz(σ
ϑ
ass(ω

φ
fbd)): Assignments (see Section 6.2.8)

9. t
Σseq

fbd↦qrz(Σseq(ωqrz′)): Sequences (see Section 6.2.9)

Translation Strategy:

This chapter introduces two translation strategies that are basically the same
as the translation strategies introduced in Section 4.1. The difference is the
translation of statements that are given as graphical FBDs and not as textual
ST statements. Taking into account an explicit execution order of the blocks
and assignments, this results in the two translation strategies illustrated in
Figure 6.2, where graphical blocks are used to demonstrate the relationship
to the underlying FBD. Figure 6.2a shows the high-level runtime behavior of
the initial FBD (top) and the resulting Quartz model (bottom) that follows
the first translation strategy, where the set of input variables IN is read when
the model is invoked at time ti (FBD) or in macro step Si (SCChart), respec-
tively, and where the set of output variables OUT is returned at time tm (FBD)

92



6.1. High-Level Design Flow – FBD-to-Quartz

or in the final macro step Sm (SCChart). In contrast, Figure 6.2b shows the
high-level runtime behavior of the initial FBD (top) and the resulting Quartz
model (bottom) that follows the second translation strategy, where the model
is initialized at time t0 (FBD) or in the first macro step S0 (SCChart), re-
spectively, and then waits until an iteration is triggered (SCChart via input
variable EI). At time tm (FBD) or in macro step Sm (SCChart), OUT and EO

are returned to the invoking model for external processing. The final macro
step in the resulting SCChart is used to switch to the next iteration (triggered
in the next PLC cycle).
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Figure 6.2.: FBD-to-Quartz translation strategies: high-level runtime behavior of
the initial FBD (top) and resulting Quartz model (bottom)

Challenges:

Consequently, this leads to the following challenges for translating FBDs to
Quartz models, which are almost the same as for translating ST models to
Quartz models:
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1. Cyclic execution of Quartz models (with and without memory)

2. Event-driven execution of synchronous parallel threads

3. Sequential execution of synchronous parallel threads

4. Dynamic system time

5. Translation of FBD language constructs

6.2. From FBDs to Quartz Models

This section defines the individual translation functions for translating an
FBD ωφ

fbd ∈ Ω
φ
fbd to a Quartz model ωqrz′ ∈ Ωqrz and analyzes the theoretical

correctness.

6.2.1. Model Declaration

The translation strategy for an ST model declaration to a Quartz model decla-
ration introduced in Section 4.2.1 can be applied to an FBD δω(ωφ

fbd), because
the declaration is equivalent [GDV14; PLC09]. As a result, Definition 4.1 and
Lemma 4.1 are also valid for FBDs (if all occurrences of ωφ

st are replaced by
ωφ
fbd), resulting in tδωfbd↦qrz(δω(ω

φ
fbd)) ∶≡ t

δω
st↦qrz(δω(ω

φ
fbd)).

6.2.2. Interfaces

The translation strategy for ST model interfaces introduced in Section 4.2.2
can be applied to FBD interfaces ∆idcl(ωφ

fbd) = ∆in(ωφ
fbd) ∪ ∆out(ωφ

fbd) ∪
∆inout(ωφ

fbd), because the declaration is equivalent [GDV14; PLC09]. As a
result, Definition 4.2 and Lemma 4.2, 4.3, 4.4, and 4.5 are also valid for FBDs
(if all occurrences of ωφ

st are replaced by ωφ
fbd), resulting in t∆idcl

fbd↦qrz(ω
φ
fbd) ∶≡

t∆idcl
st↦qrz(ω

φ
fbd).

6.2.3. Variables

The translation strategy for local ST model variables introduced in Sec-
tion 4.2.3 can be applied to FBD variables ∆vdcl(ωφ

fbd) =∆local(ωφ
fbd), because

the declaration is equivalent [GDV14; PLC09]. As a result, Definition 4.3 and
Lemma 4.6, 4.7, 4.8, and 4.9 are also valid for FBDs (if all occurrences of ωφ

st

are replaced by ωφ
fbd), resulting in t∆vdcl

fbd↦qrz(ω
φ
fbd) ∶≡ t

∆vdcl
st↦qrz(ω

φ
fbd).

6.2.4. Data Types and Fields

The translation strategy for ST data types and fields introduced in Sec-
tion 4.2.4 can be applied to FBD data types and fields A[+](ωφ

fbd), because
the data types and fields are equivalent [GDV14]. As a result, Definition 4.4
and Lemma 4.10 are also valid for FBDs (if all occurrences of ωφ

st are replaced
by ωφ

fbd), resulting in tαfbd↦qrz(α[+](ω
φ
fbd)) ∶≡ t

α
st↦qrz(α[+](ω

φ
fbd)).
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6.2.5. POU Imports

The translation strategy for instantiated and invoked POUs in ST models
introduced in Section 4.2.5 can be applied to FBDs, because the instantiated
and invoked POUs in FBDs are handled in the same way as in ST models, such
as instances of POUs with memory represented as local variables and POUs
without memory invoked inline without a specific identifier [GDV14]. As a
result, Definition 4.5 and Lemma 4.11 are also valid for FBDs (if all occurrences

of ωφ
st are replaced by ωφ

fbd), resulting in t
∆imports

fbd↦qrz (ω
φ
fbd) ∶≡ t

∆imports

st↦qrz (ω
φ
fbd).

6.2.6. Expressions

The translation strategy of ST model expressions introduced in Section 4.2.6
can be applied to FBD expressions T (ωφ

fbd), because the translations consid-
ered by the algorithm are linked to the individual, specified syntax rules and se-
mantics of FBDs. Thus, Definition 4.6 and Lemma 4.12 are also valid for FBDs
(if all occurrences of ωφ

st are replaced by ωφ
fbd), resulting in tτfbd↦qrz(τ (ω

φ
fbd)) ∶≡

tτst↦qrz(τ (ω
φ
fbd)).

6.2.7. POU Invocations

This step covers the translation function for translating POU invocations in
FBDs Σϑ

inv(ω
φ
fbd) to Quartz model invocations in Quartz models Σϑ

inv(ωqrz′).
The high-level runtime behavior of FBD (with memory) translated to a Quartz
model is similar to the high-level runtime behavior introduced in Section 4.2.7
with the difference that the statements and their execution order are not
present as textual statements and position, but as graphical FBDs and ex-
ecution order identifiers. Therefore, the adapted high-level runtime behav-
ior is illustrated in Figure 6.3. Figure 6.3a shows the runtime behavior of
an example FBD with memory that is triggered in each PLC cycle (red)
and invokes a model with memory and a model without memory depend-
ing on their execution order (blue). In contrast, Figure 6.3b shows the run-
time behavior of the resulting Quartz model, whose models with memory
are triggered by additional event-driven variables (red) and the model with-
out memory depending on its execution order (blue) without an additional
event-driven variable. As a consequence, the translation strategy for invo-
cations in ST models introduced in Section 4.2.7 can be applied to FBDs,
taking into account the graphical representation of the expressions and in-
vocations. More specifically, Definition 4.7 can be applied to FBDs (if all
occurrences of ωφ

st are replaced by ωφ
fbd) with minor changes: Unlike the pre-

condition in Definition 4.7, POU invocations are not represented as complete
formal function call [GDV14], but all ports are visible in the graphical FBD,
i.e., the information is the same. However, the difference is that an argu-
ment i of an invoked model is not given as a string. For this reason, i must
be identified before it is placed. This is described by Algorithm 17, which
describes a backward translation strategy introduced in [YKL13]. As a con-
sequence, the following replacement in Algorithm 5 must be considered for
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Figure 6.3.: High-level runtime behavior of a model with memory that invokes two
models (Approach: FBD-to-Quartz)

FBDs: tτst↦qrz(i) ↦ tτst↦qrz(get expr(i)). Then, Lemma 4.13 and 4.14 are

also valid for FBDs, resulting in tΣinv

fbd↦qrz(σ
ϑ
inv(ω

φ
fbd)) ∶≡ t

Σinv
st↦qrz(σϑ

inv(ω
φ
fbd)).

Algorithm 17 Get expression following backward translation strategy

Input: lhs
Output: τi(ωφ

fbd′)
Function get expr(lhs):

find rhs ∈ EiV ∪ EiOV ∪ Ebinst ∪ Ebfun ∪ Ebfun′ , where arLI(lhs) = alI(rhs);
if rhs ∉ Ebfun then

return τi(ωφ
fbd′) = eval(afP (rhs), alI(rhs), ee(rhs));

else
rhs← atN(rhs) with parameter list EiV s(rhs) ∪ EiOV s(rhs);
forall lhsi ∈ EiV s(rhs) ∪ EiOV s(rhs) do

lhsi ← assign get expr(lhsi);
update rhs;

end
return τi(ωφ

fbd′) = rhs;
end
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Correctness

To check the correctness of the function get expr(lhs), the following lemma
is used.

Lemma 6.1. Let ωφ
fbd be translated to ωqrz′, φ ∈ {fb, fun, prg}, and

ωφ
fbd does not contain explicit loops. Then, the function get expr(lhs)

described by Algorithm 17 identifies and returns the right-hand side ex-
pression τi(ωfbd′) for lhs = element(x) with x ∈ {δout(ωφ

fbd), δinout(ω
φ
fbd),

δlocal(ωφ
fbd), δin(ω

φ
pou,i) with ωφ

pou,i ≠ ω
φ
fbd}, where τi(ω

φ
fbd′) conforms to the

syntax rules of τi(ωφ
fbd) and preserves the semantics of τi(ωφ

fbd) regarding
the I/O behavior.

Proof The validity of Lemma 6.1 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of τ(ωqrz′) with the
syntax rules of τ(ωqrz) as specified in Section 3.3 using inductive reasoning.

1. Base Case: According to the specifications for a valid PLCopen xml

file [PLC09], there is a unique link between arLI(lhs) and alI(rhs) of
FBD elements. Thus, a call of get expr(lhs) with lhs = element(x),
x ∈ {δout(ωφ

fbd), δinout(ω
φ
fbd), δlocal(ω

φ
fbd), δin(ω

φ
plc,i) with ωφ

plc,i ≠ ωφ
fbd}

always leads to a corresponding rhs. If rhs ∉ Ebfun , eval(afP (rhs),
alI(rhs), ee(rhs)) is returned, which is a variable name or a constant.
This terminates the algorithm.

2. Inductive Hypothesis: For any right-hand side parameter list expres-
sion lhsi ∈ EiV s(rhs) ∪ EiOV s(rhs), the function get expr(lhsi) syntac-
tically correctly derives a rhsi, so that the algorithm terminates after a
finite number of steps.

3. Inductive Step: Considering the recursive case where rhs ∈ Ebfun . The
algorithm replaces rhs through the block name atN(rhs) with param-
eter list EiV s(rhs) ∪ EiOV s(rhs) and recursively derives expressions for
parameter list elements lhsi ∈ EiV s(rhs)∪EiOV s(rhs), ensuring that each
recursive call maintains the appropriate arLI(lhsi) = alI(rhsi) relation-
ship according to the inductive hypothesis. The correctness of these
recursive steps ensures that the final rhs expression correctly matches
lhs as required.

Thus, after executing the function, there are the following possible post
conditions:

a) If rhs ∉ Ebfun , eval(afP (rhs), alI(rhs), ee(rhs)) is returned, which
is a variable name or a constant. It also terminates the algorithm.

b) If rhs ∈ Ebfun , the rhs is correctly updated and replaced based on
recursive outcomes and transformations, maintaining the relation-
ship arLI(lhs) = alI(rhs), and returns final rhs.
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Since ωφ
fbd does not contain explicit loops by definition, the algorithm termi-

nates after a finite number of steps. Second, the semantic correctness is given
because this algorithm implements the backward translation strategy, whose
general correctness with respect to I/O behavior has been demonstrated in
[YKL13].

Illustrative Example for Lemma 6.1

As an illustrative example of how get expr(lhs) is processed, below is a
snippet of the trace when get expr(lhs) is called for the FBD AIR COND CTRL1

model, parameter RS0.RESET1, i.e., lhs = RS0.RESET1. The order in which
get expr(RS0.RESET1) is processed is visualized in Figure 6.4:

1 get_expr(RS0.RESET1): // 1. call

2 get_expr(OR(<IN1 >, <IN2 >)): // replace

3 get_expr(<IN1 >): // 2. call

4 get_expr(OR(<IN1 >, <IN2 >, <IN3 >, <IN4 >): // replace

5 get_expr(<IN1 >): // 3. call

6 get_expr(NOT(<IN1 >)): // replace

7 get_expr(<IN1 >): // 4. call

8 ⇒ IN5 // return

9 ⇒ NOT(IN5) // update

10 . . .
11 get_expr(<IN4 >): // 9. call

12 get_expr(NOT(<IN1 >)): // replace

13 get_expr(<IN1 >): // 10. call

14 ⇒ IN8 // return

15 ⇒ NOT(IN8) // update

16 ⇒ OR(NOT(IN5),. . .,NOT(IN8)) // update

17 get_expr(<IN2 >): // 11. call

18 get_expr(NOT(<IN1 >)): // replace

19 get_expr(<IN1 >): // 12. call

20 ⇒ IN9 // return

21 ⇒ NOT(IN9) // update

22 . . .
23 ⇒ OR(NOT(IN5),. . .,NOT(IN8)),NOT(IN9)) // return

1

2
34

56

78

910

1112

Figure 6.4.: Visualization of the processing sequence: get expr(RS0.RESET1)

1Both models, FBD and Quartz , are included in Appendix E.2 and F.2.
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6.2.8. Assignments

This step covers the translation function for translating assignments in FBDs
Σϑ
ass(ω

φ
fbd) to assignments in Quartz models Σϑ

ass(ωqrz′). The translation of
assignments in FBDs is quite similar to the translation of assignments in ST
models [GDV14], introduced in Section 4.2.8. For this reason, Definition 4.8
can be applied to FBDs (if all occurrences of ωφ

st are replaced by ωφ
fbd)

with minor changes. The difference is that in FBDs the right-hand side
rhs must first be extracted by the graphical model (or by elements of the
textual PLCopen xml format, respectively) before it can be processed. As a
consequence, the following replacement in Algorithm 6 must be considered for
FBDs: tτst↦qrz(lhs(σϑ

ass(ω
φ
fbd))) ↦ tτst↦qrz(get expr(lhs(σϑ

ass(ω
φ
fbd)))).

Then, Lemma 4.15 and 4.16 are also valid for FBDs, resulting in
tΣass

fbd↦qrz(σ
ϑ
ass(ω

φ
fbd)) ∶≡ t

Σass
st↦qrz(σϑ

ass(ω
φ
fbd)).

6.2.9. Sequences

The translation strategy for sequences in ST models introduced in Sec-
tion 4.2.11 can be applied to sequences in FBDs Σseq(ωφ

fbd), where only the
following statements are applicable to FBDs:

• Pause: σpause(ωqrz′) ∈ Σpause(ωqrz′)
• Model invocations: σinv(ωqrz′) ∈ Σinv(ωqrz′)
• Assignments: σimm

ass (ωqrz′) ∈ Σimm
ass (ωqrz′), σdel

ass(ωqrz′) ∈ Σdel
ass(ωqrz′)

For this reason, Definition 4.11 (with limited statements) and Lemma 4.20 are
also valid for FBDs (if all occurrences of ωφ

st are replaced by ωφ
fbd, resulting

in t
Σseq

fbd↦qrz(ω
φ
fbd) ∶≡ t

Σseq

st↦qrz(ω
φ
fbd).

Due to the equivalence to ST models, additional examples for FBD model
declarations, interfaces, variables, data types and fields, POU imports, ex-
pressions, POU invocations, and sequences are not presented at this point.

6.3. Experimental Results

The applicability of the introduced translation functions is evaluated with the
FBDs listed in Table 6.1. For evaluation purposes, the listed FBDs and the
expected Quartz models are manually implemented to verify the applicability
of the isolated translation functions. To ensure the correctness of both models,
FBDs and Quartz , they are compiled with the built-in compilers of CODESYS
and Averest. The translation functions have been implemented as a prototype
in PLCreX , assuming the FBDs are available in PLCopen xml format, result-
ing in the overall test strategy shown in Figure 6.5. The correctness of the
resulting Quartz models is verified in two ways: (1) through manual reviews,
differences between the expected Quartz models and the automatically gener-
ated models are identified, and (2) using the built-in compilers of Averest , the
syntactic correctness of the automatically generated Quartz models is ensured.

99



Chapter 6: Model Transformation of FBDs to Quartz Models

Both tests passed for all examples (ignoring minor formatting differences be-

Codesys Averest

compile

PLCreX

Averest

review

compile

compile

(generated automatically)(implemented manually)

(implemented manually)

(implemented manually)

Figure 6.5.: Test strategy to evaluate the FBD-to-Quartz transformation

tween manually implemented and automatically generated Quartz models),
with the following warnings:

• Initializing input variables: Similar to the experimental results in the
context of the transformation from ST to Quartz (see Section 4.3), ac-
cording to Lemma 4.2 with remarks in Section 6.2.4, input variables can-
not be set to specific values, which is why the example simple calculation
throws a warning for initialized input variables, since the initialization
is skipped during translation.

Based on the experimental results in Table 6.1, it can be concluded that the
introduced translation functions are applicable and lead to correct Quartz
models. They can be reused in model-based design, if a few conditions are
considered. These are summarized in the following section.

6.4. Summary

This chapter introduced the transformation of FBDs to Quartz models. For
this purpose, individual translation functions were defined that take into ac-
count the sequential execution order of operators and invoked models. The
applicability of these translation functions was demonstrated using a set of
FBD examples. Based on the presented lemmas and experimental results, the
following theorem encapsulates the entire transformation:

Theorem 6.1 (FBD-to-Quartz Translation). Let ωφ
fbd ∈ Ω

φ
fbd be an

FBD of variant φ ∈ {fb, fun, prg}, and let Tfbd↦qrz(ωφ
fbd) be the model

transformation of ωφ
fbd to ωqrz′ using the translation functions defined in

this chapter. Then, the resulting Quartz model ωqrz′ :

1. Conforms to the syntax rules of ωqrz
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Table 6.1.: Set of FBDs and test results to evaluate the applicability of the intro-
duced FBD-to-Quartz transformation

Model Source ωφ
fbd ωqrz′ Result

2-of-3 logic function [Sch19]1 E.1 F.1 passed
Air Condition Control [Tap15] E.2 F.2 passed

Alarm function [Sch19]1 E.3 F.3 passed
Antivalence [Kar18] E.4 F.4 passed

Arithmetic operators self E.5 F.5 passed
Bending Machine Control [AG20] E.6 F.6 passed

Boolean operators self E.7 F.7 passed
Cylinder Control System [Sch14] E.8 F.8 passed

Data types and fields self E.9 F.9 passed
Debounce [GDV14] E.10 F.10 passed

Dice Numbers Indicator [Kar18] E.11 F.11 passed
KV Diagram optimized Chart [Kar18] E.12 F.12 passed

Left detection [Sch19]1 E.13 F.13 passed
Pollutant Indicator [Bub17] E.14 F.14 passed

Reservoirs Control System 1 [WZ07] E.15 F.15 passed
Reservoirs Control System 2 [Kar18] E.16 F.16 passed

Roll Down Shutters [AG20] E.17 F.17 passed
Cable Winch [Tap15] E.18 F.18 passed

Seven Segment Display [WZ07] E.19 F.19 passed
Shop Window Lighting [AG20] E.20 F.20 passed

Silo Valve Control System [WZ07] E.21 F.21 passed

Simple calculation [GDV14] E.22 F.22
passed with
warnings

Simple Program 1 self E.23 F.23 passed
Simple Program 2 self E.24 F.24 passed

Smoke Detection System [Tap15] E.25 F.25 passed
Sports Hall Lighting [AG20] E.26 F.26 passed

Thermometer Code System [Bub17] E.27 F.27 passed
Toggle Switch 4x [Bub17] E.28 F.28 passed

Ventilation Control System [Kar18] E.29 F.29 passed
Wind Direction Indicator [Bub17] E.30 F.30 passed

1example is given as ST model and manually implemented as FBD

2. Preserves the semantics of ωφ
fbd

3. Contains constructs corresponding to the constructs of ωφ
fbd and pre-

serves the intended functionality of ωφ
fbd under the following condi-

tions:

• φ ∈ {fb, fun, prg}
• ∆idcl(ωφ

fbd) =∆in(ωφ
fbd)∪∆out(ωφ

fbd)∪∆inout(ωφ
fbd), where mod-

101



Chapter 6: Model Transformation of FBDs to Quartz Models

els are always invoked with defined input values, so no initial-
izations are required for ∆in(ωφ

st)
• ∆vdcl(ωφ

fbd) = ∆local(ωφ
fbd) ∪ ∆inst(ωφ

fbd), where variables of

∆local(ωφ
fbd) are to be represented as memorized variables

• Imported models are available as Quartz models

• ∀α[+](ωφ
fbd) ∶ α

[+] ∈ {αbool
bv , αbyte

bv , αword
bv , αint

i , αdint
i , αuint

i , αudint
i ,

αdur, α
+}, where αdur can be treated as an unbounded integer

and is specified in milliseconds

• ∀τ(ωφ
fbd) ∶ τ ∈ {τ cstmisc, τ

id
misc, τ

π,η,λ
misc , τ

br
misc, τ

true
misc, τ

false
misc , τ

arr
misc,

τ invmisc, τ
eq
comp, τ

ne
comp, τ

gt
comp, τ

ge
comp, τ

lt
comp, τ

le
comp, τ

mul
arith, τ

div
arith, τ

add
arith,

τ subarith, τ
expt
arith, τ

mod
arith, τ

um
arith, τ

sel
cond}

• ∀σ(ωφ
st) ∶ σ ∈ {σϑ

inv, σ
ϑ
ass}

Proof The validity of Theorem 6.1 is proved as follows, taking into account
the remarks in this chapter, when the linked lemmas of the ST-to-Quartz
transformation are applied to FBDs (see Section 6.2.2, 6.2.3, 6.2.4, 6.2.5, 6.2.6,
6.2.7, 6.2.8, and 6.2.9):

1. Syntax Conformance: Lemma 4.1, 4.2, 4.3, 4.4, 4.5, 4.6, 4.7, 4.8, 4.9,
4.10, 4.11, 4.12, 6.1, 4.13, 4.14 4.15, 4.16, 4.20, and 6.1 demonstrate
that each translated construct conforms to the syntax rules of ωqrz as
specified in Section 3.3.

2. Semantic Preservation: The following lemmas address the preserva-
tion of semantics for their respective constructs.

• Model declaration: Lemma 4.1

• Interfaces: Lemma 4.2

• Variables: Lemma 4.6

• Data types and fields: Lemma 4.10

• POU imports: Lemma 4.11

• Expressions: Lemma 4.12

• POU invocations: Lemma 6.1, 4.13 and 4.14

• Assignments: Lemma 4.15 and 4.16

• Sequences: Lemma 4.20

3. Construct Correspondence: Given the conditions of the theorem,
the provided definitions, proofs, and experimental results, it can be con-
cluded that the translation functions produce corresponding constructs
in ωqrz for the considered constructs in ωφ

fbd, preserving the original
functionality.
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6.4. Summary

Overall, this results in the following solutions to the challenges summarized in
Section 6.2.

1. Cyclic execution of Quartz models (with and without mem-
ory)), Event-driven execution of synchronous parallel threads,
Sequential execution of synchronous parallel threads, and Dy-
namic system time: The solutions follow from the summarized solu-
tions in Section 4.4 in the context of the ST-to-Quartz transformation,
since they also hold for FBDs

2. Translation of FBD language constructs: The solution follows from
Theorem 6.1.
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The fourth approach to reusing existing POUs in model-based design is the
transformation of FBDs into data-flow oriented SCCharts, where the goal is to
create a robust set of translation functions that ensure semantic preservation
during the transition. In addition to the approaches presented in [WS22;
WS23; WS24b], it considers the following additional issues:

• Model Declaration: Mimicking the termination behavior of the initial
model, i.e., distinguishing between models with and without memory

• Interfaces and Variables: Additional interfaces for event-driven exe-
cution control and an external controlled time (provided as a bounded
integer)

• Data Types and Fields: Additional IEC 61131-3 data types
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• Sequential Execution: Sequential execution via additional event-
driven interfaces, which replaces the pre expression applied in [WS22]1

• POU invocations: Instantiation and invocation of user-defined models,
taking into account their individual termination behavior

The correctness of the translation functions is proved by theoretical reasoning,
which includes a detailed analysis of the resulting syntax and semantics com-
pared to the syntax rules and semantics specified in Chapter 3. In addition,
the theoretical results are evaluated with real and self-defined FBDs.

This chapter is structured as follows: Section 7.1 introduces the high-level
design flow and translation strategy. Section 7.2 defines the translation func-
tions and theoretical analysis. Section 7.3 presents an evaluation of the theo-
retical results, and Section 7.4 summarizes the transformation.

7.1. High-Level Design Flow – FBD-to-SCChart

The high-level design flow for transforming an FBD ωφ
fbd ∈ Ω

φ
fbd of the variant

function block (φ = fb), function (φ = fun), or program (φ = prg) to a data-
flow oriented SCCharts ωscd ∈ Ωscd is shown in Figure 7.1.

KIELERIEC 61131-3

Figure 7.1.: High-level design flow of the FBD-to-SCChart transformation

The FBD-to-SCChart transformation Tfbd↦scd(ωφ
fbd) includes the following

transformation steps:

1. tδωfbd↦scd(δω(ω
φ
fbd)): Model declaration (see Section 7.2.1)

2. t∆idcl

fbd↦scd(ω
φ
fbd): Interfaces (see Section 7.2.2)

3. t∆vdcl

fbd↦scd(ω
φ
fbd): Variables (see Section 7.2.3)

4. tαfbd↦scd(α[+](ω
φ
fbd)): Data types and fields (see Section 7.2.4)

5. t
∆imports

fbd↦scd (ω
φ
fbd): POU imports (see Section 7.2.5)

6. tτfbd↦scd(τ (ω
φ
fbd)): Expressions (see Section 7.2.6)

7. tΣinv

fbd↦scd(σ
ϑ
inv(ω

φ
fbd)): POU invocations (see Section 7.2.7)

8. t
Σass

fbd↦scd(σ
ϑ
ass(ω

φ
fbd)): Assignments (see Section 7.2.8)

9. t
Σseq

fbd↦scd(Σseq(ωscd′)): Sequences (see Section 7.2.9)

1The pre expression was applied in [WS22] to reflect the sequential order of assignments
in the underlying FBD.
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Translation Strategy:

This chapter introduces the translation strategies illustrated in Figure 7.2.
Figure 7.2a shows both the initial high-level runtime behavior of an example
FBD without memory and the resulting high-level runtime of the resulting
SCChart. Basically, when the model is invoked at time ti (FBD) or in macro
step Si (SCChart) via input EI, respectively, inputs IN are read and variables
are initialized, i.e., in the resulting SCChart, the affected variables are set to
their default values. The model can read a dynamic system time CLK during
an iteration in macro step Si, . . . , Sm. The resulting SCChart contains a finite
number of parallel threads that are executed according to the SCMoC, where
the execution order of the initial FBD is enforced. During an iteration, only
CLK is allowed to be updated externally. The final outputs OUT are allowed to
be processed externally when an iteration terminates in macro step Sm when
output EO is triggered. In contrast, Figure 7.2b shows both the initial high-
level runtime behavior of an example FBD with memory and the high-level
runtime of the resulting data-flow oriented SCChart. Basically, the variables
are initialized at time t0 (FBD) or in macro step S0 (SCChart), respectively.
The subsequent processing is equivalent to the first strategy without memory.

Challenges:

From this, the following challenges for translating FBDs to data-flow oriented
SCCharts can be derived:

1. Cyclic execution of SCCharts (with and without memory)

2. Event-driven execution of synchronous parallel threads

3. Sequential execution of synchronous parallel threads

4. Dynamic system time

5. Translation of FBD language constructs

7.2. From FBDs to Data-Flow Oriented SCCharts

This section defines the individual translation functions for translating an
FBD ωφ

fbd ∈ Ω
φ
fbd to a data-flow oriented SCChart ωscd′ ∈ Ωscd and analyzes

the theoretical correctness.

7.2.1. Model Declaration

This step covers the translation function for translating an FBD declaration
δω(ωφ

fbd) to an SCChart declaration δω(ωscd′). According to the introduced

translation strategies, the resulting SCChart of an FBD, variant φ ∈ {fb, prg},
is executed in an infinite loop without reset of variables, reflecting an FBD
with memory. In contrast, the resulting SCChart of an FBD, variant φ = fun,
is also executed in an infinite loop, but with variables set to their default values
at the beginning of each iteration, reflecting an FBD without memory. For the
reset and variable assignment, the control-flow oriented MOVEα SCCharts with
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Figure 7.2.: FBD-to-SCChart translation strategies: high-level runtime behavior
of the initial FBD (top) and resulting SCChart (bottom)

α ∈ {bool, f loat, int} are integrated, which are derived from the IEC 61131-
3 MOVE selection function [GDV14] and listed in Listing K.1, K.2, and K.3.
These blocks simply move the input value to the output (with memory) when
the EI port is triggered (an indicated by the EO output), which is illustrated
in Section 7.2.8.

Definition 7.1 (Model Declaration – FBD-to-SCChart). Let Ωφ
fbd =

{ωφ
fbd ∣ φ ∈ {fb, fun, prg}} be the set of possible FBDs. δω(ωφ

fbd) is trans-

lated to δω(ωscd′) using the translation function tδωfbd↦scd(δω(ω
φ
fbd)), which is

described by Algorithm 18.

Correctness

To check the correctness of Definition 7.1, the following lemma is used.
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Algorithm 18 Translate model declaration – FBD-to-SCChart

Input: δω(ωφ
fbd)

Output: δω(ωscd′)
Translation Function tδωfbd↦scd(δω(ω

φ
fbd)):

δω(ωscd′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

import "MOVEα.sctx" . . .

t
∆imports

fbd↦scd (ω
φ
fbd)

scchart an(ωφ
fbd){

input bool EI

output bool EO

t∆idcl

fbd↦scd(ω
φ
fbd)

t∆vdcl

fbd↦scd(ω
φ
fbd)

ref MOVEα MOVE 01 . . .
dataflow:

MOVE 01 = {EI, . . . };
tΣfbd↦scd(ω

φ
fbd)

EO = . . .;
}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
▷ data-flow starts with reset to defaults using MOVE SCCharts if φ = fun

Lemma 7.1. Let ωφ
fbd be translated to ωscd′ and φ ∈ {fb, fun, prg}.

Then, tδωfbd↦scd(δω(ω
φ
fbd)) translates δω(ωφ

fbd) to δω(ωscd′) as specified in

Definition 7.1. δω(ωscd′) conforms to the syntax rules of δω(ωscd) and
preserves the semantics of δω(ωφ

fbd) regarding its termination behavior.

Proof The validity of Lemma 7.1 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of δω(ωscd′) with the
syntax rules of δω(ωscd). The correctness in both cases φ = fun and φ ∈ {fb,
prg} follows from the syntactically correct import of a MOVE SCChart, decla-
ration of EI and EO, assignments, and invocations as specified in Section 3.5.
Second, there are two cases to distinguish when checking the semantic correct-
ness:

• Case 1 (φ = fun): δω(ωscd′) starts each cycle by resetting variables
to their defaults, mimicking POUs without memory. Thus, Jδω(ωscd)Kξ
preserves Jδω(ωφ

fbd)Kξ regarding its termination behavior (see Section 3.2
and 3.5).

• Case 2 (φ ∈ {fb, prg}): δω(ωscd′) starts each cycle with an invocation
or assignment without resetting variables to their defaults, mimicking
POUs with memory. Thus, Jδω(ωscd)Kξ preserves Jδω(ωφ

fbd)Kξ regarding
its termination behavior (see Section 3.2 and 3.5).
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Illustrative Example for Lemma 7.1

As simple examples, Figure 7.3 and Figure 7.4 show two SCCharts, with the
graphical data-flow oriented SCCharts in the front and the compiled control-
flow oriented SCCharts in the background (illustrating the resulting parallel
threads). In particular, Figure 7.3 shows an SCChart with reset2 of variables
and Figure 7.4 shows an SCChart without reset of variables. The graphical
views illustrate the sequential execution from invocation by EI to triggering
EO. Both models increment X1 by 1, where the resulting SCChart with resets
always returns X1=4 (analogous to an FBD of the variant φ = fun), and
X1 in the resulting SCChart with memory either retains its current value (if
EI=false) or is incremented by one (if EI=true), which is equivalent to the
behavior of an FBD of the variant φ ∈ {fb, prg}. Both scenarios are evaluated
within CODESYS and equivalent IEC 61131-3 FBDs.

1 import "MOVE_int.sctx"

2 scchart SIMPLE_ADD_FUN{

3 input bool EI

4 output bool EO

5 int X1 = 3

6 ref MOVE_int MOVE_01

7 ref MOVE_int MOVE_02

8

9 dataflow:

10 MOVE_01 = {EI, 3};

11 X1 = MOVE_01.OUT;

12 MOVE_02 = {MOVE_01.EO, X1

+ 1};

13 X1 = MOVE_02.OUT;

14 EO = MOVE_02.EO;

15 }

EOReset

EI

Init.

Figure 7.3.: Example SCChart illustrating a resulting model with reset

1 import "MOVE_int.sctx"

2 scchart SIMPLE_ADD_FB{

3 input bool EI

4 output bool EO

5 int X1 = 3

6 ref MOVE_int MOVE_01

7

8 dataflow:

9 MOVE_01 = {EI, X1 + 1};

10 X1 = MOVE_01.OUT;

11 EO = MOVE_01.EO;

12 }

Init.

EO

EI

Figure 7.4.: Example SCChart illustrating the resulting model without reset

2Setting a variable to its default value requires a MOVE block, for which the data type must
be considered.
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7.2.2. Interfaces

This step covers the translation function for translating FBD inter-
faces ∆idcl(ωφ

fbd) to SCChart interfaces ∆idcl(ωscd′), where ∆idcl(ωφ
fbd) =

∆in(ωφ
fbd) ∪∆out(ωφ

fbd) ∪∆inout(ωφ
fbd).

Definition 7.2 (Interfaces – FBD-to-SCChart). Let Ωφ
fbd = {ω

φ
fbd ∣ φ ∈

{fb, fun, prg}} be the set of possible FBD elements. ∆idcl(ωscd′) is derived
from ωφ

fbd and extended by interfaces for event-driven execution control and by

an optional system time, using the translation function t∆idcl

fbd↦scd(ω
φ
fbd), which

is described by Algorithm 19.

Correctness

To check the correctness of Definition 7.2, the following lemmas are used.

Lemma 7.2. Let ωφ
fbd be translated to ωscd′ and φ ∈ {fb, prg}.

Then, for each interface ei ∈ Ei(ωφ
fbd), t

∆idcl

fbd↦scd(ω
φ
fbd) extends ∆in(ωscd′),

∆out(ωscd′), or ∆inout(ωscd′) as specified in Definition 7.2. ∆in(ωscd′),
∆out(ωscd′), and ∆inout(ωscd′) conform to the syntax rules of ∆in(ωscd),
∆out(ωscd), and ∆inout(ωscd) regarding the storage class, data type, and
name. With and without initialization, ∆in(ωscd′), ∆out(ωscd′), and
∆inout(ωscd′) preserves the semantics of ∆in(ωφ

fbd), ∆out(ωφ
fbd), and

∆inout(ωφ
fbd) regarding information flow, modifiability, and initialization.

Proof The validity of Lemma 7.2 is proved as follows: First, the syntac-
tic correctness is checked by comparing the resulting syntax of ∆in(ωscd′),
∆out(ωscd′), and ∆inout(ωscd′) with the syntax rules of ∆in(ωscd), ∆out(ωscd),
and ∆inout(ωscd) as specified in Section 3.5 using induction on the number of
added interfaces Ei(ωφ

fbd):

1. Base Case: When Ei(ωφ
fbd) = ∅, there are no input variables, output

variables, and inout variables to add, which trivially conforms to the
syntax rules of ∆in(ωscd), ∆out(ωscd), and ∆inout(ωscd), since these sets
remain unchanged.

2. Induction Hypothesis: The lemma holds for any set of input vari-
ables, output variables, and inout variables.

3. Inductive Step: Adding an element to input variables, output vari-
ables, and inout variables results in an additional element in ∆in(ωscd′),
∆out(ωscd′), and ∆inout(ωscd′). Their syntax still conforms to the syntax
rules of ∆in(ωscd), ∆out(ωscd), and ∆inout(ωscd).

Second, the semantic correctness is checked by comparing J∆in(ωscd)Kξ,
J∆out(ωscd)Kξ, and J∆inout(ωscd)Kξ (see Section 3.5) with J∆in(ωφ

fbd)Kξ,
J∆out(ωφ

fbd)Kξ, and J∆inout(ωφ
fbd)Kξ (see Section 3.2).
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Algorithm 19 Translate interfaces – FBD-to-SCChart

Input: ωφ
fbd

Output: ∆in(ωscd′), ∆out(ωscd′), ∆inout(ωscd′), Σseq(ωscd′)
Translation Function t∆idcl

fbd↦scd(ω
φ
fbd):

∆in(ωscd′) ← add input bool EI; ▷ add Boolean input variable
∆out(ωscd′) ← add output bool EO; ▷ add Boolean output variable
if ωφ

fbd contains time-based logic then
∆in(ωscd′) ← add input int CLK;

▷ add input variable
end
if φ = fun ∧ erT ≠ ∅, where erT ∈ ErT (ωφ

fbd),ErT (ω
φ
fbd) ⊂ Ei(ω

φ
fbd) then

∆out(ωscd′) ← add output tαfbd↦scd(α(erT )) an(ωφ
fbd);
▷ add output variable

end
forall ei ∈ Ei(ωφ

fbd) do
if ei = eiV s, where eiV s ∈ EiV s(ωφ

fbd),EiV s(ωφ
fbd) ⊂ Ei(ω

φ
fbd) then

∆in(ωscd′) ← add input tαfbd↦scd(α(ei)) an(ei) [= tτmisc

fbd↦scd(π)];
▷ add input variable with optional initialization

end
if ei = eoV s, where eoV s ∈ EoV s(ωφ

fbd),EoV s(ωφ
fbd) ⊂ Ei(ω

φ
fbd) then

∆out(ωscd′) ← add output tαfbd↦scd(α(ei)) an(ei) [=

tτmisc

fbd↦scd(π)];
▷ add output variable with optional initialization

if φ = fun then

Σseq(ωscd′) ← {
MOVEiN = {EI, tτmisc

fbd↦scd(π)};
an(ei) = MOVEiN.OUT;

}

▷ add reset to default value with corresponding MOVE instance
end

end
if ei = eiOV s, where eiOV s ∈ EiOV s(ωφ

fbd),EiOV s(ωφ
fbd) ⊂ Ei(ω

φ
fbd) then

∆inout(ωscd′) ← add input output tαfbd↦scd(α(ei)) an(ei) [=

tτmisc

fbd↦scd(π)];
▷ add inout variable with optional initialization

end

end

Illustrative Example for Lemma 7.2

As an example, below are some derived interfaces of the FBD AIR COND CTRL

model3:

1 input bool IN1 // added to ∆in(ωscd′)

2 input bool IN2 // added to ∆in(ωscd′)

3 . . .

3Both models, FBD and SCChart, are included in Appendix E.2 and G.2.
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Lemma 7.3. Let ωφ
fbd be translated to ωscd′ and φ = fun. Then, for each

interface ei ∈ Ei(ωφ
fbd), t

∆idcl

fbd↦scd(ω
φ
fbd) extends ∆in(ωscd′), ∆out(ωscd′) in-

cluding optional initialization, or ∆inout(ωscd′), and adds possible assign-
ments to defaults to Σseq(ωscd′) as specified in Definition 7.2. ∆in(ωscd′),
∆out(ωscd′), and ∆inout(ωscd′) conform to the syntax rules of ∆in(ωscd),
∆out(ωscd), and ∆inout(ωscd) regarding the storage class, data type, and
name. Σseq(ωscd′) conforms to the syntax rules of Σseq(ωscd). With and
without assignments to defaults, ∆in(ωscd′), ∆out(ωscd′), and ∆inout(ωscd′)
in combination with Σseq(ωscd′) preserves the semantics of ∆in(ωφ

st),
∆out(ωφ

st), and ∆inout(ωφ
st) regarding information flow, modifiability, and

initialization.

Proof The validity of Lemma 7.3 is checked as follows: First, the syntac-
tic correctness is checked by comparing the resulting syntax of ∆in(ωscd′),
∆out(ωscd′), ∆inout(ωscd′), and Σseq(ωscd′) with the syntax rules of ∆in(ωscd),
∆out(ωscd), ∆inout(ωscd), and Σseq(ωscd) as specified in Section 3.5 using in-
duction on the number of added interfaces Ei(ωφ

fbd):

1. Base Case: When Ei(ωφ
fbd) = ∅, there are no input variables, out-

put variables with possible initialization, and inout variables, and thus
no statements to add, which trivially conforms to the syntax rules of
∆in(ωscd), ∆out(ωscd), ∆inout(ωscd), Σfb

inv(ωscd), and Σimm
ass (ωscd), since

these sets remain unchanged and are optional.

2. Induction Hypothesis: The lemma holds for any set of input vari-
ables, output variables, and inout variables.

3. Inductive Step: Adding an element to input variables, output vari-
ables, and inout variables results in an additional element in ∆in(ωscd′),
∆out(ωscd′), ∆inout(ωscd′), Σfb

inv(ωscd), and Σimm
ass (ωscd). Their syntax

still conforms to the syntax rules of ∆in(ωscd), ∆out(ωscd), ∆inout(ωscd),
Σfb
inv(ωscd), and Σimm

ass (ωscd).

Second, the semantic correctness is checked by comparing J∆in(ωscd)Kξ,
J∆out(ωscd)Kξ, and J∆inout(ωscd)Kξ in combination with the SOS transition

rules of Σfb
inv(ωscd) and Σimm

ass (ωscd), noting that MOVE instances termi-
nate immediately (see Section 3.5) with J∆in(ωφ

fbd)Kξ, J∆out(ωφ
fbd)Kξ, and

J∆inout(ωφ
fbd)Kξ (see Section 3.2).

Illustrative Example for Lemma 7.3

As an example, below are some derived interfaces of the FBD TWO OF THREE

model4:

4Both models, FBD and SCChart, are included in Appendix E.1 and G.1.
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1 input bool xB1_Temp // added to ∆in(ωscd′)

2 input bool xB2_Temp // added to ∆in(ωscd′)

3 . . .

Lemma 7.4. Let ωφ
fbd be translated to ωscd′ and φ ∈ {fb, fun, prg}. Then,

t∆idcl

fbd↦scd(ω
φ
fbd) adds the additional input EI to ∆in(ωscd′) and the additional

output EO to ∆out(ωscd′) as specified in Definition 7.2. ∆in(ωscd′) and
∆out(ωscd′) conform to the syntax rules of ∆in(ωscd) and ∆out(ωscd).

Proof The validity of Lemma 7.4 is proved by comparing the resulting syn-
tax of ∆in(ωscd′) and ∆out(ωscd′) with the syntax rules of ∆in(ωscd) and
∆out(ωscd) as specified in see Section 3.5.

Illustrative Example for Lemma 7.4

As an example, below are the derived interfaces of the SIMPLE ADD FUN model
introduced in Lemma 7.1:

1 input bool EI // added to ∆in(ωscd′)

2 output bool EO // added to ∆out(ωscd′)

Lemma 7.5. Let ωφ
fbd be translated to ωscd′, φ ∈ {fb, fun, prg}, and

ωφ
fbd contains time-based logic, where time is a readable variable and is

synchronized externally. Then, t∆idcl

fbd↦scd(ω
φ
fbd) adds an additional input to

∆in(ωscd′) as specified in Definition 7.2. ∆in(ωscd′) conforms to the syntax
rules of ∆in(ωscd).

Proof The validity of Lemma 7.5 is proved by comparing the resulting syntax
of ∆in(ωscd′) with the syntax rules of ∆in(ωscd) as specified in Section 3.5.

Illustrative Example for Lemma 7.5

As an example, below is the derived input of the FBD DEBOUNCE model5:

1 input int CLK // added to ∆in(ωscd′)

Lemma 7.6. Let ωfun
fbd be translated to ωscd′ and ωfun

fbd has a specified

return type, which is processed by ωfun
fbd . Then, t∆idcl

fbd↦scd(ω
φ
fbd) adds an

additional memorized output for the specified return type to ∆out(ωscd′)
as specified in Definition 7.2. ∆out(ωscd′) conforms to the syntax rules of
∆out(ωscd).

5Both models, FBD and SCChart, are included in Appendix E.10 and G.10.
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Proof The validity of Lemma 7.6 is proved by comparing the resulting syntax
of ∆out(ωscd′) with the syntax rules of ∆out(ωscd) as specified in Section 3.5.

Illustrative Example for Lemma 7.6

As an example, below is the derived output of the FBD SIMPLE FUN model6:

1 output float FBD_SIMPLE_FUN // added to ∆out(ωscd′)

7.2.3. Variables

This step covers the translation function for translating local FBD
variables ∆vdcl(ωφ

fbd) to local SCChart variables ∆vdcl(ωscd′), where

∆vdcl(ωφ
fbd) =∆local(ωφ

fbd) ∪∆inst(ωφ
fbd).

Definition 7.3 (Variables – FBD-to-SCChart). Let Ωφ
fbd = {ω

φ
fbd ∣ φ ∈

{fb, fun, prg}} be the set of possible FBD elements. ∆vdcl(ωscd′) is derived
from ωφ

fbd using the translation function t∆vdcl

fbd↦scd(ω
φ
fbd), which is described by

Algorithm 20.

Algorithm 20 Translate variables – FBD-to-SCChart

Input: ωφ
fbd

Output: ∆local(ωscd′), ∆inst(ωscd′), Σseq(ωscd′)
Translation Function t∆vdcl

fbd↦scd(ω
φ
fbd):

forall elV s ∈ Ei(ωφ
fbd) do

if ed(elV s) = ∅ then
∆local(ωscd′) ← add tαfbd↦scd(α(elV s)) an(elV s) [= tτmisc

fbd↦scd(π)];
▷ add local variable with optional initialization

if φ = fun then

Σseq(ωscd′) ← {
MOVEiN = {EI, tτmisc

fbd↦scd(π)};
an(ei) = MOVEiN.OUT;

}

▷ add reset to default value with corresponding MOVE instance
end

else
∆inst(ωscd′) ← add ref ed(elV s) an(elV s);

▷ add local variable for instance
end

end

Correctness

To check the correctness of Definition 7.3, the following lemmas are used.

6Both models, FBD and SCChart, are included in Appendix E.22 and G.22.
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Lemma 7.7. Let ωφ
fbd be translated to ωscd′ and φ ∈ {fb, prg}. Then, for

each local variable elV s ∈ Ei(ωφ
fbd) that is not derived from external models

ed(elV s) = ∅, t∆vdcl

fbd↦scd(ω
φ
fbd) adds a local variable including optional ini-

tialization to ∆local(ωscd′) as specified in Definition 7.3. ∆local(ωscd′) con-
forms to the syntax rules of ∆local(ωscd) regarding the storage class, data
type, and name. With and without initialization, ∆local(ωscd′) preserves
the semantics of ∆local(ωφ

fbd) regarding modifiability and initialization.

Proof The validity of Lemma 7.7 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of ∆local(ωscd′) with
the syntax rules of ∆local(ωscd) as specified in Section 3.5 using induction on
the number of added variables Ei(ωφ

fbd):

1. Base Case: When Ei(ωφ
fbd) = ∅, there are no local variables and thus

no statements to add, which trivially conforms to the syntax rules of
∆local(ωscd), since this set remains unchanged and is optional.

2. Induction Hypothesis: The lemma holds for any set of local variables
with possible initialization.

3. Inductive Step: Adding an element to local variables with initializa-
tion results in an additional element in ∆local(ωscd′). Its syntax still
conforms to the syntax rules of ∆local(ωscd).

Second, the semantic correctness is checked by comparing J∆local(ωscd)Kξ
(see Section 3.5) with J∆local(ωφ

fbd)Kξ (see Section 3.2).

Illustrative Example for Lemma 7.7

As an example, below is a snippet of the derived local variables of the
FBD DATATYPES model7:

1 bool A1 // added to ∆local(ωscd′)

2 bool A2 = true // added to ∆local(ωscd′)

Lemma 7.8. Let ωφ
fbd be translated to ωscd′ and φ ∈ {fun}. Then, for

each local variable elV s ∈ Ei(ωφ
fbd) that is not derived from external models

ed(elV s) = ∅, t∆vdcl

fbd↦scd(ω
φ
fbd) adds a local variable including optional ini-

tialization to ∆local(ωscd′), and adds possible assignments to defaults to
Σseq(ωscd′) as specified in Definition 7.3. ∆local(ωscd′) conforms to the
syntax rules of ∆local(ωscd) regarding the storage class, data type, and
name. Σseq(ωscd′) conforms to the syntax rules of Σseq(ωscd). With and

7Both models, FBD and SCChart, are included in Appendix E.9 and G.9.
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without initialization, ∆local(ωscd′) in combination with Σseq(ωscd′) pre-
serves the semantics of ∆local(ωφ

fbd) regarding modifiability and initializa-
tion.

Proof The validity of Lemma 7.8 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of ∆local(ωscd′) and
Σseq(ωscd′) with the syntax rules of ∆local(ωscd) and Σseq(ωscd) as specified in
Section 3.5 using induction on the number of added variables Ei(ωφ

fbd):

1. Base Case: When Ei(ωφ
fbd) = ∅, there are no local variables and thus

no statements to add, which trivially conforms to the syntax rules of
∆local(ωscd), Σfb

inv(ωscd), and Σimm
ass (ωscd), since these sets remain un-

changed and are optional.

2. Induction Hypothesis: The lemma holds for any set of local variables.

3. Inductive Step: Adding an element to local variables results in an
additional element in ∆local(ωscd′), Σfb

inv(ωscd), and Σimm
ass (ωscd). Their

syntax still conforms to the syntax rules of ∆local(ωscd), Σfb
inv(ωscd), and

Σimm
ass (ωscd).

Second, the semantic correctness is checked by comparing J∆local(ωscd)Kξ
in combination with the SOS transition rules of Σfb

inv(ωscd) and Σimm
ass (ωscd),

noting that MOVE instances terminate immediately (see Section 3.5) with
J∆local(ωφ

fbd)Kξ (see Section 3.2).

Illustrative Example for Lemma 7.8

As an example, below are a derived variable including reset of the
SIMPLE ADD FUN model introduced in Lemma 7.1:

1 int X1 = 3 // added to ∆in(ωscd′)

2 . . .
3 dataflow:

4 MOVE_01 = {EI, 3}; // added to Σseq(ωscd′)

5 X1 = MOVE_01.OUT; // added to Σseq(ωscd′)

6 . . .

Lemma 7.9. Let ωφ
fbd be translated to ωscd′ and φ ∈ {fb, prg}. Then,

for each local variable elV s ∈ Ei(ωφ
fbd) that is derived from external mod-

els ed(elV s) ≠ ∅, t∆vdcl

fbd↦scd(ω
φ
fbd) adds a local variable to ∆inst(ωscd′) as

specified in Definition 7.3. ∆inst(ωscd′) conforms to the syntax rules of
∆inst(ωscd) regarding the name and preserves the semantics of ∆inst(ωφ

fbd)
regarding usage within the model.
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Proof The validity of Lemma 7.9 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of ∆inst(ωscd′) with
the syntax rules of ∆inst(ωscd) as specified in Section 3.5 using induction on
the number of added variables Ei(ωφ

fbd):

1. Base Case: When Ei(ωφ
fbd) = ∅, there are no instances, which triv-

ially conforms to the syntax rules of ∆inst(ωscd), since this set remains
unchanged and is optional.

2. Induction Hypothesis: The lemma holds for any set of instances.

3. Inductive Step: Adding an instance results in an additional element in
∆inst(ωscd′). Its syntax still conforms to the syntax rules of ∆inst(ωscd).

Second, the semantic correctness is checked by comparing J∆inst(ωscd)Kξ
(see Section 3.5) with J∆inst(ωφ

fbd)Kξ (see Section 3.2).

Illustrative Example for Lemma 7.9

As an example, below is a snippet of the derived local variables of the
FBD AIR COND CTRL model8:

1 ref RS RS0 // added to ∆inst(ωscd′)

7.2.4. Data Types and Fields

This step covers the translation function for translating FBD data types and
fields A[+](ωφ

fbd) to SCChart data types and fields A[+](ωscd′). FBD data
types and fields correspond to ST model data types and fields [GDV14]. Fur-
thermore, SCChart data types and fields correspond to SCL data types and
fields (see Section 3.5). Consequently, the translation strategy introduced in
Section 5.2.4 can be applied to the FBD-to-SCChart transformation, resulting
in tαfbd↦scd(α[+](ω

φ
fbd)) ∶≡ tαst↦scl(α[+](ω

φ
fbd)). Due to the equivalence to the

ST-to-SCL transformation, no additional examples for the FBD-to-SCChart
transformation are included at this point.

7.2.5. POU Imports

This step covers the translation function for translating POU imports
∆imports(ωφ

fbd) to SCChart imports ∆imports(ωscd′).

Definition 7.4 (POU imports – FBD-to-SCChart). Let Ωφ
fbd =

{ωφ
fbd ∣ φ ∈ {fb, fun, prg}} be the set of possible FBD elements. POU imports

in FBDs ∆imports(ωφ
fbd) are derived from external blocks elV s ∈ E(ωφ

fbd),
ed(elV s) ≠ ∅ and user-defined blocks ebfun′ ∈ F ′(ωφ

fbd). The imports are

translated to SCChart imports ∆imports(ωscd′) and extended by data type

specific MOVE models using the translation function t
∆imports

fbd↦scd (ω
φ
fbd), which is

described by Algorithm 21.

8Both models, FBD and SCChart, are included in Appendix E.2 and G.2.
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Algorithm 21 Translate POU imports – FBD-to-SCChart

Input: ωφ
fbd

Output: ∆imports(ωscd′)
Translation Function t

∆imports

fbd↦scd (ω
φ
fbd):

forall α(lhs(σimm
ass (ω

φ
fbd))) do

∆imports(ωscd′) ← add import "MOVE (α(lhs(σimm
ass (ω

φ
fbd)))).sctx";

▷ data type is derived from left-hand side of assigned variables
end
forall elV s ∈ E(ωφ

fbd), ed(elV s) ≠ ∅ do
∆imports(ωscd′) ← add import "(ed(elV s)).sctx";

end
forall ebfun′ ∈ F ′(ω

φ
fbd) (derived from ωφ

fbd) do
∆imports(ωscd′) ← add import "(an(ebfun′ )).sctx";

end

Correctness

To check the correctness of Definition 7.4, the following lemmas are used.

Lemma 7.10. Let the IEC 61131-3 standard function blocks (RS, SR,
TOF, TON) [GDV14] be available as semantically and syntactically correct
SCChart models. Then, for each instance elV s ∈ E(ωφ

fbd), ed(elV s) ≠ ∅
and user-defined function ebfun′ ∈ F ′(ω

φ
fbd), t

∆imports

fbd↦scd (ω
φ
fbd) adds the cor-

responding import to ∆imports(ωscd′) (if not already imported) as speci-
fied in Definition 7.4. ∆imports(ωscd′) conforms to the syntax rules of
∆imports(ωscd) and preserves the semantics of ∆imports(ωφ

fbd) regarding
instantiation and usage.

Proof The validity of Lemma 7.10 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of ∆imports(ωscd′)
with the syntax rules of ∆imports(ωscd) as specified in Section 3.5 using in-
duction on the number of instances E(ωφ

fbd) = {elV s ∣ ed(elV s) ≠ ∅} and user-

defined functions F ′(ωφ
fbd):

1. Base Case: When E(ωφ
fbd) = ∅ and F ′(ωφ

fbd) = ∅, there are no modules

to import, which trivially conforms to the syntax rules of ∆imports(ωscd),
since this set remains unchanged and is optional.

2. Induction Hypothesis: The lemma holds for any set of instances and
any set of user-defined functions.

3. Inductive Step: Adding an instance and user-defined function
to E(ωφ

fbd) and F ′(ωφ
fbd) results in two additional elements in

∆imports(ωscd′) (one for the instance and one for the user-defined
function). Its syntax still conforms to the syntax rules of ∆imports(ωscd).
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Second, the semantic correctness is checked by comparing J∆imports(ωscd)Kξ
(see Section 3.5) with J∆imports(ωφ

fbd)Kξ (see Section 3.2).

Illustrative Example for Lemma 7.10

As an example, below are the derived import of the FBD AIR COND CTRL

model9:

1 import "RS.sctx" // added to ∆imports(ωscd′)

Lemma 7.11. Let the data types of required MOVE models be derived
from the assigned variables α(lhs(σimm

ass (ω
φ
fbd))). Then, for each data type,

t
∆imports

fbd↦scd (ω
φ
fbd) adds the corresponding import to ∆imports(ωscd′) (if not

already imported) as specified in Definition 7.4. ∆imports(ωscd′) conforms
to the syntax rules of ∆imports(ωscd).

Proof The validity of Lemma 7.11 is proved by comparing the resulting syn-
tax of ∆imports(ωscd′) with the syntax rules of ∆imports(ωscd) as specified in
Section 3.5 using induction on the data types of the left-hand side of the
assigned variables α(lhs(σimm

ass (ω
φ
fbd))):

1. Base Case: When lhs(σimm
ass (ω

φ
fbd)) = ∅, there are no derived data

types, which trivially conforms to the syntax rules of ∆imports(ωscd),
since this set remains unchanged and is optional.

2. Induction Hypothesis: The lemma holds for any set of instances and
any set of user-defined functions.

3. Inductive Step: Adding an instance and user-defined function to
lhs(σimm

ass (ω
φ
fbd)) results in an additional element in ∆imports(ωscd′). Its

syntax still conforms to the syntax rules of ∆imports(ωscd).

Illustrative Example for Lemma 7.11

As an example, below is the derived import of the SIMPLE ADD FUN model
introduced in Lemma 7.1:

1 import "MOVE_int.sctx" // added to ∆imports(ωscd′)

7.2.6. Expressions

This step covers the translation function for translating expressions in FBDs
T (ωφ

fbd) to expressions in SCCharts T (ωscd′). The translation strategy for
the ST-to-SCL transformation introduced in Section 5.2.5 can be applied to
the FBD-to-SCChart transformation, because the translations are linked to

9Both models, FBD and SCChart, are included in Appendix E.2 and G.2.
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the individual specifications of the ST and FBD constructs, and the result-
ing expressions for the SCL models are the same as for SCCharts (see Sec-
tion 3.5), resulting in tτfbd↦scd(τ (ω

φ
fbd)) ∶≡ t

τ
st↦scl(τ (ω

φ
fbd)). As summarized in

Lemma 5.8, only a subset of the considered FBD expressions can be translated
to equivalent SCChart expressions (using internal operators).

7.2.7. POU Invocations

This step covers the translation function for translating POU invocations in
FBDs Σϑ

inv(ω
φ
fbd) to model invocations in SCCharts Σϑ

inv(ωscd′). As an il-
lustration, Figure 7.5 shows the high-level runtime behavior of an example
FBD with memory ωfbd,1 invoking a model with memory ωpou,2 and a model
without memory ωpou,3, as well as the resulting SCChart ωscd,1 that invokes
the two models, ωx,2 and ωx,3. In particular, Figure 7.5a shows that ωfbd,1

is triggered in every PLC cycle at time ti and invokes ωpou,2 and ωpou,3 de-
pending on their execution order at time tj and tk, until an iteration of ωfbd,1

terminates at time tm, with i < j < k < l < m and i, j, k, l,m ≥ 0. In con-
trast, Figure 7.5b shows that an iteration of the resulting SCChart ωscd,1 is
triggered in each PLC cycle at macro step Si and invokes ωx,2 and ωx,3 de-
pending on their execution order at macro step Sj and Sk. The models are
invoked by the additional interfaces EI and EO of the corresponding compo-
nents. Consequently, an iteration of ωscd,1 terminates at macro step Sm and
allows multiple macro steps of instances due to the event-driven execution
control using EI and EO. If an iteration of an instance terminates within the
same macro step per PLC cycle, it is possible to force a sequential execution of
parallel threads of SCCharts using the sequential statement (see Section 3.5)
without additional interfaces for event-driven execution control. However, for
a generic application of the introduced approach, this thesis focuses on event-
driven execution control. It is worth noting that this event-driven execution
control focuses on model invocations, although in principle it is possible to
invoke any operator of depending on its execution order (which was pursued,
for example, in an approach to transform IEC 61131-3 models into IEC 61499
models [Wen+09b]).

Definition 7.5 (POU Invocations – FBD-to-SCChart). Let Ωφ
fbd =

{ωφ
fbd ∣ φ ∈ {fb, fun, prg}} be the set of possible FBD elements. A POU invo-

cation σϑ
inv(ω

φ
fbd) ∈ Σ

ϑ
inv(ω

φ
fbd) (considering additional MOVE instances for re-

setting variables) is translated to a model invocation σϑ
inv(ωscd′) ∈ Σϑ

inv(ωscd′)
in SCCharts using the translation function tΣinv

fbd↦scd(σ
ϑ
inv(ω

φ
fbd)), which is de-

scribed by Algorithm 22 (that applies function get expr described by Algo-
rithm 17).

Correctness

To check the correctness of Definition 7.5, the following lemma is used.
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Figure 7.5.: High-level runtime behavior of a model with memory invoking two
models (Approach: FBD-to-SCChart)

Algorithm 22 Invoke POU – FBD-to-SCChart

Input: σϑ
inv(ω

φ
fbd)

Output: σfb
inv(ωscd′)

Translation Function tΣinv

fbd↦scd(σ
ϑ
inv(ω

φ
fbd)):

σfb
inv(ωscd′) ← aiN(σϑ

inv(ω
φ
fbd)) = {MOVE (IDn−1).EO, [CLK,] I};

▷ add invocation with EO trigger of previous component IDn−1 and
system time (if specified)

forall i ∈ I,I = EiV s(σϑ
inv(ω

φ
fbd)) ∪ EiOV s(σϑ

inv(ω
φ
fbd)) do

i↦ tτfbd↦scd(get expr(i));
▷ add translated input or inout argument

end

Lemma 7.12. Let ωφ
fbd be translated to ωscd′ and φ ∈ {fb, fun,

prg}. Then, tΣinv

fbd↦scd(σ
ϑ
inv(ω

φ
fbd)) translates a model invocation in FBDs

σϑ
inv(ω

φ
fbd) to a model invocation in SCCharts σfb

inv(ωscd′) with related ar-
guments including synchronized system time (if specified) as specified in
Definition 7.5. σfb

inv(ωscd′) conforms to the syntax rules of σfb
inv(ωscd) and

preserves the SOS rules of σϑ
inv(ω

φ
fbd) regarding termination behavior.
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Proof The validity of Lemma 7.12 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σfb

inv(ωscd′) with the

syntax rules of σfb
inv(ωscd) as specified in Section 3.5 using induction on the

number of input variables including inout variables EiV s(aiN(σϑ
inv(ω

φ
fbd))) ∪

EiOV s(aiN(σϑ
inv(ω

φ
fbd))) of an invoked instance σfb

inv(ω
φ
fbd) with system time:

1. Base Case: When σfb
inv(ω

φ
fbd) ≠ ∅, EiV s(aiN(σϑ

inv(ω
φ
fbd))) = ∅, and

EiOV s(aiN(σϑ
inv(ω

φ
fbd))) = ∅, there are no existing interfaces to add,

which conforms to the syntax rules of σfb
inv(ωscd).

2. Induction Hypothesis: The lemma holds for any set of input variables
including inout variables of an invoked instance.

3. Inductive Step: Adding an input and inout variable to EiV s(aiN(σϑ
inv(

ωφ
fbd))) and EiOV s(aiN(σϑ

inv(ω
φ
fbd))) results in two additional interfaces

and σfb
inv(ωscd′), which conforms to the syntax rules of σfb

inv(ωscd). Syn-
tactic correctness of get expr follows from Lemma 6.1.

Second, the semantic correctness is checked by comparing the SOS transition
rules of σfb

inv(ωscd) (see Section 3.5) with the SOS transition rules of σfb
inv(ω

φ
fbd)

(see Section 3.2).

Illustrative Example for Lemma 7.12

As an example, below are the derived invocations of the FBD DEBOUNCE

model10. Furthermore, Figure 7.6 shows the graphical SCChart (compiled by
KIELER), which illustrates the sequential execution of the instances.

1 . . .
2 dataflow:

3 // DB_ON.EI ⇐ EI

4 DB_ON = {EI, CLK, IN, DB_TIME}

5 // DB_OFF.EI ⇐ DB_ON.EO

6 DB_OFF = {DB_ON.EO, CLK, !(IN), DB_TIME}

7 // MOVE_01.EI ⇐ DB_OFF.EO

8 MOVE_01 = {DB_OFF.EO, DB_OFF.ET}

9 . . .
10 // DB_FF.EI ⇐ MOVE_01.EO

11 DB_FF = {MOVE_01.EO, DB_ON.Q, DB_OFF.Q}

12 // MOVE_02.EI ⇐ DB_FF.EO

13 MOVE_02 = {DB_FF.EO, DB_FF.Q1}

14 . . .

7.2.8. Assignments

This step covers the translation function for translating assignments in FBDs
Σϑ
ass(ω

φ
fbd) to assignments in SCCharts Σϑ

ass(ωscd′) or the corresponding se-

quence Σseq(ωscd′), respectively. The strategy is to place a MOVE block between
each variable assignment to ensure that only the final output value of the pre-
vious block is processed, i.e., when the previous block terminates. This is

10Both models, FBD and SCChart, are included in Appendix E.10 and G.10.
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DB_ON.EO DB_OFF.EO MOVE_01.EO DB_FF.EO MOVE_02.EO

DB_ON.EI DB_OFF.EI MOVE_01.EI DB_FF.EI MOVE_02.EI

Figure 7.6.: Graphical SCChart of the translated FBD DEBOUNCE model

illustrated in Figure 7.7 using the FBD SIMPLE PRG2 example, which instan-
tiates the ST LOOP HEAD example11 mentioned in Section 5.3. In particular,
Figure 7.7a shows, that the intermediate output value is not assigned to OUT,
because MOVE 01 and ST LOOP HEAD0 have not terminated. In contrast, Fig-
ure 7.7b shows, that the final output value is assigned to OUT, as soon as
MOVE 01 and ST LOOP HEAD0 terminate. This reflects the runtime behavior of
the initial FBD shown in Figure 7.7c and Figure 7.7d in both scenarios, within
and after the first PLC cycle.

Definition 7.6 (Translation of assignments – FBD-to-SCChart).
Let Ωφ

fbd = {ω
φ
fbd ∣ φ ∈ {fb, prg}} be the set of possible FBD elements and

Σϑ
ass(ω

φ
fbd) = {σ

ϑ
ass(ω

φ
fbd) ∣ lhs(σ

ϑ
ass(ω

φ
fbd)) ∈ EoV (ω

φ
fbd)∪EiOV (ωφ

fbd)} be the set
of assigned variables, where (EoV (ωφ

fbd)∪EiOV (ωφ
fbd))∩EiV (ω

φ
fbd) is not neces-

sarily an empty set. An immediate assignment σimm
ass (ω

φ
fbd) ∈ Σ

imm
ass (ω

φ
fbd) (i.e.,

rhs(σimm
ass (ω

φ
fbd)) does not depend on lhs(σimm

ass (ω
φ
fbd)) and a delayed assign-

ment σdel
ass(ω

φ
fbd) ∈ Σ

del
ass(ω

φ
fbd) (i.e., rhs(σ

del
ass(ω

φ
fbd)) in FBDs does depend on

lhs(σdel
ass(ω

φ
fbd)) is translated to a sequence Σseq(ωscd′) in SCCharts using the

translation function t
Σass

fbd↦scd(σ
ϑ
ass(ω

φ
fbd)), which is described by Algorithm 23.

Correctness

To check the correctness of Definition 7.6, the following lemma is used.

Lemma 7.13. Let ωφ
fbd be translated to ωscd′, φ ∈ {fb, fun, prg}, and

ϑ = imm. Then, t
Σass

fbd↦scd(σ
ϑ
ass(ω

φ
fbd)) translates σϑ

ass(ω
φ
fbd) to Σseq(ωscd′)

as specified in Definition 7.6. Σseq(ωscd′) conforms to the syntax rules

11The translated SCL model was compiled to an equivalent control-flow oriented SCChart
using KIELER.
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(a) View in KIELER (after the 6th macro step, i.e., within the first
PLC cycle)

(b) View in KIELER (after the 7th macro step, i.e., after the first
PLC cycle)

(c) View in CODESYS (after the 6th simulation step, i.e., within the
first PLC cycle)

(d) View in CODESYS (after the 7th simulation step, i.e., after the first
PLC cycle)

Figure 7.7.: Views during simulation of the FBD SIMPLE PRG2 example

of Σseq(ωscd), preserves the SOS rules of σimm
ass (ω

φ
fbd), and respects the

SCMoC.

Proof The validity of Lemma 7.13 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σfb

inv(ωscd′) and
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Algorithm 23 Translate assignment – FBD-to-SCChart

Input: σϑ
ass(ω

φ
fbd)

Output: Σseq(ωφ
scd′)

Translation Function t
Σass

fbd↦scd(σ
ϑ
ass(ω

φ
fbd)):

Σseq(ωscd′) ←
⎧⎪⎪⎪⎨⎪⎪⎪⎩

MOVEiN = {MOVE (IDn−1).EO, tτfbd↦scd(
get expr( lhs(σϑ

ass(ω
φ
fbd))))};

an(ei) = MOVEiN.OUT;

⎫⎪⎪⎪⎬⎪⎪⎪⎭
▷ add invocation with EO trigger of previous component IDn−1)

Σimm
ass (ωscd′) with the syntax rules of Σfb

inv(ωscd) and Σimm
ass (ωscd) as speci-

fied in Section 3.5. Second, the semantic correctness is proved by comparing
the SOS transition rules of Σfb

inv(ωscd) and Σimm
ass (ωscd), noting that MOVE in-

stances terminate immediately (see Section 3.5) with the SOS transition rules
of σimm

ass (ω
φ
fbd) (see Section 3.2). The SCMoC is respected because FBDs are

limited to implicit loops in this approach [GDV14].

Illustrative Example for Lemma 7.13

As an example, the immediately assigned variables of the FBD SIMPLE PRG2

model are translated as follows12:

1 OUT := ST_LOOP_HEAD0.y; // initial FBD assignment

2 ⇒ MOVE_01 = {ST_LOOP_HEAD0.EO, ST_LOOP_HEAD0.y}

3 ⇒ OUT = MOVE_01.OUT

4 ⇒ EO = MOVE_01.EO

7.2.9. Sequences

This step covers the translation function for translating sequences in FBDs
Σseq(ωφ

fbd) to sequences in SCCharts Σseq(ωscd′).

Definition 7.7 (Translation of sequences – FBD-to-SCChart). Let
Ωφ
fbd = {ω

φ
fbd ∣ φ ∈ {fb, fun, prg}} be the set of possible FBD elements. There

are the following variants of FBD statements:

• POU invocations: σinv(ωφ
fbd) ∈ Σinv(ωφ

fbd)

• Assignments: σimm
ass (ω

φ
fbd) ∈ Σ

imm
ass (ω

φ
fbd), σ

del
ass(ω

φ
fbd) ∈ Σ

del
ass(ω

φ
fbd)

According to the Definition 7.5 and 7.6, these FBD statements are translated
to the following variants of SCChart statements:

• Model invocations: σinv(ωscd′) ∈ Σinv(ωscd′)
• Assignments: σimm

ass (ωscd′) ∈ Σimm
ass (ωscd′)

A set of the resulting SCChart statements represents a sequence, denoted as

Σseq(ωscd′). The translation function t
Σseq

fbd↦scd(Σseq(ωscd′)) inserts σi(ωscd′) ∈
Σseq(ωscd′) to ωscd′, following the process described by Algorithm 24.

12Both models, FBD and SCChart, are included in Appendix E.24 and G.24.
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Algorithm 24 Add sequence – FBD-to-SCChart

Input: Σseq(ωscd′)
Output: ωscd′

Translation Function t
Σseq

fbd↦scd(Σseq(ωscd′)):
forall σi ∈ Σseq(ωscd′) do

ωscd′ ← add σi to the position w.r.t. its execution order and dependent
constructs;

▷ execution order of parallel threads is enforced by event-driven
execution control

end

Correctness

To check the correctness of Definition 7.7, the following lemma is used.

Lemma 7.14. Let ωφ
fbd be translated to ωscd′, φ ∈ {fb, prg}, Σseq(ωscd′) ≠

∅, and Σseq(ωscd′) be syntactically correct. Then, t
Σseq

fbd↦scd(Σseq(ωscd′))
inserts each translated statement σi ∈ Σseq(ωscd′) to ωscd′. The resulting
SCChart ωscd′ conforms to the syntax rules of ωscd, preserves the SOS rules
of ωφ

fbd (in particular with regard to the execution order of the statements),
and respects the SCMoC.

Proof The validity of Lemma 7.14 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σseq(ωscd′) with
the syntax rules of Σseq(ωscd) as specified in Section 3.5 using induction on
the number of statements to be added Σseq(ωscd′):

1. Base Case: When Σseq(ωscd′) = ∅, there are no statements to be added,
which conforms to the syntax rules of δω(ωscd).

2. Induction Hypothesis: The lemma holds for any set of statements to
be added Σseq(ωscd′).

3. Inductive Step: Adding a statement results in a statement to be added
that conforms to the syntax rules Σseq(ωscd), because the syntactic cor-
rectness of this statement to be added has been proved in the corre-
sponding section.

Second, the SOS transition rules and the SCMoC are respected by the state-
ments themselves. The order is maintained by sequential execution, which is
ensured by event-driven execution control.

Illustrative Example for Lemma 7.14

As an example, below are the inserted statements in the resulting SCChart of
the FBD DEBOUNCE model13:
13Both models, FBD and SCChart, are included in Appendix E.10 and G.10.
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1 . . .
2 dataflow:

3 DB_ON = {EI, CLK, IN, DB_TIME} ⇐ σ1

4 DB_OFF = {DB_ON.EO, CLK, !(IN), DB_TIME} ⇐ σ2

5 MOVE_01 = {DB_OFF.EO, DB_OFF.ET} ⇐ σ3

6 ET_OFF = MOVE_01.OUT ⇐ σ4

7 DB_FF = {MOVE_01.EO, DB_ON.Q, DB_OFF.Q} ⇐ σ5

8 MOVE_02 = {DB_FF.EO, DB_FF.Q1} ⇐ σ6

9 OUT = MOVE_02.OUT ⇐ σ7

10 EO = MOVE_02.EO ⇐ σ8

7.3. Experimental Results

The applicability of the introduced translation functions is evaluated with the
FBDs listed in Table 7.1. For evaluation purposes, the listed FBDs and the
expected SCCharts are manually implemented to verify the applicability of the
isolated translation functions. To ensure the correctness of both models, FBDs
and SCCharts, they are compiled with the built-in compilers of CODESYS and
KIELER. The translation functions have been implemented as a prototype in
PLCreX , assuming the FBDs are available in PLCopen xml format, resulting
in the overall test strategy shown in Figure 7.8. The correctness of the resulting
SCCharts is verified in two ways: (1) through manual reviews, differences
between the expected SCCharts and the automatically generated SCCharts
are identified, and (2) using the built-in compilers of KIELER, the syntactic
correctness of the automatically generated SCCharts is ensured.

Codesys KIELER

compile

KIELER

review

compile

compile

(generated automatically)(implemented manually)

(implemented manually)

PLCreX
(implemented manually)

Figure 7.8.: Test strategy to evaluate the FBD-to-SCChart transformation

Both tests passed for all examples (ignoring minor formatting differences be-
tween manually implemented and automatically generated SCCharts), with
the following warnings:

• Supported operators: Similar to the experimental results in the con-
text of the transformation from ST to SCL (see Section 5.3), according
to Lemma 5.8 with remarks in Section 7.2.6, only a subset of the consid-
ered FBD expressions can be translated to corresponding internal SC-
Chart expressions. Therefore, the example arithmetic operators throws
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Table 7.1.: Set of FBDs and test results to evaluate the applicability of the intro-
duced FBD-to-SCChart transformation

Model Source ωφ
fbd ωscd′ Result

2-of-3 logic function [Sch19]1 E.1 G.1 passed
Air Condition Control [Tap15] E.2 G.2 passed

Alarm function [Sch19]1 E.3 G.3 passed
Antivalence [Kar18] E.4 G.4 passed

Arithmetic operators self E.5 G.5
passed with
warnings

Bending Machine Control [AG20] E.6 G.6 passed
Boolean operators self E.7 G.7 passed

Cylinder Control System [Sch14] E.8 G.8 passed

Data types and fields self E.9 G.9
passed with
warnings

Debounce [GDV14] E.10 G.10 passed
Dice Numbers Indicator [Kar18] E.11 G.11 passed

KV Diagram optimized Chart [Kar18] E.12 G.12 passed
Left detection [Sch19]1 E.13 G.13 passed

Pollutant Indicator [Bub17] E.14 G.14 passed
Reservoirs Control System 1 [WZ07] E.15 G.15 passed
Reservoirs Control System 2 [Kar18] E.16 G.16 passed

Roll Down Shutters [AG20] E.17 G.17 passed
Cable Winch [Tap15] E.18 G.18 passed

Seven Segment Display [WZ07] E.19 G.19 passed
Shop Window Lighting [AG20] E.20 G.20 passed

Silo Valve Control System [WZ07] E.21 G.21 passed

Simple calculation [GDV14] E.22 G.22
passed with
warnings

Simple Program 1 self E.23 G.23 passed
Simple Program 2 self E.24 G.24 passed

Smoke Detection System [Tap15] E.25 G.25 passed
Sports Hall Lighting [AG20] E.26 G.26 passed

Thermometer Code System [Bub17] E.27 G.27 passed
Toggle Switch 4x [Bub17] E.28 G.28 passed

Ventilation Control System [Kar18] E.29 G.29 passed
Wind Direction Indicator [Bub17] E.30 G.30 passed

a warning for affected expressions. Affected expressions are skipped dur-
ing translation.

• Supported data types: Similar to the experimental results in the con-
text of the transformation from ST to SCL (see Section 5.3), according
to Lemma 5.7 with remarks in Section 7.2.4, only a subset of the consid-
ered FBD data types can be translated to corresponding SCChart data
types. Therefore, the example data types and fields throws a warning for
affected declarations. Affected declarations and expressions are skipped
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during translation.

• Reset of variables: According to Lemma 7.3, only output variables
are considered to be reset to their default values for the FBD variant
φ = fun. Otherwise, external values are overridden by default values
due to the SCMoC. Therefore, the example simple calculation throws a
warning for the affected input variable. The reset to default values for
input and inout variables is skipped during translation.

Based on the experimental results in Table 7.1, it can be concluded that the
introduced translation functions are applicable and lead to correct SCCharts
that can be reused in model-based design, if a few conditions are considered.
These are summarized in the following section.

7.4. Summary

This chapter introduced the transformation of FBDs to data-flow oriented
SCCharts. For this purpose, individual translation functions were defined that
take into account the sequential execution order of blocks and assignments.
The applicability of these translation functions was demonstrated using a set
of FBD examples. Based on the presented lemmas and experimental results,
the following theorem encapsulates the entire transformation:

Theorem 7.1 (FBD-to-SCChart Translation). Let ωφ
fbd ∈ Ω

φ
fbd be an

FBD of the variant φ ∈ {fb, fun, prg} and let Tfbd↦scd(ωφ
fbd) be the model

transformation of ωφ
fbd to ωscd′ using the translation functions defined in

this chapter. Then, the resulting SCChart ωscd′ :

1. Conforms to the syntax rules of ωscd

2. Preserves the semantics of ωφ
fbd

3. Contains constructs corresponding to the constructs of ωφ
fbd and pre-

serves the intended functionality of ωφ
fbd under the following condi-

tions:

• φ ∈ {fb, fun, prg}
• ∆idcl(ωφ

fbd) =∆in(ωφ
fbd)∪∆out(ωφ

fbd)∪∆inout(ωφ
fbd), where mod-

els are always invoked with defined input values, so no reset are
required for ∆in(ωφ

fbd) for FBD variant φ = fun
• ∆vdcl(ωφ

fbd) =∆local(ωφ
fbd) ∪∆inst(ωφ

fbd)
• Imported models are available as SCCharts

• ∀α[+](ωφ
fbd) ∶ α

[+] ∈ {αbool
bv , αint

i , αdint
i , αuint

i , αdur, α
+}, where

αdur can be treated as a bounded integer and is specified in
milliseconds
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• ∀τ(ωφ
fbd) ∶ τ ∈ {τ cstmisc, τ

id
misc, τ

π,η,λ
misc , τ

br
misc, τ

true
misc, τ

false
misc , τ

arr
misc,

τ invmisc, τ
eq
comp, τ

ne
comp, τ

gt
comp, τ

ge
comp, τ

lt
comp, τ

le
comp, τ

mul
arith, τ

div
arith, τ

add
arith,

τ subarith, τ
expt
arith, τ

mod
arith, τ

um
arith, τ

sel
cond}

• ∀σ(ωϑ
fbd) ∶ σ ∈ {σϑ

inv, σ
ϑ
ass}

Proof The validity of Theorem 7.1 is proved as follows:

1. Syntax Conformance: Lemma 7.1, 7.2, 7.3, 7.4, 7.5, 7.6, 7.7, 7.8,
7.9, 5.7 (see remarks in Section 7.2.4), 7.10, 7.11, 5.8 (see remarks in
Section 7.2.6), 7.12, 7.13, and 7.14 demonstrate that each translated
construct conforms to the syntax rules of ωscd as specified in Section 3.5.

2. Semantic Preservation: The following lemmas address the preserva-
tion of semantics for their respective constructs.

• Model declaration: Lemma 7.1

• Interfaces: Lemma 7.2 and 7.3

• Variables: Lemma 7.7, 7.8, and 7.9

• Data types and fields: Lemma 5.7 (see remarks in Section 7.2.4)

• POU imports: Lemma 7.10

• Expressions: Lemma 5.8 (see remarks in Section 7.2.6)

• POU invocations: Lemma 7.12

• Assignments: Lemma 7.13

• Sequences: Lemma 7.14

3. Construct Correspondence: Given the conditions of the theorem,
the provided definitions, proofs, and experimental results, it can be con-
cluded that the translation functions produce corresponding constructs
in ωscd for the considered constructs in ωφ

fbd, preserving the original
functionality.

Overall, this results in the following solutions to the challenges summarized in
Section 7.1.

1. Cyclic execution of SCCharts (with and without memory): The
cyclic execution of a resulting SCChart (with and without memory) de-
pends on the invocation by an external model. When an SCChart is
invoked, an iteration is triggered that terminates after a finite number
of macro steps (n ≥ 0). Unlike variables of a resulting SCChart based
on an FBD with memory, variables of a resulting SCChart based on an
FBD without memory are set to their default values (if necessary) at the
beginning of each iteration.
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2. Event-driven execution of synchronous parallel threads: An it-
eration of an SCChart and iterations of its instances (executed in parallel
threads) are triggered by additional interfaces (EI and EO) of each com-
ponent, which allows event-driven execution control.

3. Sequential execution of synchronous parallel threads: Due to
the event-driven execution control, the invoking SCChart can invoke in-
stances depending on the feedback of the previous blocks. This allows
a sequential execution of synchronous parallel threads, allowing an indi-
vidual number of macro steps of the invoked models.

4. Dynamic system time: A dynamic system time is realized by an
additional input CLK, i.e., the clock is controlled externally and processed
within the resulting SCChart with read access.

5. Translation of FBD language constructs: The solution follows from
Theorem 7.1.
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This chapter focuses on a formal methods-based optimization of data-flow
models (like data-flow oriented SCCharts, Quartz models, and others), where
the goal is to automatically identify potentially optimizable submodels and
optimize them while ensuring semantic preservation and leaving the non-
modifiable components unchanged. The purpose is to reduce the number of
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components in data-flow-related expressions where the user can configure the
optimization strategy. More specifically, this chapter proposes a generic iden-
tification strategy of submodels in real-world applications and introduces an
applicable formal methods-based optimization strategy for data-flow models
using NuSMV , Z3Py , and PLCreX. In addition to the approaches presented
in [WS23; WS24b], it considers the following additional optimization strategy:

• Pattern-based submodel refactoring: A pattern-based submodel
refactoring of the optimized formulas, which improves the optimization
results as demonstrated in Section 8.2

The correctness of the semantics during the optimization is ensured by an inte-
grated equivalence check using NuSMV and Z3Py. In addition, the syntactic
correctness is checked for the set of real-world applications of the case study
by compilation after reconstruction.

This chapter is structured as follows: Section 8.1 introduces the high-level
design flow and optimization strategy. Section 8.2 defines the translation and
optimization steps, as well as the theoretical analysis. Section 8.3 presents an
evaluation of the theoretical results and analyzes the optimization potential
in real-world examples. Section 8.4 summarizes the optimization.

8.1. High-Level Design Flow – Optimization

The high-level design flow with a focus on optimizing an FBD ωφ
fbd ∈ Ω

φ
fbd,

a data-flow oriented ST model ωφ
st ∈ Ω

φ
st, a data-flow oriented Quartz model

ωqrz ∈ Ωqrz, and a data-flow oriented SCChart ωscd ∈ Ωscd is shown in Fig-
ure 8.1, with ωϑ

pou ∈ {ωϑ
st, ω

ϑ
fbd}. The individual transformations Tpou↦d(ωφ

pou),
Tqrz↦d(ωqrz), Tscd↦d(ωscd), and Td↦d(M(ωd)) are explained in the next sec-
tion.

KIELER

Averest PLCreX

IEC 61131-3 NuSMV
SMT 
Z3Py

Figure 8.1.: High-level design flow of the optimization process with focus on the
models and system architecture
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Optimization Strategy:

The basic concept of the optimization process is shown in Figure 8.2. The
idea is to express graphical data-flow models in textual form and then split
them into two categories: (1) submodels that can be potentially optimized
and (2) non-modifiable components. The submodels are then simplified using
formal methods and pattern-based submodel refactoring. In particular, the
model checker NuSMV [Rob10] is used to generate a simplified canonical rep-
resentation of the submodels, and the SMT solver Z3Py1 is used for algebraic
simplification. Consequently, formal methods are used for correct simplifi-
cation, which goes beyond their usual purpose of demonstrating correctness.
The overall approach includes multiple model-to-model translations including
simplifications ∆, equivalence checking E, and a configurable optimization
o ∈ O implemented in PLCreX [WS23; WS24b].

Figure 8.2.: High-level design flow of the optimization process with focus on the
optimization strategy [WS23]

Challenges:

This approach leads to the following challenges:

1. Identification of potentially optimizable submodels

2. Configurable optimization

3. Correctness of the optimization

8.2. Optimization of Data-Flow Models

This section introduces the optimization of data-flow models, whose low-level
design flow is illustrated in Figure 8.3. The transformation Tpou↦d(ωφ

pou) in-
cludes the following steps:

1. ∆1: FBD-to-ST transformation (see Section 8.2.2)

2. ∆2: Identification of submodels (see Section 8.2.3)

1https://microsoft.github.io/z3guide/
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Figure 8.3.: Low-level design flow of the optimization process [WS23]

The transformations Tqrz↦d(ωqrz) and Tscd↦d(ωscd) include the following steps:

1. ∆2: Identification of submodels (see Section 8.2.3)

The optimization process Td↦d(M(ωd)) includes the following steps:

1. ∆3,∆5: NuSMV -related translations (see Section 8.2.4 and 8.2.6)

2. ∆4: NuSMV -related simplification (see Section 8.2.5)

3. ϵ1: Equivalence check using NuSMV (see Section 8.2.7)
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4. ∆6,∆8: Z3Py-related translations (see Section 8.2.8 and 8.2.10)

5. ∆7,∆9: Z3Py-related simplification (see Section 8.2.9 and 8.2.11)

6. ∆10: Pattern-based formula refactoring (see Section 8.2.12)

7. o: Configurable optimization (see Section 8.2.13)

8. ϵ2: Equivalence check using Z3Py (see Section 8.2.14)

9. ∆11: Reconstruct submodels (see Section 8.2.15)

10. ∆12: Reconstruct model (see Section 8.2.16)

8.2.1. Operators

Since the optimization and translation process requires multiple model-to-
model translations between the different software models, Table 8.1 provides
an overview of the operators supported in this approach when translating the
original data-flow models ST, SCCharts, and Quartz to NuSMV and Z3Py
(and vice versa) [WS23]. This overview is used for several translations ex-
plained in the following subsections.

Table 8.1.: Overview of supported operators across the ST, SCChart, Quartz,
NuSMV, and Z3Py models [WS23]

ST SCChart Quartz NuSMV Z3Py

Boolean operators (with α(λ) = αbool
bv )

τnotbool(ω
φ
st) τnotbool(ωscd) τnotbool(ωqrz) !(λ1) Not(λ1)

τandbool(ω
φ
st) τandbool(ωscd) τandbool(ωqrz) λ1 & ... & λn And(λ1, ..., λn)

τ orbool(ω
φ
st) τ orbool(ωscd) τ orbool(ωqrz) λ1 | ... | λn Or(λ1 ..., λn)

τxorbool(ω
φ
st) τxorbool(ωscd) τxorbool(ωqrz) λ1 xor λ2 Xor(λ1, λ2)

Equality/Inequality operators

τ eqcomp(ωφ
st) τ eqcomp(ωscd) τ eqcomp(ωqrz) π1 = π2 π1 == π2

τnecomp(ω
φ
st) τnecomp(ωscd) τnecomp(ωqrz) π1 != π2 π1 != π2

Conditional operator

τ selcond(ω
φ
st) τ selcond(ωscd) τ selcond(ωqrz) λb ? π1 : π2 If(λb, π1, π2)

Correctness

To check the correctness of the overview, the following lemma is used.

Lemma 8.1. Let an ST, SCChart or a Quartz operator be translated
to a corresponding NuSMV or Z3Py operator (and vice versa) as listed
in Table 8.1. Then, the resulting NuSMV and Z3Py operator conforms
to the syntax rules of NuSMV and Z3Py, and preserves the semantics of
the original operator. This is also true after translating the NuSMV and
Z3Py operator back to the original model operator.
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Proof The validity of Lemma 8.1 is proved by a systematic comparison. First,
it is checked whether the syntax of the translated operators conforms to the
specifications of NuSMV [Rob10] and Z3Py2. Second, the semantic preser-
vation is verified by comparing the specified functionality of the translated
NuSMV and Z3Py operators with that of the original ST, SCChart, and
Quartz operators, as detailed in Section 3.2, 3.3 and 3.5. Furthermore, it
can be concluded that this equivalence holds when operators are translated
back from NuSMV and Z3Py to their respective original model forms, thus
ensuring bi-directional semantic consistency.

Illustrative Example for Lemma 8.1

Illustrative examples are implicitly given by the mapping of the operators in
Table 8.1.

8.2.2. From Graphical Data-Flow Models to Textual Models

Step ∆1 of the optimization process Td↦d(M(ωd)) requires the graphical data-
flow model to be represented as an equivalent textual model, which is only rele-
vant for Tpou↦d(ωφ

pou), since SCCharts and Quartz models are already available
in a textual format [WS23]. An FBD-to-ST transformation is often supported
by the PLC vendor (like CODESYS , Beremiz , and others) and also supported
by PLCreX [WS24b] following the backward translation strategy introduced
in Section 6.2.7. In addition, Chapter 6 introduced an FBD-to-Quartz trans-
formation and Chapter 7 introduced an FBD-to-SCChart transformation.

8.2.3. Identification of Submodels

Step ∆2 relevant for Tpou↦d(ωφ
pou), Tqrz↦d(ωqrz) and Tscd↦d(ωscd) splits the

textual data-flow model into potentially optimizable submodels3 M and non-
modifiable components L [WS23]. The idea is illustrated in Figure 8.4 using
an example SCChart. In particular, the model ωscd is split into two sets: (1)
set L contains non-modifiable components (like instance T1) and (2) set M
contains submodels with potentially optimizable expressions (like m1).

Completeness

To check the completeness of the strategy, the following lemma is used.

Lemma 8.2. An FBD, FBD-based ST model, SCChart, and a data-
flow oriented Quartz model can be completely decomposed into potentially
optimizable submodelsM and non-modifiable components L.

2https://microsoft.github.io/z3guide/
3Arithmetic expressions are treated as submodels, but are not optimized in this approach.
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Figure 8.4.: Visualization of the submodel identification using a simple SCChart
example [WS23]

Proof The validity of Lemma 8.2 is proved by an analysis of the specifica-
tions of the original models. More specifically, an FBD, an FBD-based ST
model, a data-flow oriented Quartz model, and an SCChart are restricted to
assignments and model invocations, where Quartz models can additionally
contain pause statements Σpause(ωqrz) (see Section 3.2, 3.3, and 3.5). Thus, a
data-flow model can be completely decomposed into the sets L andM, where
Σpause(ωqrz) is assigned to L.

Illustrative Example for Lemma 8.2

As an example, the following submodels are identified for the simple SCChart
example in Figure 8.4.

1 T1 = {A & ( (B | C & D) & !(E)), F+G}

2 ⇒m1: A & ( (B | C & D) & !(E))

3 ⇒m2: F + G

4 -----------------------

5 I = T1.Q & H

6 ⇒m3: T1.Q & H

8.2.4. From Submodels M to SMV Formulas Msmv

Step ∆3 represents the first step of the optimization process Td↦d(M(ωd)),
which focuses on a simplification using NuSMV. To do this, first each expres-
sion m ∈ M is translated into a corresponding NuSMV formula msmv ∈ Msmv

using a mapping of the operators as listed in Table 8.1 [WS23].

Correctness

To check the correctness of the translation, the following lemma is used.
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Lemma 8.3. A submodel expression m can be translated into a NuSMV
formula msmv′ if m contains operators that are restricted to those listed in
Table 8.1. msmv′ conforms to the syntax rules of msmv and preserves the
semantics of m.

Proof The validity of Lemma 8.3 follows from Lemma 8.1.

Illustrative Example for Lemma 8.3

As an example, m1 of the simple SCChart example in Figure 8.4 is translated
to m1,smv as follows. According to Table 8.1, the operators are syntactically
equivalent. Therefore, no changes result.

1 A & ( (B | C & D) & !(E))

2 ⇒ (A&((B|(C&D))&!E))

8.2.5. f1-Simplification of Msmv

Once Msmv has been created, in step ∆4 of the optimization process
Td↦d(M(ωd)), each formula msmv ∈ Msmv will be expressed as an equivalent
simplified formula f1(msmv)′ ∈ f1(Msmv)′ using a built-in simplification of
NuSMV 4. Depending on the underlying complexity of the formula, this may
lead to an initial simplification of the submodel [WS23]. In this context,
it may happen that besides the operators listed in Table 8.1, additional
temporary variables and case expressions appear (which still follow the
syntactical rules) [Rob10].

8.2.6. From f1(Msmv)′ to SMV Formulas f1(Msmv)
Due to the possibility of additional case expressions and additional temporary
variables in f1(Msmv)′, in step ∆5 of the optimization process Td↦d(M(ωd)),
a translation back to the expressions restricted to the operators listed in Ta-
ble 8.1 is required and realized by a model-to-model transformation based on
the NuSMV grammar [Rob10]. Additionally, a reduction to the set of original
variables is required [WS23].

8.2.7. Equivalence Check of Msmv and f1(Msmv)
Step ϵ1 of the optimization process Td↦d(M(ωd)) ensures the correctness of
Msmv and f1(Msmv) by an equivalence check using NuSMV.

Correctness

To check the correctness of the simplification and back translation, the follow-
ing lemma is used.

4Simplification is triggered by printing the formula.

140



8.2. Optimization of Data-Flow Models

Lemma 8.4. A NuSMV formula msmv can be expressed as an equivalent
simplified formula f1(msmv)′, which possibly contains additional tempo-
rary variables and case expressions. After translating f1(msmv)′ back
into an expression restricted to the operators listed in Table 8.1 follow-
ing the syntax rules of NuSMV, the result is a possibly simplified formula
f1(msmv′) that conforms to the syntax rules of f1(msmv) and preserves
the semantics of msmv.

Proof The validity of Lemma 8.4, i.e., step ∆4 and ∆5, is proved for each
formula during runtime by an equivalence check ϵ1 using NuSMV as illustrated
in the example below. In particular, NuSMV is used to check whether for all
elements m ∈ M the following assertion holds: msmv ≡ f1(msmv).

Illustrative Example for Lemma 8.4

As an illustrative example, the following snippet illustrates the equivalence
check using the derived submodel m2 of the FBD POLL example:

1 m2,smv: ((!( IN3)&IN2&IN1)|(IN3&!( IN2)&IN1)|(IN3&IN2 &!(IN1)))

2 // ∆4:

3 ⇒ FORMULA =

4 ⇒ case

5 ⇒ IN1 : case

6 ⇒ IN2 : !IN3;

7 ⇒ TRUE : IN3;

8 ⇒ esac;

9 ⇒ TRUE : (IN2 & IN3);

10 ⇒ esac

11 -----------------------

12 // ∆5:

13 ⇒ f1(m2,smv): (IN1?(IN2?!IN3:IN3):(IN2&IN3))

14 -----------------------

15 // ϵ1 ∶m2,smv = f1(m2,smv):

16 ⇒ ((!( IN3)&IN2&IN1)|(IN3&!(IN2)&IN1)|(IN3&IN2 &!(IN1)))=(IN1 ?(!IN2&!

IN3):(IN1?(IN2?!IN3:IN3):(IN2&IN3))

17 ⇒ FORMULA = TRUE

8.2.8. From Submodels M to SMT Formulas Msmt

Similar to the translation of the submodels from M to Msmv, in step ∆6

of the optimization process Td↦d(M(ωd)), each expression of the submodels
m ∈ M is translated into a corresponding Z3Py formula msmt ∈ Msmt using a
mapping of operators as listed in Table 8.1 [WS23].

Correctness

To check the correctness of the translation, the following lemma is used.
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Lemma 8.5. A submodel expression m can be translated into a Z3Py
formula msmt′ if m contains operators that are restricted to those listed in
Table 8.1. msmt′ conforms to the syntax rules of msmt and preserves the
semantics of m.

Proof The validity of Lemma 8.5 follows from Lemma 8.1.

Illustrative Example for Lemma 8.5

As an example, m1 of the simple SCChart example in Figure 8.4 is translated
to m1,smt as follows.

1 A & ( (B | C & D) & !(E))

2 ⇒ And(A,And(Or(B,And(C,D)),Not(E)))

8.2.9. f2-Simplification of Msmt

Once Msmt has been created, in step ∆7 of the optimization process
Td↦d(M(ωd)), each formula msmt ∈ Msmt will be expressed as an equivalent
simplified formula f2(msmt)′ ∈ f2(Msmt)′ using the built-in simplification
feature of Z3Py , such as eliminating unnecessary terms, using associative and
commutative properties, and solving equations [WS23]. Although there are
no Z3Py-based methods to ensure that expressions are simplified to a unique
canonical form5, simplification by Z3Py is considered as a possible subsequent
simplification of submodels already simplified by NuSMV f1(Msmv).

8.2.10. From f1(Msmv) to SMT Formulas (f1(Msmv))smt

In step ∆8 of the optimization process Td↦d(M(ωd)), f1(Msmv) is translated
into equivalent Z3Py formulas (f1(Msmv))smt for a subsequent simplifica-
tion (depending on the optimization configuration and formula complexity)
[WS23]. This translation is restricted to the operators listed in Table 8.1,
which is implicitly given by the fact that f1(Msmv) is already restricted to
these operators.

8.2.11. f2-Simplification of (f1(Msmv))smt

After the simplified NuSMV formulas f1(Msmv) have been translated into
corresponding Z3Py formulas (f1(Msmv))smt, a further simplification is per-
formed using Z3Py ’s built-in simplification feature in step ∆9 of the opti-
mization process Td↦d(M(ωd)), as introduced in Section 8.2.9, denoted as
f2((f1(Msmv))smt) [WS23].

5https://microsoft.github.io/z3guide/
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8.2.12. Pattern-Based Formula Refactoring

Comparing each submodel m ∈ M with the corresponding formula in Msmt,
f2(Msmt), (f1(Msmv))smt, and f2((f1(Msmv))smt), it can be concluded that,
depending on the complexity of the original submodel, different simplification
approaches can have different effects on the following metrics:

• Number of Operators (NoO): Number of visible operators (without
instances) in the corresponding graphical data-flow model

• Number of Edges (NoE): Number of visible edges in the correspond-
ing graphical data-flow model

• Number of Variable Accesses (NoV): Sum of visible input variables
and connected instance output variables, i.e., variables accessed by the
submodels

Overall, there is no guarantee that the corresponding formula represents the
most optimal solution. Thus, as an additional optimization approach, step ∆10

of the optimization process Td↦d(M(ωd)) considers a pattern-based formula
refactoring with a focus on exclusive or patterns.

Definition 8.1 (Exclusive Or Pattern). An exclusive or operator ex-
pressed with the operators listed in Table 8.1 can have one of the following
patterns within Z3Py:

• Pattern 1: If-Not

1 If(τ1,Not(τ2),τ2);

• Pattern 2: Not-Equal

1 Not(Eq(τ1,τ2));

In both scenarios, the pattern can be replaced through Xor(τ1,τ2).

Correctness

To check the correctness of Definition 8.1, the following lemma is used.

Lemma 8.6. Both patterns listed in Definition 8.1 conform to the logic
of Xor(τ1,τ2) and thus, can be expressed as Xor(τ1,τ2), which reduces the
number of variable accesses compared to pattern 1 and reduces the number
of operators compared to patterns 1 and 2.

Proof The validity of Lemma 8.6 is proved by an equivalence check of the
exclusive or operator and both patterns using Z3 theorem proving. In partic-
ular, Z3Py is used to check whether for any assignment of the variables τ1 and
τ2 the following assertion holds: pattern 1 ≡ Xor(τ1,τ2) and pattern 2 ≡
Xor(τ1,τ2). In addition, the reduction to one operator is implicitly confirmed
by the refactoring strategy. In pattern 1, the variable access is reduced to two
times.
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Illustrative Example for Lemma 8.6

As an example, Figure 8.5 illustrates pattern 1, which is identified in ω2,smt of
the FBD POLL example. The original submodel is shown in Figure 8.5a and the
optimization is shown in Figure 8.5b. The pattern-based formula refactoring
reduces NoO, NoE, and NoV, as shown in Figure 8.5c.

(a) Original submodel m2: NoO = 7,
NoE = 16, NoV = 9

(b) Simplified model (op-opt):
NoO = 4, NoE = 10, NoV = 6

(c) Refactored model:
NoO = 3, NoE = 8,
NoV = 5

Figure 8.5.: Simplification of m2 of the FBD POLL example (with and without
pattern-based formula refactoring)

8.2.13. Selection of Optimized SMT Formulas

With the goal of optimizing the original software model, the question arises
which corresponding element of the four sets should be used for each sub-
model to create the set Ωsmt. To do this, in step o of the optimization
process Td↦d(M(ωd)), the resulting formulas can be rated using the met-
rics NoO, NoE, and NoV. While these metrics provide a possible indication of
the complexity of the resulting submodels, the perceived complexity depends
on the preferences of the individual user. Consequently, there is a risk that
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with a fixed choice of one of the corresponding formula in Msmt, f2(Msmt),
(f1(Msmv))smt, and f2((f1(Msmv))smt), the resulting optimization with re-
spect to NoO, NoE, and NoV may not fully satisfy the user’s preferences
[WS23].

The problem is illustrated by two simplifications in Figure 8.6 applied to
m3 of the Cylinder Control System example. NoO is higher in Scenario 1
in Figure 8.6a, but leads to a lower NoE and NoV compared to Scenario 2
in Figure 8.6b. Thus, it can be concluded that not all metrics can be op-
timized equally following a single simplification strategy, which is why the
user can choose [WS23]. This gives the user the flexibility to manually select
the optimization strategy based on personal preference. Possible optimization
strategies according to the introduced metrics are variable access (var-opt),
number of operators (op-opt), and number of edges (edge-opt).

More specifically, the set of optimized formulas Ωsmt is created as follows,
where exactly one element from one of the four introduced sets is selected as
the resulting optimization of a formula ωsmt ∈ Ωsmt (depending on the chosen
optimization strategy and the metrics of each corresponding formula in the
different sets, as demonstrated in Section 8.3):

Ωsmt = {(x0, x1, x2, x3) ∣
(x0 ∈ f3(f2((f1(Msmv))smt)) ∧ x1 = ∅ ∧ x2 = ∅ ∧ x3 = ∅)∨
(x0 = ∅ ∧ x1 ∈ f3((f1(Msmv))smt) ∧ x2 = ∅ ∧ x3 = ∅)∨
(x0 = ∅ ∧ x1 = ∅ ∧ x2 ∈ Msmt ∧ x3 = ∅)∨
(x0 = ∅ ∧ x1 = ∅ ∧ x2 = ∅ ∧ x3 ∈ f3(f2(Msmt)))}

8.2.14. Equivalence Check of Msmt and Ωsmt

As a previous step before the optimized submodel is reconstructed, in step ϵ2
of the optimization process Td↦d(M(ωd)) it is checked whether the optimized
formulas Ωsmt are equivalent toMsmt. Thus, this steps checks the correctness
of the translation in step ∆8, simplifications in step ∆7, ∆9 and ∆10, and
optimization in step o.

Correctness

To check the correctness of the translation, simplifications and optimization,
the following lemma is used.

Lemma 8.7. Each optimized formula ωsmt′ ∈ Ωsmt conforms to the syntax
rules of ωsmt and preserves the semantics of msmt ∈ Msmt, which implicitly
confirms the correctness of translation ∆8, simplifications ∆7, ∆9, and
∆10, and optimization o.
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(a) Simplification Scenario 1: NoO = 10, NoE = 18,
NoV = 8

(b) Simplification Scenario 2: NoO = 9, NoE = 19, NoV = 10

Figure 8.6.: Comparison of two different simplification scenarios related to m3 of
the Cylinder Control System example

Proof The validity of Lemma 8.7 is proved by an equivalence check for each
formula during runtime using Z3Py. In particular, similar to Lemma 8.6, it is
checked whether for all elements msmt ∈ Msmt the following assertion holds:
ωsmt′ ≡msmt. This implicitly confirms the syntactic correctness of ωsmt′ .

Illustrative Example for Lemma 8.7

As an illustrative example, the following snippet illustrates the equivalence
check using m2 of the FBD POLL example and op-opt optimization strategy:

1 // ∆6:

2 m2,smt: Or(And(IN1, IN2, Not(IN3)), And( IN1, Not(IN2), IN3), And(Not(IN1

), IN2, IN3))
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3 -----------------------

4 // ∆7:

5 f2(m2,smt): Or(And(IN1, IN2, Not(IN3)), And(IN1, Not(IN2), IN3), And(Not(

IN1), IN2, IN3))

6 -----------------------

7 // ∆8:

8 (f1(m2,smv))smt: If(IN1,If(IN2,Not(IN3),IN3),(And(IN2,IN3)))

9 -----------------------

10 // ∆9:

11 f2((f1(m2,smv))smt): If(IN1, Not(IN3 == IN2), And(IN2, IN3))

12 -----------------------

13 // ∆7 ⇒∆10:

14 no pattern identified

15 -----------------------

16 // ∆8 ⇒∆10:

17 Pattern 1 identified

18 ⇒ If(IN1,Xor(IN2,IN3),And(IN2,IN3))

19 -----------------------

20 // ∆9 ⇒∆10:

21 Pattern 2 identified

22 ⇒ If(IN1,Xor(IN3,IN2),And(IN2,IN3))

23 -----------------------

24 // o: selected formula: ∆8 ⇒∆10

25 op-opt: If(IN1,Xor(IN2,IN3),And(IN2,IN3))

26 -----------------------

27 // ϵ2:
28 solve((Or(And(IN1, IN2, Not(IN3)), And( IN1, Not(IN2), IN3), And(Not(IN1

), IN2, IN3))!=If(IN1,Xor(IN2,IN3),And(IN2,IN3))))

29 ⇒ no solution

8.2.15. From Ωsmt to Initial Submodels M′

If the correctness is confirmed by the equivalence check in step ϵ2, the step
∆11 of the optimization process Td↦d(M(ωd)) translates Ωsmt back to the
submodels M′. Since the set Ωsmt is available as Z3Py formulas and thus
restricted to the operators listed in Table 8.1, the translation back to M′ is
straightforward (see Section 8.2.1) [WS23].

8.2.16. Reconstruct Software Model

In step ∆12 of the optimization process Td↦d(M(ωd)), the original submodels
M are replaced through the optimized and back translated submodels M′.
Combined with the non-modifiable components, this leads to the optimized
software model ω′.

Correctness

To check the correctness of the reconstruction, the following lemma is used.

Lemma 8.8. The resulting optimized software model ω′ conforms to
the syntax rules of ω and preserves the semantics of the original software
model, which implicitly confirms the correctness of the back translations
∆11 and ∆12.
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Proof The validity of Lemma 8.8 is proved by the correctness of the optimized
formulas (see Lemma 8.7) and by restrictions to the supported operators listed
in Table 8.1, whose correctness follows from Lemma 8.1.

Illustrative Example for Lemma 8.8

As an example, the following model represents an optimized model of the
simple SCChart example in Figure 8.4.

1 T1 = {A & ( (B | C & D) & !(E)), F+G}

2 ⇒ T1 = {A & (!(E)) & (C?(D|B):B), F+G}

3 -----------------------

4 I = T1.Q & H

5 ⇒ T1.Q & H

8.3. Experimental Results

Following the optimization approach presented in the previous section, this
section identifies the optimization potential for data-flow models using indus-
trial examples from PLC vendors and literature. The optimization potential is
evaluated using the system architecture shown in the high-level design flow in
Figure 8.1 in Section 8.1. For a fair evaluation of the optimization possibilities,
Table 8.2 lists a collection of representative data-flow models with the number
of potentially optimizable submodels and the average runtime for determining
all four optimized submodels with code generation for the selected strategy6.
These models have been manually implemented as data-flow oriented SCCha-
rts in KIELER and are optimized using the optimization process implemented
as a prototype in PLCreX 7. The resulting optimized SCCharts are compiled
in KIELER to check their syntactic correctness. The selection of real-world
examples from PLC vendors and literature ensures practical relevance and
objectivity when evaluating the optimization potential using the introduced
optimization process. In total, 96 submodels are available as input models,
which results in 288 optimized output models after optimization.
The optimized submodels are listed in detail in Appendix L in a textual ST-

like format8, which allows to reproduce the experimental results in Table 8.3
that summarizes the experimental results of the case study. Additionally, two
results are shown in Figure 8.7 to demonstrate that the optimization strategy
can affect the other metrics. For example, while the op-opt strategy reduces
the number of operators in Figure 8.7a, it increases the number of variable ac-
cesses. Similarly, optimizing the model in Figure 8.7b with respect to op-opt

saves less number of variable accesses compared to the other strategies. Thus,
of particular interest is the comparison of the average optimization potential
using the strategies op-opt, edge-opt, and var-opt, evaluated by the NoE,
NoO, and NoV metrics for the resulting model. The results are summarized

6The case study was tested on Windows 11, x64, 11th Gen Intel(R) Core(TM) i7-11850H,
2.50GHz, 8 cores, 32GB RAM DDR4, with Python 3.9.18. The average refers to the
mean of the three optimization strategies.

7The latest release supports FBDs as input models.
8This format represents an intermediate PLCreX format.

148



8.3. Experimental Results

Table 8.2.: Data-flow model overview, including number of submodels, number of
operators (without instances), and average runtime for determining all
four optimized submodels with code generation for the selected strat-
egy (based on related work without pattern-based formula refactoring
[WS23])
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1 Air Condition Control 4 9 2.04 s [Tap15]
2 Antivalence 3x 1 10 1.15 s [Kar18]
3 Bending Machine Control 15 21 5.21 s [AG20]
4 Cylinder Control System 6 30 3.59 s [Sch14]
5 Dice Numbers Indicator 9 67 6.58 s [Kar18]
6 KV Diagram optimized Chart 2 13 1.51 s [Kar18]
7 Pollutant Indicator 3 18 2.07 s [Bub17]
8 Reservoirs Control System 1 4 35 3.34 s [WZ07]
9 Reservoirs Control System 2 4 35 3.31 s [Kar18]
10 Roll Down Shutters 2 24 2.14 s [AG20]
11 Cable winch 4 28 2.69 s [Tap15]
12 Seven Segment Display 7 81 5.93 s [WZ07]
13 Shop Window Lighting 8 15 3.11 s [AG20]
14 Silo Valve Control System 1 11 1.22 s [WZ07]
15 Smoke Detection System 3 28 2.32 s [Tap15]
16 Sports Hall Lighting 12 17 4.29 s [AG20]
17 Thermometer Code System 3 10 1.76 s [Bub17]
18 Toggle Switch 4x 1 27 1.88 s [Bub17]
19 Ventilation Control System 3 25 2.42 s [Kar18]
20 Wind Direction Indicator 4 34 2.78 s [Bub17]

in Table 8.4. As expected, each optimization strategy leads to the best im-
provement of the corresponding metric. In detail, the optimization approach
and examples show an optimization potential of about 35 % for NoO with
the op-opt strategy (on average), about 30 % for NoE with the edge-opt

strategy (on average), and about 26 % for NoV with the var-opt strategy (on
average). The edge-opt strategy leads to the same optimization of the NoV
metric. Overall, as in the case study without pattern-based formula refactor-
ing [WS23], it can be concluded that the edge-opt strategy is the best choice
in terms of the NoE, NoO, and NoV metrics, since it tends to produce the
best balanced optimizations, even if NoO is not reduced as much as with the
op-opt strategy (on average).
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Table 8.3.: Experimental results of the case study with values in percent relative to
the non-optimized model ranging from -75% (better) to 10.7% (worse)
(based on experimental results of related work without pattern-based
formula refactoring [WS23])

op-opt edge-opt var-opt

ID NoE NoO NoV NoE NoO NoV NoE NoO NoV

1 -5.0 -11.1 0.0 -5.0 -11.1 0.0 0.0 0.0 0.0
2 -47.4 -50.0 -44.4 -47.4 -50.0 -44.4 -47.4 -50.0 -44.4
3 -15.7 -28.6 -6.7 -15.7 -28.6 -6.7 -9.8 -14.3 -6.7
4 0.0 -10.0 10.7 -3.4 -6.7 0.0 0.0 0.0 0.0
5 -9.8 -14.9 -4.5 -9.8 -11.9 -7.6 -9.8 -11.9 -7.6
6 -28.0 -38.5 -16.7 -28.0 -38.5 -16.7 -28.0 -38.5 -16.7
7 -43.6 -50.0 -38.1 -43.6 -50.0 -38.1 -43.6 -50.0 -38.1
8 -3.1 -2.9 -3.3 -4.6 0.0 -10.0 -4.6 0.0 -10.0
9 -13.6 -8.6 -19.4 -13.6 -8.6 -19.4 -13.6 -8.6 -19.4
10 -21.7 -29.2 -13.6 -21.7 -29.2 -13.6 -21.7 -29.2 -13.6
11 -44.0 -57.1 -27.3 -44.0 -57.1 -27.3 -28.0 -28.6 -27.3
12 -31.3 -34.6 -27.8 -31.3 -34.6 -27.8 -28.8 -29.6 -27.8
13 -16.2 -26.7 -9.1 -16.2 -26.7 -9.1 -16.2 -26.7 -9.1
14 -65.2 -72.7 -58.3 -65.2 -72.7 -58.3 -65.2 -72.7 -58.3
15 -48.0 -50.0 -45.0 -48.0 -50.0 -45.0 -48.0 -50.0 -45.0
16 -7.1 -17.6 0.0 -7.1 -17.6 0.0 -7.1 -17.6 0.0
17 -42.9 -50.0 -38.9 -42.9 -50.0 -38.9 -42.9 -50.0 -38.9
18 -72.9 -70.4 -75.0 -72.9 -70.4 -75.0 -72.9 -70.4 -75.0
19 -23.2 -24.0 -22.6 -28.6 -24.0 -32.3 -28.6 -24.0 -32.3
20 -62.9 -58.8 -66.7 -62.9 -58.8 -66.7 -62.9 -58.8 -66.7

Table 8.4.: Average number of edges, operators, and variable accesses after opti-
mization

Optimization
Strategy

Ø Number
of Edges

Ø Number
of Operators

Ø Number of
Var. Accesses

op-opt -30.07 % -35.28 % -25.33 %

edge-opt -30.59 % -34.82 % -26.83 %

var-opt -28.95 % -31.54 % -26.83 %

8.4. Summary

This chapter introduced a formal methods-based optimization of data-flow
models using NuSMV , SMT Z3Py , and a pattern-based refactoring approach.
For this purpose, several model-to-model transformations, simplifications,
equivalence checks, and an optimization were defined, with which the opti-
mization potential of a set of real-world data-flow models has been identified.
Based on the presented lemmas and experimental results, the following
theorem encapsulates the entire optimization:
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(a) Cylinder Control System

(b) Dice Numbers Indicator

Figure 8.7.: Experimental Results

Theorem 8.1 (Formal Methods-Based Optimization of Data-Flow
Models). Let ω ∈ {ωϑ

st, ωqrz, ωscd} be a textual data-flow model that is
translated according to the transformations Tpou↦d(ωφ

pou), Tqrz↦d(ωqrz)
and Tscd↦d(ωscd), and optimized according to the optimization process
Td↦d(M(ωd)) introduced in this chapter. Then, the resulting model ω′:

1. Can be completely decomposed into potentially optimizable submod-
els and non-modifiable submodels

2. Is optimized for one of the following metrics:

• Number of operators (NoO)

• Number of edges (NoE)

• Number of variable accesses (NoV)

3. Conforms to the syntax rules of ω and preserves the semantics of ω

Proof The validity of Theorem 8.1 is proved as follows:

1. Submodels: Lemma 8.2 shows that a data-flow model can be com-
pletely decomposed into the sets of non-modifiable submodels L and
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potentially optimizable submodelsM (see Section 8.2.3).

2. Optimization Potential: Experimental results on real-world models
show an optimization potential with respect to the NoO metric of about
35.2 % on average, with respect to the NoE metric of about 30.5 % on
average, and with respect to the NoV metric of about 26.8 % on average
(see Section 8.3).

3. Syntax Conformance and Semantic Preservation: According to
Lemma 8.1, the operators are restricted to those listed in Table 8.1,
which are supported by all of the considered software models (see Sec-
tion 3.5 and 3.2). Furthermore, the following lemmas and theorems
addresses the preservation of semantics during the optimization process,
which are structured as follows:

• ∆2: Lemma 8.2

• ∆3: Lemma 8.3

• ∆4, ∆5: Lemma 8.4

• ∆6: Lemma 8.5

• ∆10: Lemma 8.6

• ∆7, ∆8, ∆9, ∆10, o: Lemma 8.7

• ∆11, ∆12: Lemma 8.8

Overall, this results in the following solutions to the challenges summarized in
Section 8.1.

1. Identification of potentially optimizable submodels: The solution
follows from Section 8.2.3.

2. Configurable optimization: The solution follows from Section 8.2.13.

3. Correctness of the optimization: The solution follows from Sec-
tion 8.2.
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This chapter focuses on a code refactoring of FBD-based and ST-based Quartz
models and their transformation to control-flow oriented SCCharts, providing
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an alternative view for system analysis. The goal is to create a robust set
of translation functions that ensure semantic preservation during the transi-
tion. More specifically, this chapter details a pattern-based code refactoring of
Quartz models and a set of detailed translation functions. In addition to the
approaches presented in [WS22], it considers the following additional issues:

• Model Declaration: Translation of model declaration

• Interfaces and Variables: Translation of interfaces and variables

• Data Types and Fields: Translation of data types and fields

• Expressions: Translation of expressions

• Statements: Additional Quartz statements to extend the approach
from FBD-based Quartz models to ST-based Quartz models

The correctness of the translation functions is proved by theoretical reasoning,
which includes a detailed analysis of the resulting syntax and semantics com-
pared to the syntax rules and semantics specified in Chapter 3. In addition,
the theoretical results are evaluated with real-world and self-defined Quartz
models.
The outline of this chapter is as follows: Section 9.1 introduces the high-level

design flow and translation strategy. Section 9.2 defines a pattern-based code
refactoring of Quartz models, Section 9.3 defines the translation functions and
theoretical analysis, and Section 9.4 defines possible SCChart optimizations.
Section 9.5 presents an evaluation of the theoretical results, and Section 9.6
summarizes the transformation.

9.1. High-Level Design Flow – Quartz-to-SCChart

The high-level design flow for transforming an FBD-based or ST-based Quartz
model ωqrz ∈ Ωqrz to a control-flow oriented SCChart ωscc ∈ Ωscc is shown in
Figure 9.1.

IEC 61131-3
KIELER

Averest

Figure 9.1.: High-level design flow of the Quartz-to-SCChart transformation

The Quartz code refactoring Tqrz↦qrz(ωqrz) includes the following refactoring
approach:

• t
ΣP1
qrz↦qrz(ΣP1(ωqrz)): Pattern-based Quartz code refactoring (see Sec-
tion 9.2)
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In addition, the Quartz-to-SCChart transformation Tqrz↦scc(ωqrz) includes the
following transformation steps:

1. tδωqrz↦scc(δω(ωqrz)): Model declaration (see Section 9.3.1)

2. t∆idcl
qrz↦scc(∆idcl(ωqrz)): Interfaces (see Section 9.3.2)

3. t∆vdcl
qrz↦scc(∆local(ωqrz)): Variables (see Section 9.3.3)

4. tαqrz↦scc(α[+](ωqrz)): Data types and fields (see Section 9.3.4)

5. tτqrz↦scc(τ (ωqrz)): Expressions (see Section 9.3.5)

6. t
Σnothing
qrz↦scc (pnothing(ωqrz)): Immediate Transition (see Section 9.3.6)

7. t
Σawait
qrz↦scc(pϑawait(ωqrz)): Await (see Section 9.3.7)

8. t
Σpause
qrz↦scc(ppause(ωqrz)): Pause (see Section 9.3.8)

9. t
Σass
qrz↦scc(pϑass(ωqrz)): Assignments (see Section 9.3.9)

10. t
Σconc
qrz↦scc(σconc(ωqrz)): Synchronous concurrency (see Section 9.3.10)

11. t
Σloop
qrz↦scc(pϑloop(ωqrz)): Loops (see Section 9.3.11)

12. t
Σhalt
qrz↦scc(σhalt(ωqrz)): Halt (see Section 9.3.12)

13. t
Σabort
qrz↦scc(pϑabort(ωqrz)): Abort (see Section 9.3.13)

14. t
Σcond
qrz↦scc(pϑcond(ωqrz)): Conditions (see Section 9.3.14)

15. t
Σseq
qrz↦scc(Σseq(ωscc′)): Sequences (see Section 9.3.15)

Furthermore, the transformation includes the following SCChart optimizations
Tscc↦scc(ωscc):

• t
Σhierarchy
scc↦scc (Σ(ωscc)): Flattening Hierarchy (see Section 9.4.1)

• t
Σstate
scc↦scc(Σ(ωscc)): Removing States (see Section 9.4.2)

Translation Strategy:

This chapter introduces the translation strategies shown in Figure 9.21. Fig-
ure 9.2a illustrates the translation strategy of a Quartz model without mem-
ory and Figure 9.2b shows the translation strategy of a Quartz model with
memory, whose high-level runtime behavior was introduced in Chapter 4 for
ST-based Quartz models and in Chapter 6 for FBD-based Quartz models. The
translation strategy in this chapter leads to a graphical control-flow oriented
SCChart that visualizes the control flow of the Quartz model (and the orig-
inal FBD or ST model, respectively). In this context, a pattern-based code
refactoring of the Quartz model is considered that (assuming the pattern is
available) leads to a hierarchical control-flow oriented SCChart as an alter-
native view of the POU behavior. In addition, possible optimizations of the
resulting SCChart are considered.

1The states can contain inner behavior which is considered, but hidden in the examples
shown in this chapter.
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Sj

entry

Si

IN

pause

Sm

Sl

OUT

pause

exit

... ...

(a) Left: Quartz model, right: SCChart
(both without memory)

  Si

Sj

emit(EO)

pause

...

entry

S0

IN

pause

Sm

Sl

OUT

immediate 
await(EI)

pause

...

(b) Left: Quartz model, right: SCChart
(both with memory)

Figure 9.2.: Quartz-to-SCChart translation strategies: high-level view of the initial
Quartz model and the resulting SCChart

Challenges:

This approach leads to the following challenges:

1. Correct code refactoring of the initial Quartz model

2. Correct and complete translation of the considered Quartz constructs

3. Correct optimization of the resulting SCChart

9.2. Pattern-based Quartz Code Refactoring

This section introduces three different pattern-based Quartz code refactoring
approaches for FBD-based Quartz models that are also applicable to ST-based
Quartz models. The basic strategy is to split the conditions within a loop into
nested loops that contain only those statements of the original conditions that
are relevant to the current iteration [WS22]. Placing the statements at the end
of a loop ensures that the statements are executed exactly once per iteration
(even after an abort).

Definition 9.1 (Patterns – Quartz-to-Quartz). Let Σϑ
seq(ωqrz) be a pos-

sible Quartz sequence representing one of the following three patterns ϑ ∈ {1,
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2,3} with instantaneous constructs and Σ3(ωqrz) including the last statement
that is equal to σpause(ωqrz), and each pattern considering two representations:
(1) as a conditional expression and (2) as an if-else statement:

• Pattern 1: Condition statement

1 loop{ Σ0;
2 x = λb

1 ? τ1 : τ2;
3 . . . // add. assignments

4 Σ3; }

1 // Σ1={x=τ1; . . . }, Σ2= {x=τ2; . . . }
2 loop{ Σ0; if(λb

1){ Σ1; }else{ Σ2; } Σ3; }

• Pattern 2: Nested condition statement within else branch

1 loop{ Σ0;
2 x = λb

2 ? τ4 : (λb
1 ? τ1 : τ2);

3 . . . // add. assignments

4 Σ3; }

1 // Σ1={x=τ1; . . . }, Σ2={x=τ2; . . . }, Σ4={x=τ4; . . . }
2 loop{ Σ0; if(λb

2){ Σ4; }else{ if(λb
1){ Σ1; }else{ Σ2; } } Σ3; }

• Pattern 3: Nested condition statement within if branch

1 loop{ Σ0;
2 x = λb

2 ? (λb
1 ? τ1 : τ2) : τ4;

3 . . . // add. assignments

4 Σ3; }

1 // Σ1={x=τ1; . . . }, Σ2={x=τ2; . . . }, Σ4={x=τ4; . . . }
2 loop{ Σ0; if(λb

2){ if(λb
1){ Σ1; }else{ Σ2; } }else{ Σ4; } Σ3; }

Σϑ
seq(ωqrz) is refactored to Σϑ

seq(ωqrz′) using the translation function

t
Σrefact
qrz↦qrz(Σϑ

seq(ωqrz)), which is described by Algorithm 25.

Correctness

To check the correctness of Definition 9.1, the following lemma is used.

Lemma 9.1. Let ϑ ∈ {1,2,3} and Σϑ
seq(ωqrz) be a possible

Quartz sequence of an infinite loop σinf
loop(ωqrz) containing instanta-

neous statements with the final statement equal to σpause(ωqrz). Then,

t
Σrefact
qrz↦qrz(Σϑ

seq(ωqrz)) translates Σϑ
seq(ωqrz) to Σϑ

seq(ωqrz′) as specified in

Definition 9.1. Σϑ
seq(ωqrz′) conforms to the syntax rules of Σϑ

seq(ωqrz) and
preserves the SOS transition rules of Σϑ

seq(ωqrz).
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Algorithm 25 Refactor Quartz code – Quartz-to-Quartz

Input: Σϑ
seq(ωqrz)

Output: Σϑ
seq(ωqrz′)

Translation Function t
Σrefact
qrz↦qrz(Σϑ

seq(ωqrz)):
switch ϑ do

case 1 (Pattern 1) do

Σϑ
seq(ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

loop{
immediate abort{
loop{ Σ0(ωqrz);Σ2(ωqrz);Σ3(ωqrz); }

}when(λb
1(ωqrz));

Σ0(ωqrz);Σ1(ωqrz);Σ3(ωqrz); }

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭
end
case 2 (Pattern 2) do

Σϑ
seq(ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

loop{
immediate abort{
loop{
immediate abort{
loop{ Σ0(ωqrz);Σ2(ωqrz);
Σ3(ωqrz); }

}when(λb
1(ωqrz));

Σ0(ωqrz);Σ1(ωqrz);Σ3(ωqrz);
}when(λb

2(ωqrz));
Σ0(ωqrz);Σ4(ωqrz);Σ3(ωqrz); }

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end
case 3 (Pattern 3) do

Σϑ
seq(ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

loop{
immediate abort{
loop{
immediate abort{
loop{ Σ0(ωqrz);Σ2(ωqrz);
Σ3(ωqrz); }

}when(λb
1(ωqrz));

Σ0(ωqrz);Σ1(ωqrz);Σ3(ωqrz);
}when(!λb

2(ωqrz));
Σ0(ωqrz);Σ4(ωqrz);Σ3(ωqrz); }

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end

end

Proof The validity of Lemma 9.1 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σϑ

seq(ωqrz′) with
the syntax rules of Σϑ

seq(ωqrz) as specified in Section 3.3. Second, the preserva-

tion of semantic is checked for all scenarios of λb
1(ωqrz) and λb

2(ωqrz) by com-

paring the SOS transition rules of Σϑ
seq(ωqrz), σinf

loop(ωqrz), σimm
abort(ωqrz), and

σpause(ωqrz) (see Section 3.5) with those of the initial constructs σϑ
seq(ωqrz),
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σinf
loop(ωqrz), σϑ

cond(ωqrz), and σpause(ωqrz) (see Section 3.3). Since strong
aborts lead to a condition check before the micro steps are executed [Sch09]
and the statements are instantaneous (except the last one of Σ3(ωqrz)), each
micro step of the sequences is executed once per macro step, preserving the
initial semantics.

Illustrative Example for Lemma 9.1

As an example, Figure 9.3 illustrates each of the three introduced patterns.
In particular, Figure 9.3a illustrates Pattern 1, Figure 9.3b illustrates Pattern
2, and Figure 9.3c illustrates Pattern 3.

(a) Pattern 1

(b) Pattern 2

(c) Pattern 3

Figure 9.3.: Illustration of the Quartz code pattern-based refactoring approach
[WS22]
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9.3. From Quartz Models to SCCharts

This section defines the individual translation functions for synthesizing a
graphical SCChart ωscc′ ∈ Ωscc from a Quartz model Ωqrz ∈ Ωqrz and analyzes
the theoretical correctness.

9.3.1. Model Declaration

This step covers the translation function for translating a Quartz model dec-
laration δω(ωqrz) to an SCChart declaration δω(ωscc′).
Definition 9.2 (Model Declaration – Quartz-to-SCChart). Let ωqrz be
the set of possible Quartz elements. δω(ωqrz) is translated to δω(ωscc′) using
the translation function tδωqrz↦scc(δω(ωqrz)), which is described by Algorithm 26.

Algorithm 26 Translate model declaration – Quartz-to-SCChart

Input: δω(ωqrz)
Output: δω(ωscc′)
Translation Function tδωqrz↦scc(δω(ωqrz)):

δω(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

scchart an(ωqrz){
t∆idcl
qrz↦scc(∆idcl(ωqrz))
t∆vdcl
qrz↦scc(∆vdcl(ωqrz))
region:

tΣqrz↦scc(ωqrz)
}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

Correctness

To check the correctness of Definition 9.2, the following lemma is used.

Lemma 9.2. Let ωqrz be translated to ωscc′. Then, tδωqrz↦scc(δω(ωqrz))
translates δω(ωqrz) to δω(ωscc′) as specified in Definition 9.2. δω(ωscc′)
conforms to the syntax rules of δω(ωscc) and preserves the semantics of
δω(ωqrz) regarding its termination behavior.

Proof The validity of Lemma 9.2 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of δω(ωscc′) with
the syntax rules of δω(ωscc) as specified in Section 3.5. Second, the preserva-
tion of semantics is checked by comparing Jδω(ωscc)Kξ (see Section 3.5) with
Jδω(ωqrz)Kξ (see Section 3.3), where model imports are ignored in this chapter.

Illustrative Example for Lemma 9.2

As an example, Figure 9.4 shows the resulting textual and synthesized SC-
Chart of the ST ALARM model2.
2Both models, Quartz and SCChart, are included in Appendix C.27 and H.1.
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1 scchart ST_ALARM{

2 input bool xSENSOR_L

3 . . .
4

5 region:

6 initial state S0

7 immediate do ST_ALARM = . . .
8 final state S1

9 }

Figure 9.4.: SCChart of the ST ALARM example

9.3.2. Interfaces

This step covers the translation function for translating Quartz model in-
terfaces ∆idcl(ωqrz) to SCChart interfaces ∆idcl(ωscc′), where ∆idcl(ωqrz) =
∆in(ωqrz) ∪∆out(ωqrz) ∪∆inout(ωqrz).
Definition 9.3 (Interfaces – Quartz-to-SCChart). ∆idcl(ωscc′) is de-
rived from ∆idcl(ωqrz) using the translation function t∆idcl

qrz↦scc(∆idcl(ωqrz)),
which is described by Algorithm 27.

Algorithm 27 Translate interfaces – Quartz-to-SCChart

Input: ∆idcl(ωqrz)
Output: ∆in(ωscc′), ∆out(ωscc′), ∆inout(ωscc′)
Translation Function t∆idcl

qrz↦scc(∆idcl(ωqrz)):
forall ei ∈∆idcl(ωqrz) do

if ei ∈∆in(ωqrz) then
∆in(ωscc′) ← add input [signal] tαqrz↦scc(α(ei)) an(ei)

end
if ei ∈∆out(ωqrz) then

∆out(ωscc′) ← add output [signal] tαqrz↦scc(α(ei)) an(ei)
end
if ei ∈∆inout(ωqrz) then

∆inout(ωscc′) ← add input output tαqrz↦scc(α(ei)) an(ei)
end

end
▷ signal keyword is only required for event variables

Correctness

To check the correctness of Definition 9.3, the following lemma is used.

Lemma 9.3. Let ωqrz be translated to ωscc′. Then, for each interface
ei ∈ ∆idcl(ωqrz), t∆idcl

qrz↦scc(∆idcl(ωqrz)) extends ∆in(ωscc′), ∆out(ωscc′), or
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∆inout(ωscc′) as specified in Definition 9.3. ∆in(ωscc′), ∆out(ωscc′), and
∆inout(ωscc′) conform to the syntax rules of ∆in(ωscc), ∆out(ωscc), and
∆inout(ωscc) regarding the storage class, data type, and name. ∆in(ωscc′),
∆out(ωscc′), and ∆inout(ωscc′) preserves the semantics of ∆in(ωqrz),
∆out(ωqrz), and ∆inout(ωqrz) regarding information flow and modifiabil-
ity.

Proof The validity of Lemma 9.3 is proved as follows: First, the syntac-
tic correctness is checked by comparing the resulting syntax of ∆in(ωscc′),
∆out(ωscc′), and ∆inout(ωscc′) with the syntax rules of ∆in(ωscc), ∆out(ωscc),
and ∆inout(ωscc) as specified in Section 3.5 using induction on the number of
added interfaces ∆idcl(ωqrz):

1. Base Case: When ∆idcl(ωqrz) = ∅, there are no input variables, output
variables, and inout variables to add, which trivially conforms to the
syntax rules of ∆in(ωscc), ∆out(ωscc), and ∆inout(ωscc), since these sets
remain unchanged.

2. Induction Hypothesis: Lemma 9.3 holds for any set of input variables,
output variables, and inout variables.

3. Inductive Step: Adding an element to input variables, output vari-
ables, and inout variables results in an additional element in ∆in(ωscc′),
∆out(ωscc′), and ∆inout(ωscc′). Their syntax still conforms to the syntax
rules of ∆in(ωscc), ∆out(ωscc), and ∆inout(ωscc).

Second, the semantic correctness regarding information flow and modifiabil-
ity is checked by comparing J∆in(ωscc)Kξ, J∆out(ωscc)Kξ, and J∆inout(ωscc)Kξ
(see Section 3.5) with J∆in(ωqrz)Kξ, J∆out(ωqrz)Kξ, and J∆inout(ωqrz)Kξ (see
Section 3.3).

Illustrative Example for Lemma 9.3

As an example, below are the derived interfaces of the ST ALARM Quartz
model3:

1 input bool xSENSOR_L // added to ∆in(ωscc′)

2 input bool xSENSOR_M // added to ∆in(ωscc′)

3 input bool xSENSOR_R // added to ∆in(ωscc′)

9.3.3. Variables

This step covers the translation function for translating local Quartz
model variables ∆vdcl(ωqrz) to local SCChart variables ∆vdcl(ωscc′)), where
∆vdcl(ωqrz) =∆local(ωqrz).
3Both models, Quartz and SCChart, are included in Appendix C.27 and H.1.
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Definition 9.4 (Variables – Quartz-to-SCChart). ∆vdcl(ωscc′) is derived
from ∆vdcl(ωqrz) using the translation function t∆vdcl

qrz↦scc(∆local(ωqrz)), which
is described by Algorithm 28.

Algorithm 28 Translate variables – Quartz-to-SCChart

Input: ∆local(ωqrz)
Output: ∆local(ωscc′)
Translation Function t∆vdcl

qrz↦scc(∆local(ωqrz)):
forall elV s ∈∆local(ωqrz) do

∆local(ωscc′) ← add tαqrz↦scc(α(elV s)) an(elV s);
end

Correctness

To check the correctness of Definition 9.4, the following lemma is used.

Lemma 9.4. Let ωqrz be translated to ωscc′. Then, for each local vari-
able elV s ∈ ∆local(ωqrz)), t∆vdcl

qrz↦scc(∆local(ωqrz)) adds a local variable to
∆local(ωscc′) as specified in Definition 9.4. ∆local(ωscc′) conforms to the
syntax rules of ∆local(ωscc) regarding the storage class, data type, and
name. ∆local(ωscc′) preserves the semantics of ∆local(ωqrz) regarding mod-
ifiability and initialization.

Proof The validity of Lemma 9.4 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of ∆local(ωscc′) with
the syntax rules of ∆local(ωscc) as specified in Section 3.5 using induction on
the number of added variables ∆local(ωqrz):

1. Base Case: When ∆local(ωqrz) = ∅, there are no local variables to add,
which trivially conforms to the syntax rules of ∆local(ωqrz), since this
set remains unchanged.

2. Induction Hypothesis: Lemma 9.4 holds for any set of local variables.

3. Inductive Step: Adding a local variable results in an additional ele-
ment in ∆local(ωscc′). Its syntax still conforms to the syntax rules of
∆local(ωscc).

Second, the semantic correctness regarding modifiability and initialization
is checked by comparing J∆local(ωscc)Kξ (see Section 3.5) with J∆local(ωqrz)Kξ
(see Section 3.3).
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Illustrative Example for Lemma 9.4

As an example, below is a derived local variable of the FBD DATATYPES Quartz
model4:

1 bool A1 // added to ∆local(ωscc′)

9.3.4. Data Types and Fields

This step covers the translation function for translating Quartz data types
and fields A[+](ωqrz) to SCChart data types and fields A[+](ωscc′)).

Definition 9.5 (Data types and fields – Quartz-to-SCChart). Let
α(ωqrz) be a considered Quartz data type and α+(ωqrz) be a Quartz model data
field. Quartz data types and fields A[+](ωqrz) are translated to SCChart data
types and fields A[+](ωscc′) using the translation function tαqrz↦scc(α[+](ωqrz)),
which is described by Algorithm 41 in Appendix M.0.1 that defines a straight-
forward mapping of data types.

Correctness

To check the correctness of Definition 9.5, the following lemma is used.

Lemma 9.5. Let ωqrz be translated to ωscc′ and bit vector, integer, float-
ing point, and duration be the considered data type categories A[+](ωqrz)
as specified in Section 3.3. Then, tαqrz↦scc(α[+](ωqrz)) translates α[+](ωqrz)
to α[+](ωscc′) as specified in Definition 9.5. α[+](ωscc′) conforms to the
syntax rules of α[+](ωqrz) and preserves the semantics of α[+](ωqrz) re-
garding boundaries, precision, resolution, and defaults (if applicable), with
the following restrictions:

• ∀α(ωqrz) ∶ α(ωqrz) ∈ {αbyte
bv (ωqrz), αword

bv (ωqrz),nat{4294967296}}:
Data types are not supported by internal SCChart data types

• ∀α(ωqrz) ∶ α(ωqrz) ∈ {αtime
dur (ωqrz),int{32768},int{2147483648},

nat{65536}}: Boundaries are changed to those of αint
i (ωscc) (see

Section 3.5)

Proof The validity of Lemma 9.5 is proved as follows: First, the syntactic cor-
rectness is checked by comparing all resulting data types and fields A[+](ωscc′)
with the syntax rules of A[+](ωscc) as specified in Section 3.5. Second, the se-
mantic correctness regarding boundaries, precision, resolution, and defaults
(if applicable) is checked by comparing Jα[+](ωscc)Kξ (see Section 3.5) with
Jα[+](ωqrz)Kξ (see Section 3.3).

4Both models, Quartz and SCChart, are included in Appendix F.9 and H.8.
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Illustrative Example for Lemma 9.5

Usage examples are given by illustrative examples of previous lemmas, such
as Lemma 9.4.

9.3.5. Expressions

This step covers the translation function for translating expressions in Quartz
models T (ωqrz) to expressions in SCCharts T (ωscc′).

Definition 9.6 (Expressions – Quartz-to-SCChart). An expression in
Quartz models τ (ωqrz) ∈ T (ωqrz) is translated to an expression in SCCharts
τ (ωscc′) ∈ T (ωscc′) using the translation function tτqrz↦scc(τ (ωqrz)), which is
described by Algorithm 42 in Appendix M.0.2.

Correctness

To check the correctness of Definition 9.6, the following lemma is used.

Lemma 9.6. Let ωqrz be translated to ωscc′ and miscellaneous, com-
pare operators, arithmetic operators, conditional operator, and Boolean
operators be the considered expression categories T (ωqrz) as specified in
Section 3.3. Then, for each τ(ωqrz) ∈ T (ωqrz), tτqrz↦scc(τ(ωqrz)) translates
τ(ωqrz) to τ(ωscc′) as specified in Definition 9.6. τ(ωscc′) conforms to the
syntax rules of τ(ωscc) and preserves the semantics of τ(ωqrz) regarding
the type system and SOS transition rules, with the following restrictions:

• ∀τ(ωqrz) ∶ τ ∉ {τ invmisc, τ
expt
arith}, because they are not covered by the

internal SCChart operators

Proof The validity of Lemma 9.6 is proved as follows: First, syntactic correct-
ness is checked by comparing the syntax of each resulting expression τ(ωscc′)
with the syntax rules of the corresponding expression τ(ωscc) as specified in
Section 3.5. Second, the semantic correctness regarding the type system and
SOS transition rules is checked by comparing the semantics, type system, and
SOS transition rule of each resulting expression τ(ωscc) (see Section 3.5) with
the semantics, type system, and SOS transition rule of the corresponding ex-
pression τ(ωqrz) (see Section 3.3).

Illustrative Example for Lemma 9.6

As an example, below is the derived expression of the ST ALARM Quartz model5:

1 (!( xSENSOR_L) & !( xSENSOR_M) & !( xSENSOR_R)) | (xSENSOR_L &

xSENSOR_R)

5Both models, Quartz and SCChart, are included in Appendix C.27 and H.1.
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9.3.6. Immediate Transitions

This step covers the translation function for translating an immediate transi-
tion pattern in Quartz pnothing(ωqrz) to an immediate transition in SCCharts
σnothing(ωscc′).

Definition 9.7 (Translation of immediate transitions – Quartz-
to-SCChart). An immediate transition in Quartz pnothing(ωqrz) ∈
Pnothing(ωqrz) has the following pattern:

1 Σ1(pnothing(ωqrz)); σnothing(ωqrz); Σ2(pnothing(ωqrz));

This pattern is translated to an immediate transition σnothing(ωscc′) ∈
Σnothing(ωscc′) in SCCharts using the translation function t

Σnothing
qrz↦scc (pnothing(ωqrz)),

which is described by Algorithm 29.

Algorithm 29 Translate an immediate transition – Quartz-to-SCChart

Input: pnothing(ωqrz)
Output: σnothing(ωscc′)
Translation Function t

Σnothing
qrz↦scc (pnothing(ωqrz)):

σnothing(ωscc′) ←
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1(pnothing(ωqrz))
immediate go to Σ2(pnothing(ωqrz))
[final] state Σ2(pnothing(ωqrz))

⎫⎪⎪⎪⎬⎪⎪⎪⎭
▷ initial and final identifiers are optional and are used for the first and
last state

Correctness

To check the correctness of Definition 9.7, the following lemma is used.

Lemma 9.7. Let ωqrz be translated to ωscc′. Then,

t
Σnothing
qrz↦scc (pnothing(ωqrz)) translates pnothing(ωqrz) to σnothing(ωscc′) as
specified in Definition 9.7. σnothing(ωscc′) conforms to the syntax rules of
σnothing(ωscc) and preserves the SOS transition rules of pnothing(ωqrz).

Proof The validity of Lemma 9.7 is proved as follows: First, syntactic cor-
rectness is checked by comparing the syntax of σnothing(ωscc′) with the syntax
rules of σnothing(ωscc) as specified in Section 3.5. Second, the semantic correct-
ness is checked by comparing the SOS transition rules of σnothing(ωscc) (see
Section 3.5) with those of the sequence Σ1(σnothing(ωqrz)) ∶= σnothing(ωqrz),
σnothing(ωqrz), and Σ2(σnothing(ωqrz)) ∶= σnothing(ωqrz) (see Section 3.3).
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1 . . .
2 initial state S1

3 immediate go to S2

4 final state S2

5 . . .

Figure 9.5.: SCChart of Quartz sequence {S1; nothing; S2;} [WS22]

Illustrative Example for Lemma 9.7

As an example, Figure 9.5 shows an immediate transition from state S1 to
state S2. S1 is entered and left in the same macro step, because the nothing
statement does not change any variables or stop control flow [WS22].

9.3.7. Await

This step covers the translation function for translating await statement pat-
terns in Quartz P ϑ

await(ωqrz) to await transitions in SCCharts Σϑ
await(ωscc′).

Definition 9.8 (Translation of await statements – Quartz-to-
SCChart). A sequence containing an await statement in Quartz
pϑawait(ωqrz) ∈ P ϑ

await(ωqrz) has one of the following patterns:

• Await (ϑ = reg)
1 Σ1(p

reg
await(ωqrz)); σreg

await(ωqrz); Σ2(p
reg
await(ωqrz));

• Immediate await (ϑ = imm)

1 Σ1(p
imm
await(ωqrz)); σimm

await(ωqrz); Σ2(p
imm
await(ωqrz));

Each of these patterns is translated into a corresponding await transition
in SCCharts σϑ

await(ωscc′) ∈ Σϑ
await(ωscc′) using the translation function

t
Σawait
qrz↦scc(pϑawait(ωqrz)), which is described by Algorithm 30.

Correctness

To check the correctness of Definition 9.8, the following lemma is used.

Lemma 9.8. Let ωqrz be translated to ωscc′. Then, t
Σawait
qrz↦scc(pϑawait(ωqrz))

translates pϑawait(ωqrz) to σϑ
await(ωscc′) as specified in Definition 9.8.

σϑ
await(ωscc′) conforms to the syntax rules of σϑ

await(ωscc) and preserves
the SOS transition rules of pϑawait(ωqrz).

Proof The validity of Lemma 9.8 is proved as follows: First, syntactic cor-
rectness is checked by comparing the syntax of σϑ

await(ωscc′) with the syntax
rules of σϑ

await(ωscc) as specified in Section 3.5. Second, the semantic cor-
rectness is checked by comparing the SOS transition rules of σϑ

await(ωscc) (see
Section 3.5) with those of the sequence Σ1(pϑawait(ωqrz)) ∶= σnothing(ωqrz),
σϑ
await(ωqrz), and Σ2(pϑawait(ωqrz)) ∶= σnothing(ωqrz) (see Section 3.3).
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Algorithm 30 Translate await statement – Quartz-to-SCChart

Input: pϑawait(ωqrz)
Output: σϑ

await(ωscc′)
Translation Function t

Σawait
qrz↦scc(pϑawait(ωqrz)):

if ϑ = reg then

σreg
await(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

[initial] state Σ1(pregawait(ωqrz))
if λb(σreg

await(ωqrz)) abort to

Σ2(pregawait(ωqrz))
[final] state Σ2(pregawait(ωqrz))

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭
end
if ϑ = imm then

σimm
await(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

[initial] state Σ1(pimm
await(ωqrz))

immediate if λb(σimm
await(ωqrz)) abort

to Σ2(pimm
await(ωqrz))

[final] state Σ2(pimm
await(ωqrz))

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭
end
▷ initial and final identifiers are optional and are used for the first and
last state

Illustrative Examples for Lemma 9.8

As an example, Figure 9.6 shows a regular await statement, where the transi-
tion from state S1 to state S2 becomes active in the next macro step after S1
is entered. In contrast, Figure 9.7 shows an immediate await statement, where
the transition from state S1 to state S2 becomes active in the same macro step
when S1 is entered [WS22] (if Boolean condition a is true).

1 . . .
2 initial state S1

3 if a abort to S2

4 final state S2

5 . . .

Figure 9.6.: SCChart of Quartz sequence {S1; await(a); S2;} [WS22]

1 . . .
2 initial state S1

3 immediate if a abort to S2

4 final state S2

5 . . .

Figure 9.7.: SCChart of Quartz sequence {S1; immediate await(a); S2;}
[WS22]
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9.3.8. Pause

This step covers the translation function for translating pause statement pat-
terns in Quartz Ppause(ωqrz) to pause transitions in SCCharts Σpause(ωscc′).

Definition 9.9 (Translation of pause statements – Quartz-to-
SCChart). A pause statement ppause(ωqrz) ∈ Ppause(ωqrz) is translated
to a pause transition in SCCharts σpause(ωscc′) ∈ Σpause(ωscc′) using

t
Σpause
qrz↦scc(ppause(ωqrz)), where t

Σpause
qrz↦scc(ppause(ωqrz)) = tΣawait

qrz↦scc(p
reg
await(ωqrz))

⇐⇒ λb(σreg
await(ωqrz)) = true.

Correctness

To check the correctness of Definition 9.9, the following lemma is used.

Lemma 9.9. Lemma 9.8 is also valid for pause statements, if
λb(σreg

await(ωqrz)) = true.

Proof Lemma 9.9 is valid, because a pause statement is never instanta-
neous. It consumes a logical unit of time. Therefore, both Quartz statements,
pause and wait(true), are equivalent, as confirmed by Schneider [Sch09] and
demonstrated in the example below [WS22].

Illustrative Examples for Lemma 9.9

As an example, Figure 9.8 shows a await(true) transition in the resulting
SCChart. In contrast, Figure 9.9 shows a pause transition in the resulting
SCChart. Both resulting SCCharts are equivalent.

1 . . .
2 initial state S1

3 if true abort to S2

4 final state S2

5 . . .

Figure 9.8.: SCChart of Quartz sequence {S1; await(true); S2;} [WS22]

1 . . .
2 initial state S1

3 abort to S2

4 final state S2

5 . . .

Figure 9.9.: SCChart of Quartz sequence {S1; pause; S2;} [WS22]
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9.3.9. Assignments

This step covers the translation function for translating assignment patterns
in Quartz models P ϑ

ass(ωqrz) to sequences including assignments in SCCharts
Σseq(ωscc′).

Definition 9.10 (Translation of assignments – Quartz-to-SCChart).
A sequence including an immediate assignment and a delayed assignment in
Quartz pϑass(ωqrz) ∈ P ϑ

ass(ωqrz) has one of the following patterns:

• Immediate Assignment (ϑ = imm)

1 σimm
ass (ωqrz); Σ1(p

imm
ass (ωqrz));

• Delayed Assignment (ϑ = del)
1 σdel

ass(ωqrz); σpause(ωqrz)); Σ1(p
del
ass(ωqrz));

Each of these patterns is translated to a corresponding sequence includ-
ing assignment in SCCharts Σseq(ωscc′) using the translation function

t
Σass
qrz↦scc(pϑass(ωqrz)), which is described by Algorithm 31.

Algorithm 31 Translate assignment – Quartz-to-SCChart

Input: pϑass(ωqrz)
Output: Σseq(ωscc′)
Translation Function t

Σass
qrz↦scc(pϑass(ωqrz)):

if ϑ = imm then

Σseq(ωscc′) ← {
immediate do σimm

ass (ωqrz) go to Σ1(pimm
ass (ωqrz))

[final] state Σ1(pimm
ass (ωqrz))

}

end
if ϑ = del then

Σseq(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

state Σp,1 "pause" {
initial state Σ00 ""

do lhs(σdel
ass(ωqrz))) = pre(rhs(σdel

ass(ωqrz))))
abort to Σ01

final state Σ01 ""

}
immediate [do rhs(pdelass(ωqrz)) = . . . ] join

to Σ1(pdelass(ωqrz))
[final] state Σ1(pdelass(ωqrz))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
▷ lhs(σdel

ass(ωqrz))) without next keyword

end
▷ initial and final identifiers are optional and are used for the first and
last state
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Correctness

To check the correctness of Definition 9.10, the following lemmas are used.

Lemma 9.10. Let ωqrz be translated to ωscc′. Then, t
Σass
qrz↦scc(pϑass(ωqrz))

translates pimm
ass (ωqrz) to Σseq(ωscc′) as specified in Definition 9.10.

Σseq(ωscc′) conforms to the syntax rules of Σseq(ωscc) and preserves the
SOS transition rules of pimm

ass (ωqrz).

Proof The validity of Lemma 9.10 is proved as follows: First, the syntactic
correctness is checked by comparing the syntax of Σseq(ωscc′) with the syntax
rules of Σseq(ωscc) as specified in Section 3.5, considering the do prefix of
assignments. Second, the semantic correctness is checked by comparing the
SOS transition rules of Σseq(ωscc) (see Section 3.5) with those of the sequence
σimm
ass (ωqrz) and Σ1(pimm

ass (ωqrz)) ∶= σnothing(ωqrz) (see Section 3.3).

Illustrative Examples for Lemma 9.10

As an example, Figure 9.10 shows an immediate assignment, where a is in-
stantaneously set to b [WS22].

1 . . .
2 initial state S1

3 immediate do a=b go to S2

4 final state S2

5 . . .

Figure 9.10.: SCChart of Quartz sequence {S1; a=b; S2;} [WS22]

Lemma 9.11. Let ωqrz be translated to ωscc′. Then, t
Σass
qrz↦scc(pϑass(ωqrz))

translates pdelass(ωqrz) to Σseq(ωscc′) as specified in Definition 9.10.
Σseq(ωscc′) conforms to the syntax rules of Σseq(ωscc) and preserves the
SOS transition rules of pdelass(ωqrz).

Proof The validity of Lemma 9.11 is proved as follows: First, the syntac-
tic correctness is checked by comparing the syntax of Σseq(ωscc′) with the
syntax rules of Σseq(ωscc) as specified in Section 3.5, considering the pre op-
erator in SCCharts applied in [WS22] and do prefix of assignments. Second,
the semantic correctness is checked by comparing the SOS transition rules of
Σseq(ωscc) (see Section 3.5) with those of the sequence σdel

ass(ωqrz), σpause(ωqrz),
and Σ1(pdelass(ωqrz)) ∶= σnothing(ωqrz) (see Section 3.3).
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Illustrative Examples for Lemma 9.11

As an example, Figure 9.11 shows a delayed assignment, where a is instanta-
neously set to 1 and in the next macro step, b is set to 1, although a is set to
2 in the same macro step [WS22].

1 . . .
2 initial state S1

3 immediate do a =1 go to S

4 state S "pause" {

5 initial state S0 ""

6 do b = pre(a) abort to

S1

7 final state S1 ""

8 }

9 immediate do a=2 join to

S2

10 final state S2

11 . . .

Figure 9.11.: SCChart of Quartz sequence {S1; a=1; next(b)=a; pause; a=2;

S2;} [WS22]

9.3.10. Synchronous Concurrency

This step covers the translation function for translating synchronous concur-
rency in Quartz Σconc(ωqrz) to parallel regions in SCCharts Σconc(ωscc′).

Definition 9.11 (Translation of synchronous concurrency – Quartz-
to-SCChart). Synchronous concurrency in Quartz Σconc(ωqrz) has the fol-
lowing pattern:

1 Σ1(ωqrz); || . . . || Σn(ωqrz);

This pattern is translated to parallel regions in SCCharts Σconc(ωscc′) using the
translation function t

Σconc
qrz↦scc(Σconc(ωqrz)), which is described by Algorithm 32.

Algorithm 32 Translate synchronous concurrency – Quartz-to-SCChart

Input: Σconc(ωqrz)
Output: Σconc(ωscc′)
Translation Function t

Σconc
qrz↦scc(Σconc(ωqrz)):

Σconc(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

region:

initial state Σ1(Σconc(ωqrz))
. . .
region:

initial state Σn(Σconc(ωqrz))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭
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Correctness

To check the correctness of Definition 9.11, the following lemma is used.

Lemma 9.12. Let ωqrz be translated to ωscc′. Then, t
Σconc
qrz↦scc(Σconc(ωqrz))

translates Σconc(ωqrz) to Σconc(ωscc′) as specified in Definition 9.11.
Σconc(ωscc′) conforms to the syntax rules of Σconc(ωscc) and preserves the
SOS transition rules of Σconc(ωqrz).

Proof The validity of Lemma 9.12 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of Σconc(ωscc′) with
the syntax rules of Σconc(ωscc) as specified in Section 3.5, where n = 2. Second,
the semantic correctness is proved by comparing the SOS transition rules of
Σconc(ωscc) (see Section 3.5) with those of Σconc(ωqrz) (see Section 3.3), where
n = 2.

Illustrative Example for Lemma 9.12

As an example, Figure 9.12 shows synchronous concurrency of states S1, S2,
S3, and Sn. At the macro steps, the statements in the regions are synchronized
and can interact. Any abort statements will affect all parallel regions. The
synchronous concurrency terminates as soon as the last of the parallel regions
terminates [WS22].

1 . . .
2 region:

3 initial state S1

4 region:

5 initial state S2

6 region:

7 initial state S3

8 region:

9 initial state Sn

10 . . .

Figure 9.12.: SCChart of Quartz sequence {S1; || S2; || S3; || Sn;} [WS22]

9.3.11. Loops

This step covers the translation function for translating loop variants in Quartz
P ϑ
loop(ωqrz) to loop variants in SCCharts Σϑ

loop(ωscc′)).

Definition 9.12 (Translation of loops – Quartz-to-SCChart). A loop
in Quartz has one of the following patterns pϑloop(ωqrz) ∈ P ϑ

loop(ωqrz):

• Head-controlled loop (ϑ = head, Σ1(pheadloop (ωqrz)) ∶= Σ(σhead
loop (ωqrz)))

1 σhead
loop (ωqrz); Σ2(p

head
loop (ωqrz));
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• Foot-controlled loop (ϑ = foot, Σ1(pfootloop (ωqrz)) ∶= Σ(σfoot
loop (ωqrz)))

1 σfoot
loop
(ωqrz); Σ2(p

foot
loop
(ωqrz));

• Infinite loop (ϑ = inf , Σ1(pinfloop(ωqrz)) ∶= Σ(σinf
loop(ωqrz)))

1 σinf
loop
(ωqrz); Σ2(p

foot
loop
(ωqrz));

Each of these patterns is translated to a corresponding loop in SCCharts

σϑ
loop(ωscc′) ∈ Σϑ

loop(ωscc′) using the translation function t
Σloop
qrz↦scc(pϑloop(ωqrz)),

which is described by Algorithm 33.

Correctness

To check the correctness of Definition 9.12, the following lemma is used.

Lemma 9.13. Let ωqrz be translated to ωscc′. Then, t
Σloop
qrz↦scc(pϑloop(ωqrz))

translates pϑloop(ωqrz) to σϑ
loop(ωscc′) as specified in Definition 9.12.

σϑ
loop(ωscc′) conforms to the syntax rules of σϑ

loop(ωscc) and preserves the

SOS transition rules of pϑloop(ωqrz).

Proof The validity of Lemma 9.13 is proved as follows: First, the syntactic
correctness is checked by comparing the resulting syntax of σϑ

loop(ωscc′) with
the syntax rules of σϑ

loop(ωscc) as specified in Section 3.5, considering nesting
of statements. Second, the semantic correctness is checked by comparing the
SOS transition rules of Σϑ

loop(ωscc) (see Section 3.5) with those of the sequence

σϑ
loop(ωqrz) and Σ2(pϑloop(ωqrz)) ∶= σnothing(ωqrz) (see Section 3.3).

Illustrative Examples for Lemma 9.13

As an example, Figure 9.13 shows a head-controlled loop σhead
loop (ωqrz), where

S1 immediately switches to a final state where a Boolean condition a is checked
before the other statements S1 are executed. In contrast, Figure 9.14 shows a
foot-controlled loop σfoot

loop (ωqrz), where the statement S1 is executed and the
Boolean condition a is ignored. After S1 has been terminated, a is checked. If a
is true then S1 is executed again, otherwise S1 is not executed again [WS22].
Figure 9.14 illustrates an infinite loop, that executes statement S1 without
checking a Boolean condition. Consequently, this loop variant represents a
special case of the foot-controlled loop σfoot

loop (ωqrz) for which it can be assumed

that the termination condition is never true6 [WS22].

6!a = false, because a is always true
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Algorithm 33 Translate loop – Quartz-to-SCChart

Input: pϑloop(ωqrz)
Output: σϑ

loop(ωscc′)
Translation Function t

Σloop
qrz↦scc(pϑloop(ωqrz)):

if ϑ = head then

σhead
loop (ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σhead
loop (ωqrz)){

initial state Σ1

immediate go to Σ2

final state Σ2

immediate if λb(σhead
loop (ωqrz) go to . . .

. . .
}
immediate if !(λb(σhead

loop (ωqrz))) join

to Σ2(pheadloop (ωqrz))
[final] state Σ2(pheadloop (ωqrz))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end
if ϑ = foot then

σfoot
loop (ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σfoot
loop (ωqrz)){

initial state Σ1

. . .
final state Σn

immediate if λb(σfoot
loop (ωqrz)) go to Σ1

}
immediate if !(λb(σfoot

loop (ωqrz))) join

to Σ2(pfootloop (ωqrz))
[final] state Σ2(pfootloop (ωqrz))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end
if ϑ = inf then

σinf
loop(ωscc′) ← σfoot

loop (ωscc′) ⇐⇒ λb(σfoot
loop (ωqrz)) = true

end
▷ initial and final identifiers are optional and are used for the first and
last state

9.3.12. Halt

This step covers the translation function for translating halt statements in
Quartz Σhalt(ωqrz) to halt statements in SCCharts Σhalt(ωscc′).

Definition 9.13 (Translation of halt statements – Quartz-to-
SCChart). A halt statement in Quartz σhalt(ωqrz) ∈ Σhalt(ωqrz) is
translated to a halt statement in SCCharts σhalt(ωscc′) ∈ Σhalt(ωscc′) using

tΣhalt
qrz↦scc(σhalt(ωqrz)), where tΣhalt

qrz↦scc(σhalt(ωqrz)) = t
Σloop
qrz↦scc(σinf

loop(ωqrz)) ⇐⇒
Σ(σinf

loop(ωqrz)) = pause.
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1 . . .
2 initial state S1{

3 initial final state S1 ""

4 immediate if a go to S2

5 . . .
6 }

7 immediate if !a join to S2

8 final state S2

9 . . .

Figure 9.13.: SCChart of Quartz sequence {while(a){S1;} S2;} [WS22]

1 . . .
2 initial state S1{

3 initial state S1 ""

4 . . .
5 final state S3 ""

6 immediate if a go to S1

7 }

8 immediate if !a join to S2

9 final state S2

10 . . .

Figure 9.14.: SCChart of Quartz sequence {do S1; while(a); S2;} [WS22]

1 . . .
2 initial state S1{

3 initial state S1

4 . . .
5 final state S3 ""

6 immediate go to S1

7 }

8 . . .

Figure 9.15.: SCChart of Quartz sequence {loop S;} [WS22]

Correctness

To check the correctness of Definition 9.13, the following lemma is used.

Lemma 9.14. Lemma 9.13 is also valid for halt statements Σhalt(ωqrz),
if Σ(σinf

loop(ωqrz)) = pause.

Proof Lemma 9.14 is valid, because the halt statement represents an infinite
loop executing a pause statement that consumes one logical unit of time per
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iteration. Consequently, the halt statement never terminates [WS22]. There-
fore, both Quartz statements, halt and loop{pause;}, are equivalent, as
demonstrated in the illustrative example below and confirmed by Schneider
[Sch09].

Illustrative Examples for Lemma 9.14

As an example, Figure 9.16 shows a halt statement realized as infinite loop. In
contrast, Figure 9.17 shows a halt statement with a resulting state that never
terminates [WS22].

1 . . .
2 initial state S1 ""

3 abort to S2

4 final state S2 ""

5 immediate go to S1

6 . . .

Figure 9.16.: SCChart of Quartz sequence {loop{pause;}} [WS22]

1 . . .
2 initial state S1 ""

3 . . .

Figure 9.17.: SCChart of Quartz sequence {halt;} [WS22]

9.3.13. Abort

This step covers the translation function for translating abort statement pat-
terns in Quartz P ϑ

abort(ωqrz) to abort transitions in SCCharts Σϑ
abort(ωscc′).

Definition 9.14 (Translation of abort statements – Quartz-to-
SCChart). An abort statement in Quartz has one of the following patterns
pϑabort(ωqrz) ∈ P ϑ

abort(ωqrz):
• Abort (ϑ = reg, Σ1(pregabort(ωqrz)) ∶= Σ(σreg

abort(ωqrz)))
1 σreg

abort
(ωqrz); Σ2(p

reg
abort

(ωqrz));

• Immediate abort (ϑ = imm, Σ1(pimm
abort(ωqrz)) ∶= Σ(σimm

abort(ωqrz)))
1 σimm

abort(ωqrz); Σ2(p
imm
abort(ωqrz));

Each of these patterns is translated to a corresponding abort transition
in SCCharts σϑ

abort(ωscc′) ∈ Σϑ
abort(ωscc′) using the translation function

t
Σabort
qrz↦scc(pϑabort(ωqrz)), which is described by Algorithm 34.
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Algorithm 34 Translate abort – Quartz-to-SCChart

Input: pϑabort(ωqrz)
Output: σϑ

abort(ωscc′)
Translation Function t

Σabort
qrz↦scc(pϑabort(ωqrz)):

if ϑ = reg then

σreg
abort(ωscc′) ←

⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1(pregabort(ωqrz))
if λb(σreg

abort(ωqrz)) abort to Σ2(pregabort(ωqrz))
[final] state Σ2(pregabort(ωqrz))

⎫⎪⎪⎪⎬⎪⎪⎪⎭
end
if ϑ = imm then

σimm
abort(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

[initial] state Σ1(pimm
abort(ωqrz))

immediate if λb(σimm
abort(ωqrz)) abort

to Σ2(pimm
abort(ωqrz))

[final] state Σ2(pimm
abort(ωqrz))

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭
end
▷ initial and final identifiers are optional and are used for the first and
last state

Correctness

To check the correctness of Definition 9.14, the following lemma is used.

Lemma 9.15. Let t
Σabort
qrz↦scc(pϑabort(ωqrz)) translate pϑabort(ωqrz) to

σϑ
abort(ωscc′) as specified in Definition 9.14. Then, σϑ

abort(ωscc′) conforms
to the syntax rules of σϑ

abort(ωscc) and preserves the SOS transition rules
of pϑabort(ωqrz).

Proof The validity of Lemma 9.15 is proved as follows: First, the syntac-
tic correctness is checked by comparing the resulting syntax of σϑ

abort(ωscc′)
with the syntax rules of σϑ

abort(ωscc) as specified in Section 3.5). Second,
the semantic correctness is checked by comparing the SOS transition rules
of σϑ

abort(ωscc) (see Section 3.5) with those of the sequence σϑ
abort(ωqrz) and

Σ2(pϑabort(ωqrz)) ∶= σnothing(ωqrz) (see Section 3.3).

Illustrative Examples for Lemma 9.15

As an example, Figure 9.18 shows a resulting regular abort transition from S1

to S2. In contrast, Figure 9.19 shows a resulting immediate abort transition
from S1 to S2 [WS22].

9.3.14. Conditions

This step covers the translation function for translating condition patterns in
Quartz P ϑ

cond(ωqrz) to condition variants in SCCharts Σϑ
cond(ωscc′).

178



9.3. From Quartz Models to SCCharts

1 . . .
2 initial state S1

3 if a abort to S2

4 final state S2

5 . . .

Figure 9.18.: SCChart of Quartz sequence {abort S1; when(a); S2;} [WS22]

1 . . .
2 initial state S1

3 immediate if a abort to S2

4 final state S2

5 . . .

Figure 9.19.: SCChart of Quartz sequence {immediate abort S1; when(a);

S2;} [WS22]

Definition 9.15 (Translation of conditions – Quartz-to-SCChart).
A condition in Quartz has one of the following patterns pϑcond(ωqrz) ∈
P ϑ
cond(ωqrz):

• if condition ϑ = it)
1 Σ1(σ

it
cond(ωqrz)) if(λb

(σit
cond(ωqrz))){ Σ2(σ

it
cond(ωqrz)) } Σ3(σ

it
cond(ωqrz))

• if-else condition ϑ = ite)
1 Σ1(σ

ite
cond(ωqrz)) if(λb

(σite
cond(ωqrz))){ Σ2(σ

ite
cond(ωqrz)) }else{ Σ3(σ

ite
cond(ωqrz))

} Σ4(σ
ite
cond(ωqrz))

Each of these patterns is translated to a corresponding condition in SCCharts

σϑ
cond(ωscc′) ∈ Σϑ

cond(ωscc′) using the translation function t
Σcond
qrz↦scc(pϑcond(ωqrz)),

which is described by Algorithm 35.

Correctness

To check the correctness of Definition 9.15, the following lemma is used.

Lemma 9.16. t
Σcond
qrz↦scc(pϑcond(ωqrz)) translates pϑcond(ωqrz) to σϑ

cond(ωscc′)
as specified in Definition 9.15. σϑ

cond(ωscc′) conforms to the syntax rules
of σϑ

cond(ωscc) and preserves the SOS transition rules of pϑcond(ωqrz).

Proof The validity of Lemma 9.16 is proved as follows: First, the syntac-
tic correctness is checked by comparing the resulting syntax of σϑ

cond(ωscc′)
with the syntax rules of σϑ

cond(ωscc) as specified in Section 3.5. Second, the
semantic correctness is checked by comparing the SOS transition rules of
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Algorithm 35 Translate condition – Quartz-to-SCChart

Input: pϑcond(ωqrz)
Output: σϑ

cond(ωscc′)
Translation Function t

Σcond
qrz↦scc(pϑcond(ωqrz)):

if ϑ = it then

σit
cond(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σit
cond(ωqrz))

immediate if λb(σit
cond(ωqrz)) go

to Σ2(σit
cond(ωqrz))

immediate if !(λb(σit
cond(ωqrz)) go

to Σ3(σit
cond(ωqrz))

state Σ2(σit
cond(ωqrz))

immediate go to Σ3(σit
cond(ωqrz))

[final] state Σ3(σit
cond(ωqrz))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end
if ϑ = del then

σite
cond(ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σite
cond(ωqrz))

immediate if λb(σite
cond(ωqrz)) go

to Σ2(σite
cond(ωqrz))

immediate if !(λb(σite
cond(ωqrz)) go

to Σ3(σite
cond(ωqrz))

state Σ2(σite
cond(ωqrz))

immediate go to Σ4(σite
cond(ωqrz))

state Σ3(σite
cond(ωqrz))

immediate go to Σ4(σite
cond(ωqrz))

[final] state Σ4(σite
cond(ωqrz))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
end
▷ initial and final identifiers are optional and are used for the first and
last state

σit
cond(ωscc) (see Section 3.5) with those of the sequence Σ1(σit

cond(ωqrz)) ∶=
σnothing(ωqrz), σit

cond(ωqrz), and Σ3(σit
cond(ωqrz)) ∶= σnothing(ωqrz) for pattern

1 (see Section 3.3), and by comparing the SOS transition rules of σite
cond(ωscc)

(see Section 3.5) with those of the sequence Σ1(σite
cond(ωqrz)) ∶= σnothing(ωqrz),

σite
cond(ωqrz), and Σ4(σite

cond(ωqrz)) ∶= σnothing(ωqrz) for pattern 2 (see Sec-
tion 3.3).

Illustrative Examples for Lemma 9.16

As an example, Figure 9.20 shows an if condition where state S2 is executed
if condition a is true. Figure 9.21 shows an if-else condition, where state S2

is executed if condition a is true, and state S3 is executed otherwise.

9.3.15. Sequences

This step covers the translation function for translating sequences in Quartz
models Σseq(ωqrz) and Quartz patterns P (ωqrz) to sequences in SCCharts
Σseq(ωscc′).
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1 . . .
2 initial state S1

3 immediate if a go to S2

4 immediate if !a go to S3

5 state S2

6 immediate go to S4

7 state S3

8 immediate go to S4

9 final state S4

10 . . .

Figure 9.20.: SCChart of Quartz sequence {S1; if(a) S2; S3;} [WS24a]

1 . . .
2 initial state S1{

3 initial state S1

4 . . .
5 final state S3 ""

6 immediate go to S1

7 }

8 . . .

Figure 9.21.: SCChart of Quartz sequence {S1; if(a) S2; else S3; S4;}
[WS22]

Definition 9.16 (Translation of sequences – Quartz-to-SCChart). Let
Σseq(ωqrz) be a set of Quartz statements and P (ωqrz) a set of Quartz patterns
that are translated to a set of SCChart statements Σseq(ωscc′) according to the
Definition 9.7, 9.8, 9.9, 9.10, 9.11, 9.12, 9.13, 9.14, and 9.15. The translation

function t
Σseq
qrz↦scc(Σseq(ωscc′)) inserts σi(ωscc′) ∈ Σseq(ωscc′) to ωscc′, following

the process described by Algorithm 36, where i ≥ 0.

Algorithm 36 Add sequence – Quartz-to-SCChart

Input: Σseq(ωscc′)
Output: ωscc′

Translation Function t
Σseq
qrz↦scc(Σseq(ωscc′)):

forall σi ∈ Σseq(ωscc′) do
if i > 0 then

ωscc′ ← {
immediate [go|join] to σi
[final] state σi

}
▷ add σi to the position w.r.t. its

execution order, use join for states that contain states (otherwise
go), and add final identifier in last state

else

ωscc′ ← { initial state σi }
end

end

181



Chapter 9: Control-Flow Oriented SCCharts of POU-Based Quartz Models

Correctness

To check the correctness of Definition 9.16, the following lemma is used.

Lemma 9.17. Let Σseq(ωscc′) be syntactically correct. Then,

t
Σseq
qrz↦scc(Σseq(ωscc′)) inserts each translated statement σi ∈ Σseq(ωscc′) to
ωscc′. The resulting SCChart ωscc′ conforms to the syntax rules of ωscc and
preserves the SOS transition rules of ωqrz.

Proof The validity of Lemma 9.17 is proved as follows: First, syntactic cor-
rectness is checked by comparing the resulting syntax of Σseq(ωscc′) with the
syntax rules of Σseq(ωscc) as specified in Section 3.5 using induction on the
number of statements to be added Σseq(ωscc′):

1. Base Case: When Σseq(ωscc′) = ∅, there are no statements to be added,
which conforms to the syntax rules of δω(ωscc).

2. Induction Hypothesis: The lemma holds for any set of statements to
be added Σseq(ωscc′).

3. Inductive Step: Adding a statement results in a statement to be added
that conforms to the syntax rules Σseq(ωscc) in both scenarios i = 0 and
i > 0, because the syntactic correctness of this statement to be added
has been proven in the appropriate section.

Second, the overall semantic correctness is given by the individual semantic
correctness of each inserted statement.

Illustrative Examples for Lemma 9.17

As an example, Figure 9.22 shows a sequence of inserted statements S1, S2,
S3, and Sn. Switching between statements does not consume time, and if the
individual statements terminate instantaneously, the sequence also terminates
instantaneously [WS22]. In addition, switching of sequences containing other
sequences (such as S2) is indicated by the green triangle [WS22].

1 . . .
2 initial state S1

3 immediate go to S2

4 state S2 { . . . }

5 immediate join to S3

6 state S3

7 immediate go to Sn

8 final state Sn

9 . . .

Figure 9.22.: SCChart of Quartz sequence {S1; S2; S3; Sn;} [WS22]
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9.4. SCChart Optimization

This section defines optimization strategies Tscc↦scc(ωscc) for a resulting
Quartz-based SCChart ωscc′ ∈ Ωscc that are derived from related work in the
context of synthesized safe state machines from Esterel [PTH06].

9.4.1. Flattening Hierarchy

This step covers the strategy for flattening the state hierarchy, where the
focus is on removing surrounding states, which contain a single initial state
that optionally followed by other states [PTH06].

Definition 9.17 (Optimization of hierarchy – Quartz-to-SCChart).
A surrounding state in Quartz-based SCCharts, which contains a single initial
state that optionally followed by other states has one of the following patterns:

• Pattern 1: Initial state only

1 initial state Sx{ initial state Sy{ . . . } }

• Pattern 2: Initial state with one other state

1 initial state Sx{

2 initial state Sy

3 . . . to Sz

4 [final] state Sz{ . . . } }

In both scenarios, the surrounding state is removed as follows, using a trans-

lation denoted as t
Σhierarchy
scc↦scc (Σ(ωscc)):

• Pattern 1: Initial state only

1 initial state Sy "Sx + Sy"{ . . . }

• Pattern 2: Initial state with one other state

1 initial state Sy "Sy + Sx"

2 . . . to Sz

3 [final] state Sz{ . . . } }

Correctness

To check the correctness of Definition 9.17, the following lemma is used.

Lemma 9.18. Removing the surrounding state following Definition 9.17
does not change the conditions for the termination or transition behavior
of the Quartz-based SCChart.
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Proof Lemma 9.18 is valid, because the transition from an initial state to an-
other state contains only the immediate transition, which executes the nothing
statement. If only the initial state is available, no transition is executed. Addi-
tionally, this is confirmed by manually comparing the synthesized Sequentially
Constructive Graphs [Han+13] of both models (with and without hierarchy op-
timization) using KIELER, e.g., for the following illustrative example, where
additional temporary variables that are immediately assigned are ignored.

Illustrative Example for Lemma 9.18

As an example, Figure 9.23 illustrates pattern 2 before optimization and Fig-
ure 9.24 illustrates pattern 2 after optimization, where the surrounding state
Sx is removed.

1 . . .
2 initial state Sx{

3 initial state Sy

4 immediate abort to Sz

5 final state Sz

6 }

7 . . .

Figure 9.23.: SCChart before hierarchy optimization (Pattern 2)

1 . . .
2 initial state Sy "Sy + Sx"

3 immediate abort to Sz

4 final state Sz

5 . . .

Figure 9.24.: SCChart after hierarchy optimization (Pattern 2)

9.4.2. Removing States

This step covers the strategy for removing states, where the focus is on states
without internal actions [PTH06].

Definition 9.18 (Optimization of states – Quartz-to-SCChart). A
state in Quartz-based SCCharts can be removed under the following conditions

using the translation function denoted as t
Σstate
scc↦scc(Σ(ωscc)):

• The state is an initial state, has no internal actions, and has only one
outgoing immediate transition without condition and action.

• The state has no internal actions and has only one outgoing immediate
transition without condition and action. The incoming transition of the
subsequent state is redirected accordingly.
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• The state has no internal actions, only one incoming immediate tran-
sition without condition, and one outgoing transition without condition.
The incoming transition of the subsequent state is redirected accordingly,
and actions are combined.

• The state is a final state, has no internal actions, and has no outgoing
transitions.

Correctness

To check the correctness of Definition 9.18, the following lemma is used.

Lemma 9.19. Removing states following Definition 9.18 does not change
the conditions for the termination or transition behavior of the Quartz-
based SCChart.

Proof Lemma 9.19 is valid, because the considered states contain only im-
mediate outgoing transitions (which execute the nothing statement) or no
outgoing transitions. Additionally, this is confirmed by manually comparing
the synthesized Sequentially Constructive Graph of both models (with and
without state optimization) using KIELER, e.g., for the following illustrative
example, where additional temporary variables that are immediately assigned
are ignored.

Illustrative Example for Lemma 9.19

As an example, Figure 9.25 illustrates all scenarios before optimization and
Figure 9.26 after optimization.

1 . . .
2 initial state Sa

3 immediate go to Sb

4 state Sb{ . . . }

5 join to Sc

6 state Sc

7 immediate do f = true go

to Sd

8 state Sd{ . . . }

9 join to Se

10 final state Se

11 . . .

Figure 9.25.: SCChart before state optimization

9.5. Experimental Results

The applicability of the introduced Quartz code refactoring and transforma-
tion to control-flow oriented SCCharts is evaluated with the Quartz models
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1 . . .
2 initial state Sb{ . . . }

3 do f = true join to Sd

4 final state Sd{ . . . }

5 . . .

Figure 9.26.: SCChart after state optimization

listed in Table 9.1. For evaluation purposes, the expected SCCharts are man-
ually implemented in KIELER and the refactoring and translation functions
as a prototype in PLCreX , resulting in the overall test strategy shown in Fig-
ure 9.27. Similar to the previous chapters, the correctness of the automatically
generated control-flow oriented SCCharts is verified in two ways: (1) manual
reviews are used to identify differences between the expected SCCharts and the
automatically generated SCCharts, and (2) the built-in compilers of KIELER
and Averest are used to verify the syntactic correctness of the refactored and
automatically generated models.

Averest KIELER

PLCreX

KIELER

review

compile compile

(generated automatically)(implemented manually)

(implemented manually)

PLCreX
(implemented manually)

PLCreX
(implemented manually)

compile

(generated automatically)

Figure 9.27.: Test strategy to evaluate the Quartz-to-SCChart transformation in-
cluding optimization and Quartz code refactoring

Both tests passed for all examples (ignoring minor formatting differences be-
tween manually implemented and automatically generated SCCharts), with
the following warnings:

• Supported operators: According to Lemma 9.6, only a subset of the
considered Quartz expressions can be translated to corresponding in-
ternal SCChart expressions. Therefore, the example arithmetic opera-
tors throws a warning for affected expression. Affected expressions are
skipped during translation.

• Supported data types: According to Lemma 9.5, only a subset of the
considered Quartz data types can be translated to corresponding SC-
Chart data types. Therefore, the example data types and fields throws a
warning for affected declarations. Affected declarations and expressions
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Table 9.1.: Set of examples and test results to evaluate the applicability of the
introduced Quartz-to-SCChart transformation

Model Source ωqrz ωscc Result

Alarm function [Sch19] C.2 H.1 passed
Foot-controlled loop self C.13 H.2 passed
Head-controlled loop self C.14 H.3 passed

Arithmetic operators self C.5 H.4
passed with
warnings

RS-Flip-Flop [GDV14] C.23 H.5 passed
2-of-3 logic function [Sch19] C.1 H.6 passed
Boolean operators self F.7 H.7 passed

Data types and fields self F.9 H.8
passed with
warnings

KV Diagram optimized Chart [Kar18] F.12 H.9 passed
Left detection [Sch19] F.13 H.10 passed

Roll Down Shutters [AG20] F.17 H.11 passed
Thermometer Code System [Bub17] F.27 H.12 passed

Toggle Switch 4x [Bub17] F.28 H.13 passed

are skipped during translation.

Based on the experimental results in Table 9.1, it can be concluded that the
introduced refactoring and translation functions are applicable and lead to
correct SCCharts intended for an alternative model view. As a full exam-
ple, Figure 9.28 demonstrates the different steps from refactoring the initial
Quartz model (see Figure 9.28a and Figure 9.28a), to the transformation into a
control-flow oriented SCChart with subsequent optimization (see Figure 9.28d)
using an FBD-based Quartz example introduced in [WS22]7.

9.6. Summary

This chapter introduced a Quartz code refactoring and transformation to
control-flow oriented SCCharts. For this purpose, a code refactoring, individ-
ual translation functions, and optimizations were defined, whose applicability
was demonstrated using a set of Quartz examples. Based on the presented
lemmas and experimental results, the following theorem encapsulates the en-
tire transformation:

Theorem 9.1 (Quartz-to-SCChart Translation). Let Tqrz↦qrz(ωqrz)
be the code refactoring of ωqrz, Tqrz↦scc(ωqrz) be the model transformation
of ωqrz to ωscc′ , and Tscc↦scc(ωscc′) be the model optimization of ωscc′

as introduced in this chapter. Then, the resulting control-flow oriented
SCChart ωscc′ :

7Note that S0 is empty, which is why it does not appear in the resulting SCChart.
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1. Conforms to the syntax rules of ωscc

2. Preserves the semantics of ωqrz

3. Contains constructs corresponding to the constructs of ωqrz and pre-
serves the intended functionality of ωqrz under the following condi-
tions:

• no imported Quartz models

• ∆idcl(ωqrz) =∆in(ωqrz) ∪∆out(ωqrz) ∪∆inout(ωqrz)
• ∆vdcl(ωqrz) =∆local(ωqrz)
• ∀α[+](ωqrz) ∶ α[+] ∈ {αbool

bv , αint
i , αdint

i , αuint
i , αdur, α

+}, where
αdur can be treated as an bounded integer and is specified in
milliseconds

• ∀τ(ωqrz) ∶ τ ∈ {emit(π), τ cstmisc, τ
id
misc, τ

π,η,λ
misc , τ

br
misc, τ

true
misc, τ

false
misc ,

τarrmisc, τ
inv
misc, τ

eq
comp, τ

ne
comp, τ

gt
comp, τ

ge
comp, τ

lt
comp, τ

le
comp, τ

mul
arith, τ

div
arith,

τaddarith, τ
sub
arith, τ

expt
arith, τ

mod
arith, τ

um
arith, τ

sel
cond}

• ∀σ(ωqrz) ∶ σ ∈ {σnothing, σϑ
await, σpause, σconc, σ

ϑ
loop, σhalt, σ

ϑ
abort,

σϑ
cond, σ

ϑ
ass}

Proof The validity of Theorem 9.1 is proved as follows:

1. Syntax Conformance: Lemma 9.2, 9.3, 9.4, 9.5, 9.6, 9.7, 9.8, 9.9,
9.10, 9.11, 9.12, 9.13, 9.14, 9.15, 9.16, and 9.17 demonstrate that each
translated construct conforms to the syntax rules of ωscc as specified in
Section 3.5. Furthermore, Lemma 9.18 and 9.19 demonstrate that the
optimized SCChart conforms to the syntax rules of ωscc as specified in
Section 3.5.

2. Semantic Preservation: The following lemmas address the preserva-
tion of semantics for their respective constructs.

• Code refactoring: Lemma 9.1

• Model declaration: Lemma 9.2

• Interfaces: Lemma 9.3

• Variables: Lemma 9.4

• Data types and fields: Lemma 9.5

• Expressions: Lemma 9.6

• Immediate transition: Lemma 9.7

• Await: Lemma 9.8

• Pause: Lemma 9.9

• Assignments: Lemma 9.10 and 9.11
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• Synchronous Concurrency: Lemma 9.12

• Loop: Lemma 9.13

• Halt: Lemma 9.14

• Abort: Lemma 9.15

• Conditions: Lemma 9.16

• Sequences: Lemma 9.17

3. Construct Correspondence: Given the conditions of the theorem,
the provided definitions, proofs, and experimental results, it can be con-
cluded that the translation functions produce corresponding constructs
in ωscc for the considered constructs in ωqrz, preserving the original func-
tionality, taking into account the previous refactoring and subsequent
optimizations.

Overall, this results in the following solutions to the challenges summarized in
Section 9.1.

1. Correct code refactoring of the initial Quartz model: The solu-
tion follows from Section 9.2.

2. Correct and complete translation of the considered Quartz con-
structs: The solution follows from Section 9.3.

3. Correct optimization of the resulting SCChart: The solution fol-
lows from Section 9.4.

189



Chapter 9: Control-Flow Oriented SCCharts of POU-Based Quartz Models

1 loop{

2 if(IN){ // c2

3 if(T >= PT){ // c1

4 Q = true; // S1

5 ET = PT; // S1

6 T_NEW = T; // S1

7 }else{

8 Q = false; // S2

9 ET = T; // S2

10 T_NEW = T + CLK; // S2

11 }

12 }else{

13 Q = false; // S4

14 ET = 0; // S4

15 T_NEW = 0; // S4

16 }

17 next(T) = T_NEW; // S3

18 pause; // S3

19 }

(a) Initial Quartz Model

1 loop{

2 immediate abort{

3 loop{

4 immediate abort{

5 loop{

6 Q = false; // S2

7 ET = T; // S2

8 T_NEW = T + CLK; // S2

9 next(T) = T_NEW; // S3

10 pause; // S3

11 }

12 }when(T >= PT); // c1

13 Q = true; // S1

14 ET = PT; // S1

15 T_NEW = T; // S1

16 next(T) = T_NEW; // S3

17 pause; // S3

18 }

19 }when(!IN); // !c2

20 Q = false; // S4

21 ET = 0; // S4

22 T_NEW = 0; // S4

23 next(T) = T_NEW; // S3

24 pause; // S3

25 }

(b) Refactored Quartz Model (Pattern 3)

(c) Resulting control-flow oriented SCChart (not optimized)

(d) Resulting control-flow oriented SCChart (optimized)

Figure 9.28.: From Quartz to control-flow oriented SCChart [WS22]
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Chapter 10
Conclusions

This thesis explored the reuse of existing IEC-61131-3 ST- and FBD-based
POUs in model-based design (which supports formal verification) by translat-
ing them into synchronous models. The central objective was to investigate,
using Quartz , SCL and SCCharts as examples, whether ST- and FBD-based
POUs can be translated into synchronous models while maintaining their be-
havioral semantics. In this context, it has been shown that the structural
complexity of data-flow models in real-world applications can be reduced using
formal methods and formula refactoring. Additionally, the possibility of trans-
lating ST- and FBD-based Quartz models into control-flow oriented SCCha-
rts has been presented. In this context, specific patterns have been identified
that allow the transformation of FBD-based Quartz models into hierarchical
control-flow oriented SCCharts. A summary of the contributions is shown in
Figure 10.1, where the elements are labeled according to the categories below.
These categories contain the key findings and answers to the hypotheses H1,
H2 and H3 that were formulated in Section 1.1.

1. H1: Model-Based Design of Program Organization Units

A detailed model transformation from textual ST models to correspond-
ing Quartz and SCL models, and from graphical FBDs to data-flow
oriented Quartz models and SCCharts were presented. The correctness
of the transformations has been demonstrated by theoretical reason-
ing, and the theoretical results have been evaluated with real-world and
self-defined IEC 61131-3 examples, with the translation functions im-
plemented as a prototype in PLCreX. As shown in Theorem 4.1, 5.1,
6.1, and 7.1, the transformations preserve the original runtime behav-
ior of ST- and FBD-based POUs. Furthermore, it has been shown that
existing variable and instance names are retained, and additional vari-
ables provide traceability to the original IEC 61131-3 POU and internal
ports. Existing control structures such as loops and conditions are also
preserved. This allows an intuitive post-translation modification. Over-
all, this translation enables reuse in model-based design using KIELER
and Averest , which support formal verification.
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 PLCreX
KIELERIEC 61131-3

Averest

PLC
Verifcation,

Synthesis, ...

1

1

1

1

2

2

2

2
2

4

3

33

Figure 10.1.: Contribution Summary

2. H2: Formal Methods-Based Optimization of Data-Flow Models

By introducing a configurable optimization strategy based on NuSMV ,
SMT Z3Py , and formula refactoring, a formal methods-based optimiza-
tion process for data-flow models has been developed. As shown in The-
orem 8.1, the optimization approach effectively detects and minimizes
the structural complexity of data-flow models in real-world applications
without changing the logical behavior of the models, where structural
complexity is measured by the number of variable accesses (including
output variables of instances), operators, and edges. Empirical evalua-
tions using industrial examples from PLC vendors and literature demon-
strated significant optimization potential, with the optimization process
implemented in PLCreX , confirming that data-flow models in real-world
applications are frequently presented in a more complex structure than
their logic requires.

3. H3: Control-Flow Oriented SCCharts of Quartz Models

A detailed model transformation from ST- and FBD-based Quartz mod-
els to control-flow oriented SCCharts has been presented. This trans-
formation takes into account hierarchy and state optimization of the
resulting SCCharts. The correctness of the translation functions has
been demonstrated by theoretical reasoning, and the theoretical results
have been evaluated with ST- and FBD-based Quartz models, with
the translation functions and optimizations implemented as a prototype
in PLCreX. As shown in Theorem 9.1, by detecting specific patterns,
Quartz models can be translated into hierarchical control-flow oriented
SCCharts, providing an alternative control flow view for system analysis
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and design.

4. PLCreX

PLCreX has been developed as part of this thesis. It’s a project for
simplification, transformation, analysis, and validation of IEC 61131-3
POUs. PLCreX encapsulates the approaches developed in this thesis
and serves as a tool to support in challenges of real-world applications.

While this thesis offers robust translations and specific tool support, addi-
tional research and development would further enhance the applicability. For
example, adding more language features to SCL (such as importing other mod-
els or foot-controlled loops) or more detailed documentation, or considering
external data types and operators in the introduced approaches could make
the transformation process more intuitive for professionals with an industrial
background. Furthermore, variables in resulting SCL models that are derived
from POUs without memory are reset by default, even if they are updated
within the same macro step. Resetting is not necessary in these cases. In ad-
dition, initializing variables in Quartz at the time of declaration, rather than
through separate immediate assignments, would reduce overall lines of code
and potentially simplify the traceability with regard to the original IEC 61131-
3 model.
Additional research is recommended for translating FBDs to data-flow ori-

ented SCCharts and Quartz models. The approaches presented in this thesis
enforce the preservation of sequential execution in the original FBDs including
instances, resulting in statements being executed sequentially although they
could be executed in parallel. The decomposition of POUs into independent
paths is recommended.
Furthermore, when translating FBDs to data-flow oriented SCCharts fol-

lowing the approach of additional MOVE blocks, there are intermediate values
at the input ports of these MOVE blocks when at least one instance in the
model does not terminate within the current macro step (or loop iteration,
respectively), which may be the result of invalid operations. These results do
not affect the original semantics (and do not cause a runtime error in C-based
simulations in KIELER) because they are not passed until the MOVE blocks
have been triggered accordingly. However, the affected expressions should be
protected from invalid operations.
Additionally, future research could explore more complex refactoring pat-

terns within the synchronous paradigm to alternatively visualize the mod-
els and potentially identify additional hierarchical structures in data-flow or
control-flow oriented models. Investigating alternative forms of hierarchical
decomposition or synchronous concurrency could extend the approaches pre-
sented in this thesis. For example, LLMs could be used to identify similar
patterns or control structures in large applications, or to suggest appropriate
refactoring strategies in individual POUs.
Furthermore, the formal methods-based optimization introduced in this the-

sis employs the Z3Py theorem solver and the NuSMV model checker. Other
model checkers, theorem solvers, algorithms, or minimization techniques (with
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and without LLM support) could increase the observed minimization poten-
tial. Further research could investigate the impact of the introduced optimiza-
tion strategies on code size and execution speed across different platforms. In
addition, it would be beneficial if the optimization approach could take into ac-
count user-defined patterns or templates, which are treated as non-modifiable
and thus excluded from optimization.
Moreover, PLCreX would benefit from additional IEC 61131-3 features and

language constructs to apply the introduced methods to more complex real-
world applications. Since PLCreX is based on an ST-like intermediate repre-
sentation, other languages can be easily integrated.
In summary, this thesis presents detailed approaches for transforming ex-

isting ST- and FBD-based POUs into synchronous models, an optimization
strategy for data-flow oriented models, and the synthesis of control-flow ori-
ented SCCharts from ST- and FBD-based Quartz models. This enables the
transition from traditional IEC 61131-3 development to model-based design
using synchronous languages, while reusing existing IEC 61131-3 development
efforts.
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mit SPS Übersichten und Übungsaufgaben - Von Grund-
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A.1. IEC 61131-3 FBDs and ST Models

A.1.1. POU Variants and Declaration

Syntax of POU elements

• δω(ωprg
pou) def=

⎧⎪⎪⎪⎨⎪⎪⎪⎩

PROGRAM an(ωprg
pou)

[∆idcl(ωprg
pou)] [∆vdcl(ωprg

pou)] [Σ(ωprg
pou)]

END_PROGRAM

⎫⎪⎪⎪⎬⎪⎪⎪⎭

• δω(ωfb
pou) def=

⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

FUNCTION_BLOCK an(ωfb
pou)

[∆idcl(ωfb
pou)] [∆vdcl(ωfb

pou)] [Σ(ωfb
pou)]

END_FUNCTION_BLOCK

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

• δω(ωfun
pou ) def=

⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

FUNCTION an(ωfun
pou ) [: α]

[∆idcl(ωfun
pou )] [∆vdcl(ωfun

pou )] [Σ(ωfun
pou )]

END_FUNCTION

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭
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Semantics of POU elements

• Jδω(ωprg
pou)Kξ def= { defines a POU element ωprg

pou with Σ(ωprg
pou), started at

time t with initial conditions set by ∆idcl(ωprg
pou) and ∆vdcl(ωprg

pou) when
invoked, terminating at time t + θ and preserving internal state across
invocations by a resource, i.e., ωprg

pou has memory }

• Jδω(ωfb
pou)Kξ def= { defines a POU element ωfb

pou with Σ(ωfb
pou), started at

time t with initial conditions set by ∆idcl(ωfb
pou) and ∆vdcl(ωfb

pou) when
invoked, terminating at time t + θ and preserving internal state across
invocations by another POU element, i.e., ωfb

pou has memory }

• Jδω(ωfun
pou )Kξ def= { defines an ST model element ωfun

pou with Σ(ωfun
pou ) and

optional output of data type α, started at time t with initial conditions
set by ∆idcl(ωfun

pou ) and ∆vdcl(ωfun
pou ) when invoked, terminating at time

t + θ and not preserving internal state after invocation by another POU
element, i.e., ωfun

pou has no memory }

A.1.2. POU Interfaces

Syntax of POU interfaces

• ∆in(ωφ
pou) def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

VAR_INPUT

x1 : α
[+]

1 [:=w1];

⋮
xn : α

[+]

n [:=wn];

END_VAR

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

• ∆out(ωφ
pou) def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

VAR_OUTPUT

x1 : α
[+]

1 [:=w1];

⋮
xn : α

[+]

n [:=wn];

END_VAR

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

• ∆inout(ωφ
pou) def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

VAR_IN_OUT

x1 : α
[+]

1 ;

⋮
xn : α

[+]

n ;

END_VAR

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

Semantics of POU interfaces

• J∆in(ωφ
pou)Kξ def= { defines a set of variables x1, . . . , xn with corresponding

data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to optional
predefined default values Jw1Kξ, . . . , JwnKξ or to externally supplied val-
ues at time t when ωφ

pou is invoked. Their values cannot be modified
until ωφ

pou terminates at time t+θ, i.e., all instructions of ωφ
pou have been

processed in the current PLC cycle. }
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• J∆out(ωφ
pou)Kξ def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to op-
tional predefined default values Jw1Kξ, . . . , JwnKξ at time t when ωφ

pou

is invoked, and passed to invoking element with final computed values
when ωφ

pou terminates at time t+θ, i.e., all instructions of ωφ
pou have been

processed in the current PLC cycle. }

• J∆inout(ωφ
pou)Kξ def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to ex-
ternally supplied values at time t when ωφ

pou is invoked. Their values can
be modified until ωφ

pou terminates at time t + θ, i.e., all instructions of
ωφ
pou have been processed in the current PLC cycle, and then passed to

invoking element }

A.1.3. Local Variables in POUs

Syntax of local variables in POUs

• ∆local(ωφ
pou) def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

VAR

x1 : α
[+]

1 [:=w1];

⋮
xn : α

[+]

n [:=wn];

END_VAR

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

• ∆inst(ωφ
pou) def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

VAR

x1 : an(k1);
⋮
xn : an(kn);

END_VAR

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭

Semantics of local variables in POUs

• J∆local(ωφ
pou)Kξ def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. Depending on the POU variant, the
variables keep their values from previous invocation or are assigned to
optional predefined default values Jw1Kξ, . . . , JwnKξ at time t when ωφ

pou

is invoked. These variables can be modified and processed locally un-
til ωφ

pou terminates at time t + θ, i.e., all instructions of ωφ
pou have been

processed in the current PLC cycle. }

• J∆inst(ωφ
pou)Kξ def= { defines a set of instances x1, . . . , xn of correspond-

ing POUs with memory Jan(k1)Kξ, . . . , Jan(kn)Kξ, that can be processed
locally between ωφ

pou was invoked at time t and ωφ
pou terminates at time

t+θ, i.e., all instructions of ωφ
pou have been processed in the current PLC

cycle. }
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A.1.4. Elementary IEC 61131-3 Data Types and Fields

Syntax of elementary IEC 61131-3 data types and fields

Syntax of bit vector data types αbv(ωφ
pou) ∈ Abv(ωφ

pou):

• αbool
bv (ω

φ
pou) def= {BOOL} denotes Boolean values

• αbyte
bv (ω

φ
pou) def= {BYTE} denotes single byte bit masks

• αword
bv (ωφ

pou) def= {WORD} denotes two byte bit masks

Syntax of integer data types αi(ωφ
pou) ∈ Ai(ωφ

pou):

• αint
i (ω

φ
pou) def= {INT} denotes bounded signed integers

• αdint
i (ωφ

pou) def= {DINT} denotes bounded signed double integers

• αuint
i (ωφ

pou) def= {UINT} denotes bounded unsigned integers

• αudint
i (ωφ

pou) def= {UDINT} denotes bounded unsigned double integers

Syntax of floating-point data types αr(ωφ
pou) ∈ Ar(ωφ

pou):

• αreal
r (ωφ

pou) def= {REAL} denotes floating-point values

Syntax of numeric data types αnum(ωφ
pou) ∈ Ai(ωφ

pou)⋃Ar(ωφ
pou):

• αnum(ωφ
pou) ∈ {αi(ωφ

pou), αr(ωφ
pou)}

Syntax of duration data types αdur(ωφ
pou) ∈ Adur(ωφ

pou):

• αtime
dur (ω

φ
pou) def= {TIME} denotes interval value in milliseconds

Syntax of data type fields α+(ωφ
pou) ∈ A+(ωφ

pou):

• α+(ωφ
pou) def= {ARRAY[0..n] OF α(ωφ

pou)} denotes arrays

Semantics of elementary IEC 61131-3 data types and fields

Semantics of bit vector data types αbv(ωφ
pou) ∈ Abv(ωφ

pou):

• Jαbool
bv (ω

φ
pou)Kξ def= ⟨{false, true}, false⟩

• Jαbyte
bv (ω

φ
pou)Kξ def= ⟨{00hex,ffhex},00hex⟩

• Jαword
bv (ωφ

pou)Kξ def= ⟨{0000hex,ffffhex},0000hex⟩

Semantics of integer data types αi(ωφ
pou) ∈ Ai(ωφ

pou):

• Jαint
i (ω

φ
pou)Kξ def= ⟨{−215,215 − 1},0⟩

• Jαdint
i (ωφ

pou)Kξ def= ⟨{−231,231 − 1},0⟩

• Jαuint
i (ωφ

pou)Kξ def= ⟨{0,216 − 1},0⟩
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• Jαudint
i (ωφ

pou)Kξ def= ⟨{0,232 − 1},0⟩

Semantics of floating-point data types αr(ωφ
pou) ∈ Ar(ωφ

pou):

• Jαreal
r (ωφ

pou)Kξ def= ⟨{single precision floating-point (32 Bits)},0⟩

Semantics of duration data types αdur(ωφ
pou) ∈ Adur(ωφ

pou):

• Jαtime
dur (ω

φ
pou)Kξ def= ⟨{0,232 − 1},0⟩

Semantics of data type fields α+(ωφ
pou) ∈ A+(ωφ

pou):

• Jα+(ωφ
pou)Kξ def= { group with n + 1 elements of data type α(ωφ

pou)}

A.1.5. Expressions in POUs

Syntax of expressions in POUs

Syntax of constants and general expressions τmisc(ωφ
pou) ∈ Tmisc(ωφ

pou):

• τ cstmisc(ω
φ
pou) def= {x} denotes a value constant x

• τ idmisc(ω
φ
pou) def= {y} denotes an identifier y

• τ brmisc(ω
φ
pou) def= {(τ(ωφ

pou))} denotes a bracket

• τ truemisc(ω
φ
pou) def= {TRUE} denotes a true-constant

• τ falsemisc (ω
φ
pou) def= {FALSE} denotes a false-constant

• τarrmisc(ω
φ
pou) def= {x[n]} denotes access to index n of array x

• τ invmisc(ω
φ
pou) def= {x.y} denotes access to port y of instance x

Syntax of comparison operators τcomp(ωφ
pou) ∈ Tcomp(ωφ

pou):

• τ eqcomp(ωφ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{π1 = π2} , if φ = st
{EQ(π1,π2)} , if φ ∈ {st, fbd}

denotes equality

• τnecomp(ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{π1 <> π2} , if φ = st
{NE(π1,π2)} , if φ ∈ {st, fbd}

denotes inequality

• τ gtcomp(ωφ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{π1 > π2} , if φ = st
{GT(π1,π2)} , if φ ∈ {st, fbd}

denotes greater than

• τ gecomp(ωφ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{π1 >= π2} , if φ = st
{GE(π1,π2)} , if φ ∈ {st, fbd}

denotes greater than/e-

qual to

• τ ltcomp(ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{π1 < π2} , if φ = st
{LT(π1,π2)} , if φ ∈ {st, fbd}

denotes lower than
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• τ lecomp(ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{π1 <= π2} , if φ = st
{LE(π1,π2)} , if φ ∈ {st, fbd}

denotes lower than/e-

qual to

Syntax of arithmetic operators τarith(ωφ
pou) ∈ Tarith(ωφ

pou):

• τmul
arith(ω

φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{η1 * η2} , if φ = st
{MUL(π1,π2)} , if φ ∈ {st, fbd}

denotes a multiplica-

tion

• τdivarith(ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{η1 / η2} , if φ = st
{DIV(π1,π2)} , if φ ∈ {st, fbd}

denotes a division

• τaddarith(ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{η1 + η2} , if φ = st
{ADD(π1,π2)} , if φ ∈ {st, fbd}

denotes an addition

• τ subarith(ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{η1 - η2} , if φ = st
{SUB(π1,π2)} , if φ ∈ {st, fbd}

denotes a subtraction

• τ exptarith(ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{ηr,1 ** η2} , if φ = st
{EXPT(ηr,1,η2)} , if φ ∈ {st, fbd}

denotes an exponen-

tial function

• τmod
arith(ω

φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{ηi1 MOD ηi2} , if φ = st
{MOD(ηi1,ηi2)} , if φ ∈ {st, fbd}

denotes a modulo func-

tion

• τumarith(ω
φ
pou) def= {-η1} denotes an unary minus

Syntax of bitwise operators τbv(ωφ
pou) ∈ Tbv(ωφ

pou):

• τandbv (ω
φ
pou) def=

⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

{λ1 & . . . & λn} , if φ = st
{λ1 AND . . . AND λn} , if φ = st
{AND(λ1, . . .,λn)} , if φ ∈ {st, fbd}

denotes a con-

junction

• τ orbv (ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{λ1 OR . . . OR λn} , if φ = st
{OR(λ1, . . .,λn)} , if φ ∈ {st, fbd}

denotes a disjunc-

tion

• τxorbv (ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{λ1 XOR λ2} , if φ = st
{XOR(λ1,λ2)} , if φ ∈ {st, fbd}

denotes an exclusive or

• τnotbv (ω
φ
pou) def=

⎧⎪⎪⎨⎪⎪⎩

{NOT λ1} , if φ = st
{NOT(λ1)} , if φ ∈ {st, fbd}

denotes a negation

Syntax of conditional operators τcond(ωφ
pou) ∈ Tcond(ωφ

pou):

• τ selcond(ω
φ
pou) def= {SEL(λb,π1,π2)} denotes a conditional operator
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Type system of expressions in POUs

Type system of comparison operators τγcomp(ωφ
pou) ∈ Tcomp(ωφ

pou), considering
γ ∈ {eq, ne, gt, ge, lt, le}:

•
π1 ∶ α(ωφ

pou) π2 ∶ α(ωφ
pou)

τγcomp(ωφ
pou) ∶ αbool

bv (ω
φ
pou)

Type system of arithmetic operators τγarith(ω
φ
pou) ∈ Tarith(ωφ

pou), considering
γ ∈ {mul, div, add, sub, um}:

•
η1 ∶ αnum(ωφ

pou) [η2 ∶ αnum(ωφ
pou)]

τγarith(ω
φ
pou) ∶ αnum(ωφ

pou)

Type system of modulo operator τmod
arith(ω

φ
pou) ∈ Tarith(ωφ

pou):

•
ηi1 ∶ αi(ωφ

pou) ηi2 ∶ αi(ωφ
pou)

τmod
arith(ω

φ
pou) ∶ αi(ωφ

pou)

Type system of exponential function operator τ exptarith(ω
φ
pou) ∈ Tarith(ωφ

pou):

•
ηr1 ∶ αr(ωφ

pou) η2 ∶ αnum(ωφ
pou)

τ exptarith(ω
φ
pou) ∶ αr(ωφ

pou)

Type system of bitwise operators τγbv(ω
φ
pou) ∈ Tbv(ωφ

pou), considering γ ∈ {and,
or, xor, not}:

•
λ1 ∶ αbv(ωφ

pou) [λ2 ∶ αbv(ωφ
pou) ⋯ λn ∶ αbv(ωφ

pou)]
τγbv(ω

φ
pou) ∶ αbool

bv (ω
φ
pou)

Type system of conditional operator τ selcond(ω
φ
pou) ∈ Tcond(ωφ

pou):

•
λb ∶ αbool

bv (ω
φ
pou) π1 ∶ α(ωφ

pou) π2 ∶ α(ωφ
pou)

τ selcond(ω
φ
pou) ∶ α(ωφ

pou)

Semantics of expressions in POUs

Semantics of constants and general expressions τmisc(ωφ
pou) ∈ Tmisc(ωφ

pou):

• Jτ cstmisc(ω
φ
pou)Kξ def= JxKξ

• Jτ idmisc(ω
φ
pou)Kξ def= y

• Jτ brmisc(ω
φ
pou)Kξ def= (τmisc(ωφ

pou))

• Jτ truemisc(ω
φ
pou)Kξ def= true

• Jτ falsemisc (ω
φ
pou)Kξ def= false

• Jτarrmisc(ω
φ
pou)Kξ def= Jx[n]Kξ

• Jτ invmisc(ω
φ
pou)Kξ def= Jk.xKξ
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Semantics of comparison operators τcomp(ωφ
pou) ∈ Tcomp(ωφ

pou):

• Jτ eqcomp(ωφ
pou)Kξ def= Jπ1Kξ = Jπ2Kξ

• Jτnecomp(ω
φ
pou)Kξ def= Jπ1Kξ ≠ Jπ2Kξ

• Jτ gtcomp(ωφ
pou)Kξ def= Jπ1Kξ > Jπ2Kξ

• Jτ gecomp(ωφ
pou)Kξ def= Jπ1Kξ >= Jπ2Kξ

• Jτ ltcomp(ω
φ
pou)Kξ def= Jπ1Kξ < Jπ2Kξ

• Jτ lecomp(ω
φ
pou)Kξ def= Jπ1Kξ <= Jπ2Kξ

Semantics of arithmetic operators τarith(ωφ
pou) ∈ Tarith(ωφ

pou):

• Jτmul
arith(ω

φ
pou)Kξ def= Jη1Kξ ⋅ Jη2Kξ

• Jτdivarith(ω
φ
pou)Kξ def= Jη1Kξ

Jη2Kξ

• Jτaddarith(ω
φ
pou)Kξ def= Jη1Kξ + Jη2Kξ

• Jτ subarith(ω
φ
pou)Kξ def= Jη1Kξ − Jη2Kξ

• Jτ exptarith(ω
φ
pou)Kξ def= Jηr1K

Jη2Kξ
ξ

• Jτmod
arith(ω

φ
pou)Kξ def= Jηi1Kξ mod Jηi2Kξ

• Jτumarith(ω
φ
pou)Kξ def= −Jη1Kξ

Semantics of Boolean operators τbv(ωφ
pou) ∈ Tbv(ωφ

pou):

• Jτandbv (ω
φ
pou)Kξ def= Jλ1Kξ ∧ ⋅ ⋅ ⋅ ∧ JλnKξ

• Jτ orbv (ω
φ
pou)Kξ def= Jλ1Kξ ∨ ⋅ ⋅ ⋅ ∨ JλnKξ

• Jτxorbv (ω
φ
pou)Kξ def= Jλ1Kξ ⊕ Jλ2Kξ

• Jτnotbv (ω
φ
pou)Kξ def= ¬Jλ1Kξ

Semantics of conditional operators τ selcond(ω
φ
pou) ∈ Tcond(ωφ

pou):

• Jτ selcond(ω
φ
pou)Kξ def=

⎧⎪⎪⎨⎪⎪⎩

Jπ1Kξ, if JλbKξ = true
Jπ2Kξ, otherwise

SOS transition rules of expressions in POUs

• ⟨ξ, τ(ωφ
pou)⟩

TÐ↠ ⟨nothing,{Jτ(ωφ
pou)Kξ}, true⟩
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A.1.6. Conditions in ST Models

Syntax of conditions in ST models

• σit
cond(ω

φ
st)

def= { IF λb(σit
cond(ω

φ
st)) THEN Σ1(σit

cond(ω
φ
st))

END_IF
}

• σite
cond(ω

φ
st)

def= { IF λb(σite
cond(ω

φ
st)) THEN Σ1(σite

cond(ω
φ
st))

ELSE Σ2(σite
cond(ω

φ
st)) END_IF

}

SOS transition rules of conditions in ST models

SOS transition rules of σit
cond(ω

φ
st) ∈ Σit

cond(ω
φ
st):

•
JλbKξ = true ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨nothing,D1, true⟩

⟨ξ,{ IF λb THEN Σ1

END IF
}⟩ TÐ↠ ⟨nothing,D1, true⟩

•
JλbKξ = false ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨nothing,{}, true⟩

⟨ξ,{ IF λb THEN Σ1

END IF
}⟩ TÐ↠ ⟨nothing,{}, true⟩

SOS transition rules of σite
cond(ω

φ
st) ∈ Σite

cond(ω
φ
st):

•
JλbKξ = true ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨nothing,D1, true⟩

⟨ξ,{ IF λb THEN Σ1

ELSE Σ2 END IF
}⟩ TÐ↠ ⟨nothing,D1, true⟩

•
JλbKξ = false ∧ ⟨ξ,Σ2⟩

TÐ↠ ⟨nothing,D2, true⟩

⟨ξ,{ IF λb THEN Σ1

ELSE Σ2 END IF
}⟩ TÐ↠ ⟨nothing,D2, true⟩

A.1.7. Loops in ST Models

Syntax of loops in ST models

• σfoot
loop (ω

φ
st)

def=
⎧⎪⎪⎨⎪⎪⎩

REPEAT Σ(σfoot
loop (ω

φ
st))

UNTIL λb(σfoot
loop (ω

φ
st))

⎫⎪⎪⎬⎪⎪⎭

• σhead
loop (ω

φ
st)

def= { WHILE λb(σhead
loop (ω

φ
st)) DO

Σ(σhead
loop (ω

φ
st)) END WHILE

}

SOS transition rules of loops in ST models

SOS transition rules of σfoot
loop (ω

φ
st) ∈ Σ

foot
loop (ω

φ
st):
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•

⟨ξ,Σ⟩ TÐ↠ ⟨nothing,D, true⟩

⟨ξ,{ REPEAT Σ

UNTIL λb }⟩
TÐ↠

⟨nothing,{D;{ WHILE NOT λb DO

D END WHILE
}}, true⟩

SOS transition rules of σhead
loop (ω

φ
st) ∈ Σhead

loop (ω
φ
st):

•

JλbKξ = true ∧ ⟨ξ,Σ⟩
TÐ↠ ⟨nothing,D, true⟩

⟨ξ,{ WHILE λb DO

Σ END WHILE
}⟩ TÐ↠

⟨nothing,{D;{ WHILE λb DO

D END WHILE
}}, true⟩

•
JλbKξ = false

⟨ξ,{ WHILE λb DO

Σ END WHILE
}⟩ TÐ↠ ⟨nothing,{}, true⟩

A.2. Quartz Models

A.2.1. Quartz Variants and Declaration

Definition A.1 (Syntax of Quartz elements). A Quartz module is de-
clared as follows [Sch09]:

• δω(ωqrz)
def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

[∆imports(ωqrz)]
module an(ωqrz)([∆idcl(ωqrz)]){
[∆vdcl(ωqrz)]
[Σ(ωqrz)]

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭

Definition A.2 (Semantics of Quartz elements). The semantics of ωqrz

are defined as follows [Sch09]:

• Jδω(ωqrz)Kξ
def= { defines a Quartz model element ωqrz with Σ(ωqrz),

started at time t with initial conditions set by ∆idcl(ωqrz) and ∆vdcl(ωqrz)
when invoked, terminating at time t + θ and preserving internal state
across macro steps.}

A.2.2. Module Imports

Definition A.3 (Syntax of Quartz model imports). Imported Quartz
models are grouped as a set ∆imports(ωqrz), whose syntax is defined as follows
[Sch09]:

• ∆imports(ωqrz)
def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

import x1.∗;
⋮
import xn.∗;

⎫⎪⎪⎪⎬⎪⎪⎪⎭
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Definition A.4 (Semantics of Quartz model imports). The semantics
of ∆imports(ωqrz) are defined as follows [Sch09]:

• J∆imports(ωqrz)Kξ
def= { defines a set of imported Quartz models x1, . . . , xn

that can be instantiated and invoked by ωqrz. }

A.2.3. Quartz Interfaces

Definition A.5 (Syntax of Quartz interfaces). The syntax of ∆in(ωqrz),
∆out(ωqrz), and ∆inout(ωqrz) is defined as follows [Sch09]:

• ∆in(ωqrz)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

[event] α
[+]

1 ?x1
⋮
[event] α

[+]

n ?xn

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

• ∆out(ωqrz)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

[event] α
[+]

1 !x1
⋮
[event] α

[+]

n !xn

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

• ∆inout(ωqrz)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

[event] α
[+]

1 x1
⋮
[event] α

[+]

n xn

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

Definition A.6 (Semantics of Quartz interfaces). The semantics of
∆in(ωqrz), ∆out(ωqrz), and ∆inout(ωqrz) are defined as follows [Sch09]:

• J∆in(ωqrz)Kξ
def= { defines a set of variables x1, . . . , xn with corresponding

data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to externally
supplied values at time t when ωqrz is invoked. Their values can be
modified until ωqrz terminates at time t + θ, i.e., all instructions of ωqrz

have been processed. Variables classified as event variables are reset to
their default values if they are not assigned in the current macro step. }

• J∆out(ωqrz)Kξ
def= { defines a set of variables x1, . . . , xn with corresponding

data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables can be updated until ωqrz

terminates at time t + θ, and are passed to invoking element in each
macro step. Variables classified as event variables are reset to their
default values if they are not assigned in the current macro step. }

• J∆inout(ωqrz)Kξ
def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables can be read and up-
dated until ωqrz terminates at time t + θ, and are passed to invoking
element in each macro step. Variables classified as event variables are
reset to their default values if they are not assigned in the current macro
step. }
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A.2.4. Local Variables in Quartz Models

Definition A.7 (Syntax of local variables in Quartz models). The
syntax of ∆local(ωqrz) is defined as follows:

• ∆local(ωqrz)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

[event] α
[+]

1 x1;
⋮
[event] α

[+]

n xn;

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

Definition A.8 (Semantics of local variables in Quartz models). The
semantics of ∆local(ωqrz) are defined as follows:

• J∆local(ωqrz)Kξ
def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables can be read and up-
dated internally in every macro step until ωqrz terminates at time t+ θ.
Variables classified as event variables are reset to their default values if
they are not assigned in the current macro step. }

A.2.5. Elementary Quartz Data Types and Fields

Definition A.9 (Syntax of elementary Quartz data types and
fields). The syntax of α(ωqrz) ∈ A(ωqrz) and α+(ωqrz) ∈ A+(ωqrz) is defined
as follows [Sch09]:

Syntax of bit vector data types αbv(ωqrz) ∈ Abv(ωqrz):

• αbool
bv (ωqrz)

def= {bool} denotes Boolean values

Syntax of integer data types αi(ωqrz) ∈ Ai(ωqrz):

• αint
i (ωqrz)

def= {int{n}} denotes bounded signed integers

Syntax of integer data types αi(ωqrz) ∈ Ai(ωqrz):

• αuint
i (ωqrz)

def= {nat{n}} denotes bounded unsigned integers

Syntax of floating-point data types αr(ωqrz) ∈ Ar(ωqrz):

• αreal
r (ωqrz)

def= {real} denotes floating-point values

Syntax of numeric data types αnum(ωqrz) ∈ Ai(ωqrz)⋃Ar(ωqrz):

• αnum(ωqrz) ∈ {αi(ωqrz), αr(ωqrz)}

Syntax of duration data types αdur(ωqrz) ∈ Adur(ωqrz):

• αtime
dur (ωqrz)

def= {nat} denotes interval value in unbounded integer

Syntax of data type fields α+(ωqrz) ∈ A+(ωqrz):
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• α+(ωqrz)
def= {[n]α(ωqrz) y} denotes arrays

Definition A.10 (Semantics of elementary Quartz data types and
fields). The semantics of α(ωqrz) ∈ A(ωqrz) and α+(ωqrz) ∈ A+(ωqrz) are
defined as follows [Sch09]:

Semantics of bit vector data types αbv(ωqrz) ∈ Abv(ωqrz):

• Jαbool
bv (ωqrz)Kξ

def= ⟨{false, true}, false⟩

Semantics of integer data types αi(ωqrz) ∈ Ai(ωqrz):

• Jαint
i (ωqrz)Kξ

def= ⟨{−n,n − 1},0⟩

• Jαuint
i (ωqrz)Kξ

def= ⟨{0, n − 1},0⟩

Semantics of floating-point data types αr(ωqrz) ∈ Ar(ωqrz):

• Jαreal
r (ωqrz)Kξ

def= ⟨{single precision floating-point (32 Bits)},0⟩

Semantics of duration data types αdur(ωqrz) ∈ Adur(ωpou):

• Jαtime
dur (ωqrz)Kξ

def= ⟨N,0⟩

Semantics of data type fields α+(ωqrz) ∈ A+(ωqrz):

• Jα+(ωqrz)Kξ
def= { group with n elements of data type α(ωqrz)}

A.2.6. Expressions in Quartz Models

Definition A.11 (Syntax of expressions in Quartz models). The
syntax of Tmisc(ωqrz), Tcomp(ωqrz), Tarith(ωqrz), Tbv(ωqrz), and Tcond(ωqrz) is
defined as follows [Sch09]:

Syntax of constants and general expressions τmisc(ωqrz) ∈ Tmisc(ωqrz):

• τ cstmisc(ωqrz)
def= {x} denotes a value constant x

• τ idmisc(ωqrz)
def= {y} denotes an identifier y

• τ brmisc(ωqrz)
def= {(τ(ωqrz))} denotes a bracket

• τ truemisc(ωqrz)
def= {true} denotes a true-constant

• τ falsemisc (ωqrz)
def= {false} denotes a false-constant

• τarrmisc(ωqrz)
def= {x[n]} denotes access to index n of array x

Syntax of comparison operators τcomp(ωqrz) ∈ Tcomp(ωqrz):

• τ eqcomp(ωqrz)
def= {π1 == π2} denotes equality
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• τnecomp(ωqrz)
def= {π1 != π2} denotes inequality

• τ gtcomp(ωqrz)
def= {π1 > π2} denotes greater than

• τ gecomp(ωqrz)
def= {π1 >= π2} denotes greater than/equal to

• τ ltcomp(ωqrz)
def= {π1 < π2} denotes lower than

• τ lecomp(ωqrz)
def= {π1 <= π2} denotes lower than/equal to

Syntax of arithmetic operators τarith(ωqrz) ∈ Tarith(ωqrz):

• τmul
arith(ωqrz)

def= {η1 * η2} denotes a multiplication

• τdivarith(ωqrz)
def= {η1 / η2} denotes a division

• τaddarith(ωqrz)
def= {η1 + η2} denotes an addition

• τ subarith(ωqrz)
def= {η1 - η2} denotes a subtraction

• τ exptarith(ωqrz)
def= {exp(ηr,1,η2)} denotes an exponential function

• τmod
arith(ωqrz)

def= {ηi,1 % ηi,2} denotes a modulo function

• τumarith(ωqrz)
def= {-η1} denotes an unary minus

Syntax of bitwise operators τbv(ωqrz) ∈ Tbv(ωqrz):

• τandbv (ωqrz)
def= {λ1 & . . . & λn} denotes a conjunction

• τ orbv (ωqrz)
def= {λ1 ∣ . . . ∣ λn} denotes a disjunction

• τxorbv (ωqrz)
def= {λ1 ^ λ2} denotes an exclusive or

• τnotbv (ωqrz)
def= {!λ1} denotes a negation

Syntax of conditional operators τcond(ωqrz) ∈ Tcond(ωqrz):

• τ selcond(ωqrz)
def= {λb?π1∶π2)} denotes a conditional operator

Definition A.12 (Type system of expressions in Quartz models). The
type system of τ(ωqrz) is defined as follows [Sch09]:

Type system of comparison operators τγcomp(ωqrz) ∈ Tcomp(ωqrz), considering
γ ∈ {eq, ne, gt, ge, lt, le}:

•
π1 ∶ α(ωqrz) π2 ∶ α(ωqrz)
τγcomp(ωqrz) ∶ αbool

bv (ωqrz)

Type system of arithmetic operators τγarith(ωqrz) ∈ Tarith(ωqrz), considering
γ ∈ {mul, div, add, sub, um}:

•
η1 ∶ αnum(ωqrz) [η2 ∶ αnum(ωqrz)]

τγarith(ωqrz) ∶ αnum(ωqrz)
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Type system of modulo operator τmod
arith(ωqrz) ∈ Tarith(ωqrz):

•
ηi1 ∶ αi(ωqrz) ηi2 ∶ αi(ωqrz)

τmod
arith(ωqrz) ∶ αi(ωqrz)

Type system of exponential function operator τ exptarith(ωqrz) ∈ Tarith(ωqrz):

•
ηr1 ∶ αr(ωqrz) η2 ∶ αnum(ωqrz)

τ exptarith(ωqrz) ∶ αr(ωqrz)

Type system of bitwise operators τγbv(ωqrz) ∈ Tbv(ωqrz), considering γ ∈ {and,
or, xor, not}:

•
λ1 ∶ αbv(ωqrz) [λ2 ∶ αbv(ωqrz) ⋯ λn ∶ αbv(ωqrz)]

τγbv(ωqrz) ∶ αbool
bv (ωqrz)

Type system of conditional operator τ selcond(ωqrz) ∈ Tcond(ωqrz):

•
λb ∶ αbool

bv (ωqrz) π1 ∶ α(ωqrz) π2 ∶ α(ωqrz)
τ selcond(ωqrz) ∶ α(ωqrz)

Definition A.13 (Semantics of expressions in Quartz models). The
semantics of τ(ωqrz) ∈ T (ωqrz) are defined as follows [Sch09]:

Semantics of constants and general expressions τmisc(ωqrz) ∈ Tmisc(ωqrz):

• Jτ cstmisc(ωqrz)Kξ
def= JxKξ

• Jτ idmisc(ωqrz)Kξ
def= y

• Jτ brmisc(ωqrz)Kξ
def= (τmisc(ωqrz))

• Jτ truemisc(ωqrz)Kξ
def= true

• Jτ falsemisc (ωqrz)Kξ
def= false

• Jτarrmisc(ωqrz)Kξ
def= Jx[n]Kξ

Semantics of comparison operators τcomp(ωqrz) ∈ Tcomp(ωqrz):

• Jτ eqcomp(ωqrz)Kξ
def= Jπ1Kξ = Jπ2Kξ

• Jτnecomp(ωqrz)Kξ
def= Jπ1Kξ ≠ Jπ2Kξ

• Jτ gtcomp(ωqrz)Kξ
def= Jπ1Kξ > Jπ2Kξ

• Jτ gecomp(ωqrz)Kξ
def= Jπ1Kξ >= Jπ2Kξ

• Jτ ltcomp(ωqrz)Kξ
def= Jπ1Kξ < Jπ2Kξ

• Jτ lecomp(ωqrz)Kξ
def= Jπ1Kξ <= Jπ2Kξ

Semantics of arithmetic operators τarith(ωqrz) ∈ Tarith(ωqrz):
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• Jτmul
arith(ωqrz)Kξ

def= Jη1Kξ ⋅ Jη2Kξ

• Jτdivarith(ωqrz)Kξ
def= Jη1Kξ

Jη2Kξ

• Jτaddarith(ωqrz)Kξ
def= Jη1Kξ + Jη2Kξ

• Jτ subarith(ωqrz)Kξ
def= Jη1Kξ − Jη2Kξ

• Jτ exptarith(ωqrz)Kξ
def= Jηr1K

Jη2Kξ
ξ

• Jτmod
arith(ωqrz)Kξ

def= Jηi1Kξ mod Jηi2Kξ

• Jτumarith(ωqrz)Kξ
def= −Jη1Kξ

Semantics of Boolean operators τbv(ωqrz) ∈ Tbv(ωqrz):

• Jτandbv (ωqrz)Kξ
def= Jλ1Kξ ∧ ⋅ ⋅ ⋅ ∧ JλnKξ

• Jτ orbv (ωqrz)Kξ
def= Jλ1Kξ ∨ ⋅ ⋅ ⋅ ∨ JλnKξ

• Jτxorbv (ωqrz)Kξ
def= Jλ1Kξ ⊕ Jλ2Kξ

• Jτnotbv (ωqrz)Kξ
def= ¬Jλ1Kξ

Semantics of conditional operators τ selcond(ωqrz) ∈ Tcond(ωqrz):

• Jτ selcond(ωqrz)Kξ
def=
⎧⎪⎪⎨⎪⎪⎩

Jπ1Kξ, if JλbKξ = true
Jπ2Kξ, otherwise

Definition A.14 (SOS transition rules of expressions in Quartz mod-
els). The SOS transition rules of τ(ωqrz) ∈ T (ωqrz) are defined as follows
[Sch09]:

• ⟨ξ, τ(ωqrz)⟩
TÐ↠ ⟨nothing,{Jτ(ωqrz)Kξ}, true⟩

A.2.7. Abortions in Quartz Models

Definition A.15 (Syntax of abortions in Quartz models). The syn-
tax of strong delayed abortions Σreg

abort(ωqrz) and strong immediate abortions
Σimm
abort(ωqrz) is defined as follows [Sch09]:

• σreg
abort(ωqrz)

def= abort Σ(ωqrz) when(λb(ωqrz)); denotes a strong de-
layed abortion

• σimm
abort(ωqrz)

def= immediate abort Σ(ωqrz) when(λb(ωqrz)); denotes a
strong immediate abortion

Definition A.16 (SOS transition rules of abortions in Quartz mod-
els). The SOS transition rules of strong delayed abortions Σreg

abort(ωqrz) and
strong immediate abortions Σimm

abort(ωqrz) are defined as follows [Sch09]:

SOS transition rules of σreg
abort(ωqrz) ∈ Σreg

abort(ωqrz):
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•
⟨ξ,Σ⟩ TÐ↠ ⟨nothing,D, true⟩

⟨ξ,{abort Σ when(λb);}⟩ TÐ↠ ⟨nothing,D, true⟩

•
⟨ξ,Σ⟩ TÐ↠ ⟨Σ′,D, false⟩

⟨ξ,{abort Σ when(λb);}⟩ TÐ↠ ⟨{ immediate abort Σ′

when(λb); } ,D, false⟩

SOS transition rules of σimm
abort(ωqrz) ∈ Σimm

abort(ωqrz):

•
JλbKξ = true

⟨ξ,{ immediate abort Σ

when(λb); }⟩ TÐ↠ ⟨nothing,{}, true⟩

•
JλbKξ = false ∧ ⟨ξ,Σ⟩

TÐ↠ ⟨nothing,D, true⟩

⟨ξ,{ immediate abort Σ

when(λb); }⟩ TÐ↠ ⟨nothing,D, true⟩

•
JλbKξ = false ∧ ⟨ξ,Σ⟩

TÐ↠ ⟨Σ′,D, false⟩

⟨ξ,{ immediate abort Σ

when(λb); }⟩ TÐ↠ ⟨{ immediate abort Σ′

when(λb); } ,D, false⟩

A.2.8. Assignments in Quartz Models

Definition A.17 (Syntax of assignments in Quartz models). The syntax
of σimm

ass (ωqrz) ∈ Σimm
ass (ωqrz) and σdel

ass(ωqrz) ∈ Σdel
ass(ωqrz) is defined as follows

[Sch09]:

• σimm
ass (ωqrz)

def= { x = τ ; }
– emit(x) ∶≡ σimm

ass (ωqrz) ⇐⇒ τ = true

• σdel
ass(ωqrz)

def= { next(x) = τ(x); }

Definition A.18 (SOS transition rules of assignments in Quartz mod-
els). The SOS transition rules of σimm

ass (ωqrz) ∈ Σimm
ass (ωqrz) and σdel

ass(ωqrz) ∈
Σdel
ass(ωqrz) are defined as follows [Sch09]:

• ⟨ξ, σimm
ass ⟩

TÐ↠ ⟨nothing,{JxKξ = JτKξ}, true⟩

• ⟨ξ, σdel
ass⟩

TÐ↠ ⟨{x = Jτ(x)Kξ}, Jτ(x)Kξ, true⟩

A.2.9. Await Statements in Quartz Models

Definition A.19 (Syntax and SOS transition rules of await state-
ments in Quartz models). The syntax of strong delayed await statements
Σreg
ass(ωqrz) and immediate await statements Σimm

ass (ωqrz) is defined as follows
[Sch09]. The SOS transitions rules are derived from equivalent constructs:
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• σreg
ass(ωqrz)

def= await(λb(ωqrz)); denotes a strong delayed await state-
ments

– σreg
ass(ωqrz) ∶≡ do pause; while(!λb(ωqrz));

– σreg
ass(ωqrz) ∶≡ abort halt; when(λb(ωqrz));

• σimm
ass (ωqrz)

def= immediate await(λb(ωqrz)); denotes an immediate
await statements

– σimm
ass (ωqrz) ∶≡ while(!λb(ωqrz)) pause;

– σimm
ass (ωqrz) ∶≡ immediate abort halt; when(λb(ωqrz));

A.2.10. Synchronous Concurrency in Quartz Models

Definition A.20 (Syntax of synchronous concurrency in Quartz mod-
els). The syntax of a synchronous parallel statement Σconc(ωqrz) is defined as
follows [Sch09]:

• Σconc(ωqrz)
def= Σ1(ωqrz) ∣∣ Σ2(ωqrz)

Definition A.21 (SOS transition rules of synchronous concurrency in
Quartz models). The SOS transition rules of a synchronous parallel state-
ment Σconc(ωqrz) are defined as follows [Sch09]:

•
⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, f1⟩ ∧ ⟨ξ,Σ2⟩
TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,{Σ1 ∣∣ Σ2}⟩
TÐ↠ ⟨{Σ′1 ∣∣ Σ′2},D1⋃D2, f1 ∧ f2⟩

A.2.11. Conditions in Quartz Models

Definition A.22 (Syntax of conditions in Quartz models). The syntax
of σit

cond(ω
φ
st) ∈ Σit

cond(ω
φ
st) and σite

cond(ω
φ
st) ∈ Σite

cond(ω
φ
st) is defined as follows

[Sch09]:

• σit
cond(ωqrz)

def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

if(λb(σit
cond(ωqrz))){

Σ1(σit
cond(ωqrz))

}

⎫⎪⎪⎪⎬⎪⎪⎪⎭

• σite
cond(ωqrz)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

if(λb(σite
cond(ωqrz))){

Σ1(σite
cond(ωqrz))

}else{

Σ2(σite
cond(ωqrz))

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭

Definition A.23 (SOS transition rules of conditions in Quartz
models). The SOS transition rules of σit

cond(ωqrz) ∈ Σit
cond(ωqrz) and

σite
cond(ωqrz) ∈ Σite

cond(ωqrz) are defined as follows [Sch09]:

SOS transition rules of σit
cond(ωqrz) ∈ Σit

cond(ωqrz):
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•
JλbKξ = true ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, f1⟩
⟨ξ,{if(λb){Σ1}}⟩

TÐ↠ ⟨Σ′1,D1, f1⟩

•
JλbKξ = false ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨nothing,{}, true⟩
⟨ξ,{if(λb){Σ1}}⟩

TÐ↠ ⟨nothing,{}, true⟩

SOS transition rules of σite
cond(ωqrz) ∈ Σite

cond(ωqrz):

•
JλbKξ = true ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, f1⟩

⟨ξ,{ if(λb){Σ1

}else{Σ2}
}⟩ TÐ↠ ⟨Σ′1,D1, f1⟩

•
JλbKξ = false ∧ ⟨ξ,Σ2⟩

TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,{ if(λb){Σ1

}else{Σ2}
}⟩ TÐ↠ ⟨Σ′2,D2, f2⟩

A.2.12. Halt Statements in Quartz Models

Definition A.24 (Syntax and SOS transitions rules of halt state-
ments in Quartz models). The syntax of halt statements Σhalt(ωqrz)
is defined as follows [Sch09]. The SOS transitions rules are derived from
equivalent constructs:

• σhalt(ωqrz)
def= halt; denotes an infinite loop doing nothing

– σhalt(ωqrz) ∶≡ do pause; while(true);

A.2.13. Module Invocations in Quartz Models

Definition A.25 (Syntax of Quartz module invocations). The
syntax of Quartz module invocations of a non instantiated module
σf ′

inv(ωqrz) ∈ Σf ′

inv(ωqrz) and of an instantiated module σfb
inv(ωqrz) ∈ Σfb

inv(ωqrz)
is defined as follows, where k represents the module and x the instance name:

• σf ′

inv(ωqrz)
def= {k(I(σf ′

inv(ωqrz)),O(σf ′

inv(ωqrz)))[;]} denotes a Quartz

module invocations of a non instantiated module

• σfb
inv(ωqrz)

def= {x ∶ k(I(σfb
inv(ωqrz)),O(σfb

inv(ωqrz)))[;]} denotes a

Quartz module invocations of an instantiated module

Definition A.26 (SOS transition rules of Quartz module in-
vocations). The SOS transition rules of a non instantiated module

σf ′

inv(ωqrz) ∈ Σf ′

inv(ωqrz) and of an instantiated module σfb
inv(ωqrz) ∈ Σfb

inv(ωqrz)
is defined as follows, where k represents the module and x the instance name:

SOS transition rules of σf ′

inv(ωqrz) ∈ Σf ′

inv(ωqrz):
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• ⟨ξ, σf ′

inv⟩
TÐ↠ ⟨σf ′′

inv,D, f⟩

SOS transition rules of σfb
inv(ωqrz) ∈ Σfb

inv(ωqrz):

• ⟨ξ, σfb
inv⟩

TÐ↠ ⟨σfb′

inv,D, f⟩

A.2.14. Loops in Quartz Models

Definition A.27 (Syntax of loops in Quartz models). The
syntax of σfoot

loop (ωqrz) ∈ Σfoot
loop (ωqrz), σhead

loop (ωqrz) ∈ Σhead
loop (ωqrz), and

σinf
loop(ωqrz) ∈ Σinf

loop(ωqrz) is defined as follows:

• σfoot
loop (ωqrz)

def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

do ∶
Σ(σfoot

loop (ωqrz))
while(λb(σfoot

loop (ωqrz)));

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

• σhead
loop (ωqrz)

def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

while(λb(σhead
loop (ωqrz))){

Σ(σhead
loop (ωqrz))

}

⎫⎪⎪⎪⎬⎪⎪⎪⎭

• σinf
loop(ωqrz)

def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

loop{
Σ(σinf

loop(ωqrz))
}

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭
– σinf

loop(ωqrz) ∶≡ σfoot
loop (ωqrz) ⇐⇒ λb(σfoot

loop (ωqrz)) = true

Definition A.28 (SOS transition rules of loops in Quartz
models). The SOS transition rules of σfoot

loop (ωqrz) ∈ Σfoot
loop (ωqrz) and

σhead
loop (ωqrz) ∈ Σhead

loop (ωqrz) are defined as follows:

SOS transition rules of σfoot
loop (ωqrz) ∈ Σfoot

loop (ωqrz):

•
⟨ξ,Σ⟩ TÐ↠ ⟨Σ′,D, false⟩

⟨ξ,{do Σ while(λb);}⟩ TÐ↠ ⟨{Σ′; while(λb) Σ},D, false⟩

SOS transition rules of σhead
loop (ωqrz) ∈ Σhead

loop (ωqrz):

•
JλbKξ = true ∧ ⟨ξ,Σ⟩

TÐ↠ ⟨Σ′,D, false⟩
⟨ξ,{while(λb) Σ}⟩ TÐ↠ ⟨{Σ′; while(λb) Σ},D, false⟩

•
JλbKξ = false

⟨ξ,{while(λb) Σ}⟩ TÐ↠ ⟨nothing,{}, true⟩
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A.2.15. Nothing Statements in Quartz Models

Definition A.29 (Syntax of nothing statements in Quartz mod-
els). The syntax of nothing statements Σnothing(ωqrz) is defined as follows
[Sch09]:

• Σnothing(ωqrz)
def= nothing;

Definition A.30 (SOS transition rules of nothing statements
in Quartz models). The SOS transition rules of nothing statements
Σnothing(ωqrz) are defined as follows [Sch09]:

• ⟨ξ,nothing;⟩ TÐ↠ ⟨nothing,{}, true⟩

A.2.16. Pause Statements in Quartz Models

Definition A.31 (Syntax of pause statements in Quartz models). The
syntax of pause statements Σpause(ωqrz) is defined as follows [Sch09]:

• Σpause(ωqrz)
def= pause;

Definition A.32 (SOS transition rules of pause statements in Quartz
models). The SOS transition rules of pause statements Σpause(ωqrz) are de-
fined as follows [Sch09]:

• ⟨ξ,pause;⟩ TÐ↠ ⟨nothing,{}, false⟩

A.2.17. Sequences in Quartz Models

Definition A.33 (Syntax of sequences in SCL models). The syntax of
a sequence Σseq(ωqrz) is defined as follows [Sch09]:

• Σseq(ωqrz)
def=

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

σ1(ωqrz);
σ2(ωqrz);

⋮
σn(ωqrz);

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭

Definition A.34 (SOS transition rules of sequences in Quartz mod-
els). The SOS transition rules of a sequence Σseq(ωqrz) are defined as follows
[Sch09]:

•
⟨ξ, σ1⟩

TÐ↠ ⟨σ′1,D1, false⟩
⟨ξ,{σ1;σ2;}⟩

TÐ↠ ⟨{σ′1;σ2;},D1, false⟩

•
⟨ξ, σ1⟩

TÐ↠ ⟨σ′1,D1, true⟩ ∧ ⟨ξ, σ2⟩
TÐ↠ ⟨σ′2,D2, f2⟩

⟨ξ,{σ1;σ2;}⟩
TÐ↠ ⟨σ′2,{D1⋃D2}, f2⟩
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A.3. SCL Models

A.3.1. SCL Variants and Declaration

Definition A.35 (Syntax of SCL elements). An SCL module is declared
as follows, assuming fixed order of ∆idcl(ωscl), ∆vdcl(ωscl), and Σ(ωscl):

• δω(ωscl)
def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

module an(ωscl){
[∆idcl(ωscl)] [∆vdcl(ωscl)] [Σ(ωscl)]

}

⎫⎪⎪⎪⎬⎪⎪⎪⎭

Definition A.36 (Semantics of SCL elements). The semantics of ωscl are
defined as follows:

• Jδω(ωscl)Kξ
def= { defines an SCL model element ωscl with Σ(ωscl), started

at time t with initial conditions set by ∆idcl(ωscl) and ∆vdcl(ωscl) when
invoked, terminating at time t + θ and preserving internal state across
macro steps.}

A.3.2. SCL Interfaces

Definition A.37 (Syntax of SCL interfaces). The syntax of ∆in(ωscl),
∆out(ωscl), and ∆inout(ωscl) is defined as follows:

• ∆in(ωscl)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

input [signal] α
[+]

1 x1[=w1][;]

⋮
input [signal] α

[+]

n xn[=wn][;]

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

• ∆out(ωscl)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

output [signal] α
[+]

1 x1[=w1][;]

⋮
output [signal] α

[+]

n xn[=wn][;]

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

• ∆inout(ωscl)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

input output α
[+]

1 x1[=w1][;]

⋮
input output α

[+]

n xn[=wn][;]

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

Definition A.38 (Semantics of SCL interfaces). The semantics of
∆in(ωscl), ∆out(ωscl), and ∆inout(ωscl) are defined as follows:

• J∆in(ωscl)Kξ
def= { defines a set of variables x1, . . . , xn with corresponding

data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to optional
predefined default values Jw1Kξ, . . . , JwnKξ or to externally supplied values
at time t when ωscl is invoked. Their values can be modified until ωscl

terminates at time t+θ, i.e., all instructions of ωscl have been processed.
Variables classified as signal variables are reset to their default values if
they are not assigned in the current macro step. }
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• J∆out(ωscl)Kξ
def= { defines a set of variables x1, . . . , xn with corresponding

data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to optional
predefined default values Jw1Kξ, . . . , JwnKξ at time t when ωscl is invoked,
and passed to invoking element in each macro step with current value
(assumed SCL was synthesized into an SCChart that is instantiated by
another model). Variables classified as signal variables are reset to their
default values if they are not assigned in the current macro step. }

• J∆inout(ωscl)Kξ
def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to ex-
ternally supplied values at time t when ωscl is invoked. Their values
can be modified until ωscl terminates at time t + θ, and passed to invok-
ing element in each macro step with current value (assumed SCL was
synthesized into an SCChart that is instantiated by another model). }

A.3.3. Local Variables in SCL Models

Definition A.39 (Syntax of local variables in SCL models). The syntax
of ∆local(ωscl) is defined as follows:

• ∆local(ωscl)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

α
[+]

1 x1[=w1][;]

⋮
α
[+]

n xn[=wn][;]

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭

Definition A.40 (Semantics of local variables in SCL models). The
semantics of ∆local(ωscl) are defined as follows:

• J∆local(ωscl)Kξ
def= { defines a set of variables x1, . . . , xn with correspond-

ing data types Jα[+]1 Kξ, . . . , Jα
[+]

n Kξ. These variables are assigned to op-
tional predefined default values Jw1Kξ, . . . , JwnKξ at time t when ωscl is
invoked and keep their values when switching from one macro step to
another. These variables can be modified and processed locally until ωscl

terminates at time t+θ, i.e., all instructions of ωscl have been processed. }

A.3.4. Elementary SCL Data Types and Fields

Definition A.41 (Syntax of elementary SCL data types and
fields). The syntax of α(ωscl) ∈ A(ωscl) and α+(ωscl) ∈ A+(ωscl) is defined as
follows:

Syntax of bit vector data types αbv(ωscl) ∈ Abv(ωscl):

• αbool
bv (ωscl)

def= {bool} denotes Boolean values

Syntax of integer data types αi(ωscl) ∈ Ai(ωscl):

• αint
i (ωscl)

def= {int} denotes bounded signed integers
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Syntax of floating-point data types αr(ωscl) ∈ Ar(ωscl):

• αreal
r (ωscl)

def= {float} denotes floating-point values

Syntax of numeric data types αnum(ωscl) ∈ Ai(ωscl)⋃Ar(ωscl):

• αnum(ωscl) ∈ {αi(ωscl), αr(ωscl)}

Syntax of duration data types αdur(ωscl) ∈ Adur(ωscl):

• αtime
dur (ωscl)

def= {int} denotes interval value in bounded integer

Syntax of data type fields α+(ωscl) ∈ A+(ωscl):

• α+(ωscl)
def= {α(ωscl) y[n]} denotes arrays

Definition A.42 (Semantics of elementary SCL data types and
fields). The semantics of α(ωscl) ∈ A(ωscl) and α+(ωscl) ∈ A+(ωscl) are
defined as follows:

Semantics of bit vector data types αbv(ωscl) ∈ Abv(ωscl):

• Jαbool
bv (ωscl)Kξ

def= ⟨{false, true}, false⟩

Semantics of integer data types αi(ωscl) ∈ Ai(ωscl):

• Jαint
i (ωscl)Kξ

def= ⟨{−231 + 1,231 − 1},0⟩

Semantics of floating-point data types αr(ωscl) ∈ Ar(ωscl):

• Jαreal
r (ωscl)Kξ

def= ⟨{single precision floating-point (32 Bits)},0⟩

Semantics of data type fields α+(ωscl) ∈ A+(ωscl):

• Jα+(ωscl)Kξ
def= { group with n elements of data type α(ωscl)}

A.3.5. Expressions in SCL Models

Definition A.43 (Syntax of expressions in SCL models). The syntax
of Tmisc(ωscl), Tcomp(ωscl), Tarith(ωscl), Tbv(ωscl), and Tcond(ωscl) is defined
as follows:

Syntax of constants and general expressions τmisc(ωscl) ∈ Tmisc(ωscl):

• τ cstmisc(ωscl)
def= {x} denotes a value constant x

• τ idmisc(ωscl)
def= {y} denotes an identifier y

• τ brmisc(ωscl)
def= {(τ(ωscl))} denotes a bracket

• τ truemisc(ωscl)
def= {true} denotes a true-constant
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• τ falsemisc (ωscl)
def= {false} denotes a false-constant

• τarrmisc(ωscl)
def= {x[n]} denotes access to index n of array x

Syntax of comparison operators τcomp(ωscl) ∈ Tcomp(ωscl):

• τ eqcomp(ωscl)
def= {π1 == π2} denotes equality

• τnecomp(ωscl)
def= {π1 != π2} denotes inequality

• τ gtcomp(ωscl)
def= {π1 > π2} denotes greater than

• τ gecomp(ωscl)
def= {π1 >= π2} denotes greater than/equal to

• τ ltcomp(ωscl)
def= {π1 < π2} denotes lower than

• τ lecomp(ωscl)
def= {π1 <= π2} denotes lower than/equal to

Syntax of arithmetic operators τarith(ωscl) ∈ Tarith(ωscl):

• τmul
arith(ωscl)

def= {η1 * η2} denotes a multiplication

• τdivarith(ωscl)
def= {η1 / η2} denotes a division

• τaddarith(ωscl)
def= {η1 + η2} denotes an addition

• τ subarith(ωscl)
def= {η1 - η2} denotes a subtraction

• τmod
arith(ωscl)

def= {ηi,1 % ηi,2} denotes a modulo function

• τumarith(ωscl)
def= {-η1} denotes an unary minus

Syntax of bitwise operators τbv(ωscl) ∈ Tbv(ωscl):

• τandbv (ωscl)
def= {λ1 & . . . & λn} denotes a conjunction

• τ orbv (ωscl)
def= {λ1 ∣ . . . ∣ λn} denotes a disjunction

• τxorbv (ωscl)
def= {λ1 ˆ λ2} denotes an exclusive or

• τnotbv (ωscl)
def= {!λ1} denotes a negation

Syntax of conditional operators τcond(ωscl) ∈ Tcond(ωscl):

• τ selcond(ωscl)
def= {λb?π1∶π2)} denotes a conditional operator

Definition A.44 (Type system of expressions in SCL models). The
type system of τ(ωscl) is defined as follows:

Type system of comparison operators τγcomp(ωscl) ∈ Tcomp(ωscl), considering
γ ∈ {eq, ne, gt, ge, lt, le}:

•
π1 ∶ α(ωscl) π2 ∶ α(ωscl)
τγcomp(ωscl) ∶ αbool

bv (ωscl)
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Type system of arithmetic operators τγarith(ωscl) ∈ Tarith(ωscl), considering γ ∈
{mul, div, add, sub, um}:

•
η1 ∶ αnum(ωscl) [η2 ∶ αnum(ωscl)]

τγarith(ωscl) ∶ αnum(ωscl)

Type system of modulo operator τmod
arith(ωscl) ∈ Tarith(ωscl):

•
ηi1 ∶ αi(ωscl) ηi2 ∶ αi(ωscl)

τmod
arith(ωscl) ∶ αi(ωscl)

Type system of bitwise operators τγbv(ωscl) ∈ Tbv(ωscl), considering γ ∈ {and,
or, xor, not}:

•
λ1 ∶ αbv(ωscl) [λ2 ∶ αbv(ωscl) ⋯ λn ∶ αbv(ωscl)]

τγbv(ωscl) ∶ αbool
bv (ωscl)

Type system of conditional operator τ selcond(ωscl) ∈ Tcond(ωscl):

•
λb ∶ αbool

bv (ωscl) π1 ∶ α(ωscl) π2 ∶ α(ωscl)
τ selcond(ωscl) ∶ α(ωscl)

Definition A.45 (Semantics of expressions in SCL models). The
semantics of τ(ωscl) ∈ T (ωscl) are defined as follows:

Semantics of constants and general expressions τmisc(ωscl) ∈ Tmisc(ωscl):

• Jτ cstmisc(ωscl)Kξ
def= JxKξ

• Jτ idmisc(ωscl)Kξ
def= y

• Jτ brmisc(ωscl)Kξ
def= (τmisc(ωscl))

• Jτ truemisc(ωscl)Kξ
def= true

• Jτ falsemisc (ωscl)Kξ
def= false

• Jτarrmisc(ωscl)Kξ
def= Jx[n]Kξ

Semantics of comparison operators τcomp(ωscl) ∈ Tcomp(ωscl):

• Jτ eqcomp(ωscl)Kξ
def= Jπ1Kξ = Jπ2Kξ

• Jτnecomp(ωscl)Kξ
def= Jπ1Kξ ≠ Jπ2Kξ

• Jτ gtcomp(ωscl)Kξ
def= Jπ1Kξ > Jπ2Kξ

• Jτ gecomp(ωscl)Kξ
def= Jπ1Kξ >= Jπ2Kξ

• Jτ ltcomp(ωscl)Kξ
def= Jπ1Kξ < Jπ2Kξ

• Jτ lecomp(ωscl)Kξ
def= Jπ1Kξ <= Jπ2Kξ
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Semantics of arithmetic operators τarith(ωscl) ∈ Tarith(ωscl):

• Jτmul
arith(ωscl)Kξ

def= Jη1Kξ ⋅ Jη2Kξ

• Jτdivarith(ωscl)Kξ
def= Jη1Kξ

Jη2Kξ

• Jτaddarith(ωscl)Kξ
def= Jη1Kξ + Jη2Kξ

• Jτ subarith(ωscl)Kξ
def= Jη1Kξ − Jη2Kξ

• Jτmod
arith(ωscl)Kξ

def= Jηi1Kξ mod Jηi2Kξ

• Jτumarith(ωscl)Kξ
def= −Jη1Kξ

Semantics of Boolean operators τbv(ωscl) ∈ Tbv(ωscl):

• Jτandbv (ωscl)Kξ
def= Jλ1Kξ ∧ ⋅ ⋅ ⋅ ∧ JλnKξ

• Jτ orbv (ωscl)Kξ
def= Jλ1Kξ ∨ ⋅ ⋅ ⋅ ∨ JλnKξ

• Jτxorbv (ωscl)Kξ
def= Jλ1Kξ ⊕ Jλ2Kξ

• Jτnotbv (ωscl)Kξ
def= ¬Jλ1Kξ

Semantics of conditional operators τ selcond(ωscl) ∈ Tcond(ωscl):

• Jτ selcond(ωscl)Kξ
def=
⎧⎪⎪⎨⎪⎪⎩

Jπ1Kξ, if JλbKξ = true
Jπ2Kξ, otherwise

Definition A.46 (SOS transition rules of expressions in SCL mod-
els). The SOS transition rules of τ(ωscl) ∈ T (ωscl) are defined as follows:

• ⟨ξ, τ(ωscl)⟩
TÐ↠ ⟨nothing,{Jτ(ωscl)Kξ}, true⟩

A.3.6. Assignments in SCL Models

Definition A.47 (Syntax of assignments in SCL models). The syntax
of σimm

ass (ωscl) ∈ Σimm
ass (ωscl) and σdel

ass(ωscl) ∈ Σdel
ass(ωscl) is defined as follows:

• σimm
ass (ωscl)

def= { [do] x = τ[;] }

• σdel
ass(ωscl)

def= { [do] x = τ(x)[;] }

Definition A.48 (SOS transition rules of assignments in SCL
models). The SOS transition rules of σimm

ass (ωscl) ∈ Σimm
ass (ωscl) and

σdel
ass(ωscl) ∈ Σdel

ass(ωscl) are defined as follows:

• ⟨ξ, σimm
ass (ωscl)⟩

TÐ↠ ⟨nothing,{x = JτKξ}, true⟩

• ⟨ξ, σdel
ass(ωscl)⟩

TÐ↠ ⟨nothing,{x = Jτ(x)Kξ}, true⟩

234



A.3. SCL Models

A.3.7. Conditions in SCL Models

Definition A.49 (Syntax of conditions in SCL models). The syntax of
σit
cond(ωscl) ∈ Σit

cond(ωscl) and σite
cond(ωscl) ∈ Σite

cond(ωscl) is defined as follows:

• σit
cond(ωscl)

def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

if(λb(σit
cond(ωscl))){

Σ1(σit
cond(ωscl))

}

⎫⎪⎪⎪⎬⎪⎪⎪⎭

• σite
cond(ωscl)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎩

if(λb(σite
cond(ωscl))){

Σ1(σite
cond(ωscl))

}else{

Σ2(σite
cond(ωscl))

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎭
Definition A.50 (SOS transition rules of conditions in SCL
models). The SOS transition rules of σit

cond(ωscl) ∈ Σit
cond(ωscl) and

σite
cond(ωscl) ∈ Σite

cond(ωscl) are defined as follows:

SOS transition rules of σit
cond(ωscl) ∈ Σit

cond(ωscl):

•
JλbKξ = true ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, f1⟩
⟨ξ,{if(λb){Σ1}}⟩

TÐ↠ ⟨Σ′1,D1, f1⟩

•
JλbKξ = false ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨nothing,{}, true⟩
⟨ξ,{if(λb){Σ1}}⟩

TÐ↠ ⟨nothing,{}, true⟩
SOS transition rules of σite

cond(ωscl) ∈ Σite
cond(ωscl):

•
JλbKξ = true ∧ ⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, f1⟩

⟨ξ,{ if(λb){Σ1

}else{Σ2}
}⟩ TÐ↠ ⟨Σ′1,D1, f1⟩

•
JλbKξ = false ∧ ⟨ξ,Σ2⟩

TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,{ if(λb){Σ1

}else{Σ2}
}⟩ TÐ↠ ⟨Σ′2,D2, f2⟩

A.3.8. Loops in SCL Models

Definition A.51 (Syntax of loops in SCL models). The syntax of
σfoot
loop (ωscl) ∈ Σfoot

loop (ωscl) and σhead
loop (ωscl) ∈ Σhead

loop (ωscl) is defined as follows:

• σfoot
loop (ωscl)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

do ∶
Σ(σfoot

loop (ωscl)
pause;

if(λb(σfoot
loop (ωscl))){

goto do;
}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭
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• σhead
loop (ωscl)

def=

⎧⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎩

while(λb(σhead
loop (ωscl))){

Σ(σhead
loop (ωscl)

pause;
}

⎫⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎭

• σinf
loop(ωscl)

def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

loop ∶
Σ(σinf

loop(ωscl))
goto loop;

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭
– σinf

loop(ωscl) ∶≡ σfoot
loop (ωscl) ⇐⇒ λb(σfoot

loop (ωscl)) = true

Definition A.52 (SOS transition rules of loops in SCL models). The
SOS transition rules of σfoot

loop (ωscl) ∈ Σfoot
loop (ωscl) and σhead

loop (ωscl) ∈ Σhead
loop (ωscl)

are defined as follows:

SOS transition rules of σfoot
loop (ωscl) ∈ Σfoot

loop (ωscl):

•
⟨ξ,Σ⟩ TÐ↠ ⟨Σ′,D, false⟩

⟨ξ,{ do ∶ Σ
if(λb) goto do;

}⟩ TÐ↠ ⟨{Σ′; while(λb) Σ},D, false⟩

SOS transition rules of σhead
loop (ωscl) ∈ Σhead

loop (ωscl):

•
JλbKξ = true ∧ ⟨ξ,Σ⟩

TÐ↠ ⟨Σ′,D, false⟩
⟨ξ,{while(λb) Σ}⟩ TÐ↠ ⟨{Σ′; while(λb) Σ},D, false⟩

•
JλbKξ = false

⟨ξ,{while(λb) Σ}⟩ TÐ↠ ⟨nothing,{}, true⟩

A.3.9. Pause Statements in SCL Models

Definition A.53 (Syntax of pause statements in SCL models). The
syntax of pause statements Σpause(ωscl) is defined as follows:

• Σpause(ωscl)
def= pause;

Definition A.54 (SOS transition rules of pause statements in SCL
models). The SOS transition rules of pause statements Σpause(ωscl) are de-
fined as follows:

• ⟨ξ,pause;⟩ TÐ↠ ⟨nothing,{}, false⟩

A.3.10. Sequences in SCL Models

Definition A.55 (Syntax of sequences in SCL models). The syntax of
a sequence Σseq(ωscl) is defined as follows:
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• Σseq(ωscl)
def=

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

σ1(ωscl);
σ2(ωscl);

⋮
σn(ωscl);

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭

Definition A.56 (SOS transition rules of sequences in SCL mod-
els). The SOS transition rules of a sequence Σseq(ωscl) are defined as follows:

•
⟨ξ, σ1⟩

TÐ↠ ⟨σ′1,D1, false⟩
⟨ξ,{σ1;σ2;}⟩

TÐ↠ ⟨{σ′1;σ2;},D1, false⟩

•
⟨ξ, σ1⟩

TÐ↠ ⟨σ′1,D1, true⟩ ∧ ⟨ξ′, σ2⟩
TÐ↠ ⟨σ′2,D2, f2⟩

⟨ξ,{σ1;σ2;}⟩
TÐ↠ ⟨σ′2,{D1;D2}, f2⟩

A.4. Data-Flow Oriented SCCharts

A.4.1. Data-Flow Oriented SCCharts Declaration

Definition A.57 (Syntax of data-flow oriented SCChart elements). A
data-flow oriented SCChart is declared as follows, assuming fixed order of
∆idcl(ωscd), ∆vdcl(ωscd), and Σ(ωscd):

• δω(ωscd)
def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[∆imports(ωscd)]
scchart an(ωscd){
[∆idcl(ωscd)]
[∆vdcl(ωscd)]
dataflow:

[Σ(ωscd)]
}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

Definition A.58 (Semantics of data-flow oriented SCChart ele-
ments). The semantics of ωscd are defined as follows:

• Jδω(ωscd)Kξ
def= { defines a data-flow oriented SCChart ωscd with Σ(ωscd),

started at time t with initial conditions set by ∆idcl(ωscd) and ∆vdcl(ωscd)
when invoked, and preserving internal state across macro steps. Further-
more, ωscd never terminates. }

A.4.2. Local Variables in SCCharts

Definition A.59 (Syntax of local variables in SCCharts). The syntax
of ∆local(ωscd) and ∆inst(ωscd) is defined as follows:

• ∆local(ωscd)
def=
⎧⎪⎪⎪⎪⎨⎪⎪⎪⎪⎩

α
[+]

1 x1[=w1][;]

⋮
α
[+]

n xn[=wn][;]

⎫⎪⎪⎪⎪⎬⎪⎪⎪⎪⎭
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• ∆inst(ωscd)
def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

ref x1 k1
⋮
ref xn kn

⎫⎪⎪⎪⎬⎪⎪⎪⎭
Definition A.60 (Semantics of local variables in SCCharts). The se-
mantics of ∆local(ωscd) and ∆inst(ωscd) are defined as follows:

• J∆local(ωscd)Kξ
def= { defines a set of variables x1, . . . , xn with correspond-

ing SCCharts JαKξ, . . . , Jα
[+]

n Kξ. These variables are assigned to optional
predefined default values Jw1Kξ, . . . , JwnKξ at time t when ωscd is invoked
and keep their values when switching from one macro step to another.
These variables can be modified and processed locally until ωscd termi-
nates at time t + θ, i.e., all instructions of ωscd have been processed. }

• J∆inst(ωscd)Kξ
def= { defines a set of variables k1, . . . , kn of SCCharts

Jx1Kξ, . . . , JxnKξ. These instances are invoked at time t when ωscd is
invoked and keep their values when switching from one macro step to
another. }

A.4.3. SCChart Imports

Definition A.61 (Syntax of SCChart imports). Imported SCCharts are
grouped as a set ∆imports(ωscd), whose syntax is defined as follows:

• ∆imports(ωscd)
def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

import ”x1.sctx”;
⋮
import ”xn.sctx”;

⎫⎪⎪⎪⎬⎪⎪⎪⎭
Definition A.62 (Semantics of SCChart imports). The semantics of
∆imports(ωscd) are defined as follows:

• J∆imports(ωscd)Kξ
def= { defines a set of imported SCCharts x1, . . . , xn that

can be instantiated and invoked by ωscd. }

A.4.4. Synchronous Concurrency in Data-Flow Oriented SC-
Charts

Definition A.63 (Syntax of synchronous concurrency in data-flow
oriented SCCharts). The syntax of a synchronous parallel statement
Σconc(ωscd) is defined as follows:

• Σconc(ωscd)
def= Σ1(ωscd) ; Σ2(ωscd)

Definition A.64 (SOS transition rules of synchronous concurrency in
data-flow oriented SCCharts). The SOS transition rules of a synchronous
parallel statement Σconc(ωscd) are defined as follows:

•
⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, f1⟩ ∧ ⟨ξ,Σ2⟩
TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,{Σ1 ∣∣ Σ2}⟩
TÐ↠ ⟨{Σ′1 ∣∣ Σ′2},{D1;D2}, f1 ∧ f2⟩
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A.4.5. Module Invocations in Data-Flow Oriented SCCharts

Definition A.65 (Syntax of SCChart invocations). The syntax of an
SCChart invocation σfb

inv(ωqrz) ∈ Σfb
inv(ωqrz) is defined as follows, where k the

instance name:

• σfb
inv(ωqrz)

def= {k={I(σfb
inv(ωqrz))};} denotes a Quartz module invoca-

tions of an instantiated module

Definition A.66 (SOS transition rules of SCChart invocations). The
SOS transition rules of an SCChart invocation σfb

inv(ωqrz) ∈ Σfb
inv(ωqrz) are

defined as follows:

SOS transition rules of σfb
inv(ωqrz) ∈ Σfb

inv(ωqrz):

• ⟨ξ, σfb
inv⟩

TÐ↠ ⟨σfb′

inv, JkKξ, f⟩

A.4.6. Sequences in Data-Flow Oriented SCCharts

Definition A.67 (Syntax of sequences in Data-Flow Oriented SC-
Charts). The syntax of a sequence Σseq(ωscd) is defined as follows:

• Σseq(ωscd)
def=

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

σ1(ωqrz);
σ2(ωqrz);

⋮
σn(ωqrz);

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭

Definition A.68 (SOS transition rules of sequences in Data-Flow
Oriented SCCharts). The SOS transition rules of a sequence Σseq(ωscd)
are defined as follows:

•
⟨ξ, σ1⟩

TÐ↠ ⟨σ′1,D1, f1⟩ ∧ ⟨ξ, σ2⟩
TÐ↠ ⟨σ′2,D2, f2⟩

⟨ξ,{σ1;σ2}⟩
TÐ↠ ⟨{σ′1;σ′2},{D1;D2}, f1 ∧ f2⟩

A.5. Control-Flow Oriented SCCharts

A.5.1. Control-Flow Oriented SCCharts Declaration

Definition A.69 (Syntax of control-flow oriented SCChart ele-
ments). A control-flow oriented SCChart is declared as follows, assuming
fixed order of ∆idcl(ωscc), ∆vdcl(ωscc), and Σ(ωscc):

• δω(ωscc)
def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

scchart an(ωscc){
[∆idcl(ωscc)]
[∆vdcl(ωscc)]
region:

[Σ(ωscc)]
[region: . . .]

}

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

239



Appendix A: Detailed Syntax and Semantics

Definition A.70 (Semantics of control-flow oriented SCChart ele-
ments). The semantics of ωscc are defined as follows:

• Jδω(ωscc)Kξ
def= { defines a control-flow oriented SCChart ωscc with

Σ(ωscc), started at time t with initial conditions set by ∆idcl(ωscc) and
∆vdcl(ωscc) when invoked, and preserving internal state across macro
steps.

A.5.2. Abortions in control-flow oriented SCCharts

Definition A.71 (Syntax of abortions in control-flow oriented SC-
Charts). The syntax of a strong delayed abortion Σreg

abort(ωscc) and a strong
immediate abortion Σimm

abort(ωscc) is defined as follows:

• σreg
abort(ωscc)

def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1(σreg
abort(ωscc))

if λb(σreg
abort(ωscc)) abort to Σ2(σreg

abort(ωscc))
[final] state Σ2(σreg

abort(ωscc))

⎫⎪⎪⎪⎬⎪⎪⎪⎭
de-

notes a strong delayed abortion

• σimm
abort(ωscc)

def=

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σimm
abort(ωscc))

immediate if λb(σimm
abort(ωscc)) abort to

Σ2(σimm
abort(ωscc))

[final] state Σ2(σimm
abort(ωscc))

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭

denotes

a strong immediate abortion

Definition A.72 (SOS transition rules of abortions in control-flow
oriented SCCharts). The SOS transition rules of a strong delayed abortion
Σreg
abort(ωscc) and a strong immediate abortion Σimm

abort(ωscc) are defined as
follows:

SOS transition rules of σreg
abort(ωscc) ∈ Σreg

abort(ωscc):

•
⟨ξ,Σ1⟩

TÐ↠ ⟨nothing,D1, true⟩

⟨ξ,
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1

if λb abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
⟩ TÐ↠ ⟨nothing,D1, true⟩

•
⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, false⟩

⟨ξ,
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1

if λb abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
⟩ TÐ↠

⟨
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ′1
immediate if λb abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
,D1, false⟩

SOS transition rules of σimm
abort(ωscc) ∈ Σimm

abort(ωscc):

•
JλbKξ = true ∧ ⟨Σ2,D2, f2⟩

⟨ξ,
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1

immediate if λb abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
⟩ TÐ↠ ⟨Σ′2,D2, f2⟩
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•
JλbKξ = false ∧ ⟨ξ,Σ⟩

TÐ↠ ⟨nothing,D1, true⟩

⟨ξ,
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1

immediate if λb abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
⟩ TÐ↠ ⟨nothing,D1, true⟩

•
JλbKξ = false ∧ ⟨ξ,Σ⟩

TÐ↠ ⟨Σ′1,D1, false⟩

⟨ξ,
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1

immediate if λb abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
⟩ TÐ↠

⟨
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ′1
immediate if λb abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
,D1, false⟩

A.5.3. Await Transitions in control-flow oriented SCCharts

Definition A.73 (Syntax and SOS transition rules of await transitions
in control-flow oriented SCCharts). The syntax of a delayed await tran-
sition Σreg

await(ωscc) and a immediate await transition Σimm
await(ωscc) is defined

as follows. The SOS transitions rules are derived from equivalent constructs:

• σreg
await(ωscc) ∶≡ σreg

abort(ωscc)
• σimm

await(ωscc) ∶≡ σimm
abort(ωscc)

A.5.4. Synchronous Concurrency in control-flow oriented SC-
Charts

Definition A.74 (Syntax of synchronous concurrency in control-flow
oriented SCCharts). The syntax of a synchronous parallel statement
Σconc(ωscc) is defined as follows:

• Σconc(ωscc)
def=

⎧⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎩

region:

[Σ1(ωscc)]
region:

[Σ2(ωscc)]

⎫⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎭

Definition A.75 (SOS transition rules of synchronous concurrency
in control-flow oriented SCCharts). The SOS transition rules of a syn-
chronous parallel statement Σconc(ωscc) are defined as follows:

•
⟨ξ,Σ1⟩

TÐ↠ ⟨Σ′1,D1, f1⟩ ∧ ⟨ξ,Σ2⟩
TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,{Σ1 ∣∣ Σ2}⟩
TÐ↠ ⟨{Σ′1 ∣∣ Σ′2},{D1⋃D2}, f1 ∧ f2⟩

A.5.5. Conditions in control-flow oriented SCCharts

Definition A.76 (Syntax of conditions in control-flow oriented
SCCharts). The syntax of σit

cond(ωscc) ∈ Σit
cond(ωscc) and σite

cond(ωscc) ∈
Σite
cond(ωscc) is defined as follows:
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• σit
cond(ωscc)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σit
cond(ωscc))

immediate if λb(σit
cond(ωscc)) go

to Σ2(σit
cond(ωscc))

immediate if !(λb(σit
cond(ωscc))) go

to Σ3(σit
cond(ωscc))

state Σ2(σit
cond(ωscc))

[...] Σ3(σit
cond(ωscc))

[final] state Σ3(σit
cond(ωscc))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

• σite
cond(ωscc)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σite
cond(ωscc))

immediate if λb(σite
cond(ωscc)) go

to Σ2(σite
cond(ωscc))

immediate if !(λb(σite
cond(ωscc))) go

to Σ3(σite
cond(ωscc))

state Σ2(σite
cond(ωscc))

[...] Σ4(σite
cond(ωscc))

state Σ3(σite
cond(ωscc))

[...] Σ4(σite
cond(ωscc))

[final] state Σ4(σite
cond(ωscc))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

Definition A.77 (SOS transition rules of conditions in control-flow
oriented SCCharts). The SOS transition rules of σit

cond(ωscc) ∈ Σit
cond(ωscc)

and σite
cond(ωscc) ∈ Σite

cond(ωscc) are defined as follows:

SOS transition rules of σit
cond(ωscc) ∈ Σit

cond(ωscc):

•

JλbKξ = true ∧ ⟨ξ,Σ2⟩
TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1

immediate if λb go

to Σ2

immediate if !(λb) go

to Σ3

state Σ2

[...] Σ3

[final] state Σ3

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

⟩ TÐ↠ ⟨{Σ′2;Σ3},D2, f2⟩

•

JλbKξ = false ∧ ⟨ξ,Σ3⟩
TÐ↠ ⟨Σ′3,D3, f3⟩

⟨ξ,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1

immediate if λb go

to Σ2

immediate if !(λb) go

to Σ3

state Σ2

[...] Σ3

[final] state Σ3

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

⟩ TÐ↠ ⟨Σ′3,D3, f3⟩

SOS transition rules of σite
cond(ωscc) ∈ Σite

cond(ωscc):
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•

JλbKξ = true ∧ ⟨ξ,Σ2⟩
TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1)
immediate if λb go

to Σ2

immediate if !(λb) go

to Σ3

state Σ2

[...] Σ4

state Σ3

[...] Σ4

[final] state Σ4

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

⟩ TÐ↠ ⟨{Σ′2;Σ4},D2, f2⟩

•

JλbKξ = false ∧ ⟨ξ,Σ3⟩
TÐ↠ ⟨Σ′3,D3, f3⟩

⟨ξ,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1

immediate if λb go

to Σ2

immediate if !(λb) go

to Σ3

state Σ2

[...] Σ4

state Σ3

[...] Σ4

[final] state Σ4

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

⟩ TÐ↠ ⟨{Σ′3;Σ4},D3, f3⟩

A.5.6. Halt Statements in control-flow oriented SCCharts

Definition A.78 (Syntax and SOS transitions rules of halt state-
ments in control-flow oriented SCCharts). The syntax of halt statements
Σhalt(ωscc) is defined as follows. The SOS transitions rules are derived from
equivalent constructs [Sch09]:

• σhalt(ωscc)
def= ⇐⇒ λb(σfoot

loop (ωscc)) = true ∧ Σ1(σfoot
loop (ωscc)) =

Σpause(ωscc))

A.5.7. Loops in control-flow oriented SCCharts

Definition A.79 (Syntax of loops in control-flow oriented SCCha-
rts). The syntax of σfoot

loop (ωscc) ∈ Σfoot
loop (ωscc), σhead

loop (ωscc) ∈ Σhead
loop (ωscc), and

σinf
loop(ωscc) ∈ Σinf

loop(ωscc) is defined as follows:
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• σfoot
loop (ωscc)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1(σfoot
loop (ωscc))

. . .

state Σn(σfoot
loop (ωscc))

immediate if λb(σfoot
loop (ωscc))

go to Σ1(σfoot
loop (ωscc))

immediate if !(λb(σfoot
loop (ωscc))

join to Σ2(σfoot
loop (ωscc))

[final] state Σ2(σfoot
loop (ωscc))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

• σhead
loop (ωscc)

def=

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σi(σhead
loop (ωscc))

immediate if λb(σhead
loop (ωscc))

go to Σ1(σhead
loop (ωscc))

immediate if !(λb(σhead
loop (ωscc))

join to Σ2(σhead
loop (ωscc))

state Σ1(σhead
loop (ωscc))

. . .

state Σn(σhead
loop (ωscc))

go to Σi(σhead
loop (ωscc))

[final] state Σ2(σhead
loop (ωscc))

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

• σinf
loop(ωscc)

def= σfoot
loop (ωscc) ⇐⇒ λb(σfoot

loop (ωscc)) = true

Definition A.80 (SOS transition rules of loops in control-flow
oriented SCCharts). The SOS transition rules of σfoot

loop (ωscc) ∈ Σfoot
loop (ωscc)

and σhead
loop (ωscc) ∈ Σhead

loop (ωscc) are defined as follows:

SOS transition rules of σfoot
loop (ωscc) ∈ Σfoot

loop (ωscc):
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•

⟨ξ,Σn⟩
TÐ↠ ⟨Σ′n,Dn, fn⟩

⟨ξ,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σ1

. . .
state Σn

immediate if λb

go to Σ1

immediate if !(λb)
join to Σ2

[final] state Σ2

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

⟩ TÐ↠

⟨{Σ′n;

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σi

immediate if λb

go to Σ1

immediate if !(λb)
join to Σ2

state Σ1

. . .
state Σn

go to Σi

[final] state Σ2

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

},Dn, fn⟩

SOS transition rules of σhead
loop (ωscc) ∈ Σhead

loop (ωscc):

••

JλbKξ = true ∧ ⟨ξ,Σi⟩
TÐ↠ ⟨Σ′i,Di, fi⟩

⟨ξ,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σi

immediate if λb

go to Σ1

immediate if !(λb)
join to Σ2

state Σ1

. . .
state Σn

go to Σi

[final] state Σ2

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

⟩ TÐ↠

⟨{Σ′i;

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σi

immediate if λb

go to Σ1

immediate if !(λb)
join to Σ2

state Σ1

. . .
state Σn

go to Σi

[final] state Σ2

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

},Di, fi⟩
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•

JλbKξ = false ∧ ⟨ξ,Σ2⟩
TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

[initial] state Σi

immediate if λb

go to Σ1

immediate if !(λb)
join to Σ2

state Σ1

. . .
state Σn

go to Σi

[final] state Σ2

⎫⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎭

⟩ TÐ↠ ⟨Σ′2,D2, f2⟩

A.5.8. Immediate Transitions in control-flow oriented SCCha-
rts

Definition A.81 (Syntax of immediate transitions in control-flow ori-
ented SCCharts). The syntax of an immediate transition Σnothing(ωscc) is
defined as follows:

• σnothing(ωscc)
def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1(σnothing(ωscc))
immediate abort to Σ2(σnothing(ωscc))
[final] state Σ2(σnothing(ωscc))

⎫⎪⎪⎪⎬⎪⎪⎪⎭
Definition A.82 (SOS transition rules of immediate transitions in
control-flow oriented SCCharts). The SOS transition rules of an imme-
diate transition Σnothing(ωscc) are defined as follows:

•

⟨ξ,Σ2⟩
TÐ↠ ⟨Σ′2,D2, f2⟩

⟨ξ,
⎧⎪⎪⎪⎨⎪⎪⎪⎩

[initial] state Σ1

immediate abort to Σ2

[final] state Σ2

⎫⎪⎪⎪⎬⎪⎪⎪⎭
⟩ TÐ↠ ⟨Σ′2,D2, f2⟩

A.5.9. Pause Statements in control-flow oriented SCCharts

Definition A.83 (Syntax and SOS transition rules of pause state-
ments in control-flow oriented SCCharts). The syntax of pause state-
ments Σpause(ωscc) is defined as follows. The SOS transitions rules are derived
from equivalent constructs:

• σpause(ωscc) ∶≡ σreg
await(ωscc) ⇐⇒ λb(σreg

await(ωscc)) = true

A.5.10. Sequences in control-flow oriented SCCharts

Definition A.84 (Syntax of sequences in control-flow oriented SC-
Charts). The syntax of a sequence Σseq(ωscc) is defined as follows:

• Σseq(ωscc)
def=
⎧⎪⎪⎪⎨⎪⎪⎪⎩

initial state σi(σseq(ωscc))
immediate [go|join] to σj(σseq(ωscc))
[final] state σj(σseq(ωscc))

⎫⎪⎪⎪⎬⎪⎪⎪⎭
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Definition A.85 (SOS transition rules of sequences in control-flow
oriented SCCharts). The SOS transition rules of a sequence Σseq(ωscc) are
defined as follows:

•
⟨ξ, σ1⟩

TÐ↠ ⟨σ′1,D1, f1⟩ ∧ ⟨ξ, σ2⟩
TÐ↠ ⟨σ′2,D2, f2⟩

⟨ξ,{σ1;σ2}⟩
TÐ↠ ⟨{σ′1;σ′2},{D1;D2}, f1 ∧ f2⟩
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Appendix B
ST Model Examples

1 PROGRAM ST_TWO_OF_THREE

2 VAR_INPUT

3 xB1_Temp : BOOL;

4 xB2_Temp : BOOL;

5 xB3_Temp : BOOL;

6 END_VAR

7 VAR_OUTPUT

8 xP1_Temp : BOOL;

9 END_VAR

10

11 xP1_Temp := xB1_Temp AND xB2_Temp OR xB1_Temp AND xB3_Temp OR xB2_Temp

AND xB3_Temp;

12 END_PROGRAM

Listing B.1: ST Model: ST TWO OF THREE

1 FUNCTION ST_ALARM : BOOL

2 VAR_INPUT

3 xSENSOR_L : BOOL;

4 xSENSOR_M : BOOL;

5 xSENSOR_R : BOOL;

6 END_VAR

7

8 ST_ALARM := (NOT xSENSOR_L AND NOT xSENSOR_M AND NOT xSENSOR_R) OR (

xSENSOR_L AND xSENSOR_R);

9 END_FUNCTION

Listing B.2: ST Model: ST ALARM

1 FUNCTION ST_SCALE : REAL

2 VAR_INPUT

3 iX : INT;

4 rY_MAX : REAL;

5 rY_MIN : REAL;

6 END_VAR

7

8 ST_SCALE := (rY_MAX - rY_MIN) / 32760.0 * iX + rY_MIN;

9 END_FUNCTION

Listing B.3: ST Model: ST SCALE

1 FUNCTION_BLOCK ST_AVAL_PROC

2 VAR

3 rPressure : REAL;
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4 iPressure_Per : INT;

5 END_VAR

6

7 ST_SCALE(iX := iPressure_Per, rY_MAX := 10.0, rY_MIN := 6.0, ST_SCALE

=> rPressure);

8 END_FUNCTION_BLOCK

Listing B.4: ST Model: ST AVAL PROC

1 FUNCTION_BLOCK ST_OP_ARITH

2 VAR

3 x01 : REAL;

4 x02 : REAL;

5 x03 : REAL;

6 x04 : REAL;

7 x05 : REAL;

8 x06 : REAL;

9 x1 : REAL := 1.0;

10 x2 : REAL := 2.0;

11 x3 : INT := 1;

12 x4 : INT := 2;

13 END_VAR

14

15 x01 := x1 + x2;

16 x02 := x1 - x2;

17 x03 := x1 * x2;

18 x04 := x1 / x2;

19 x05 := EXPT(x1, x2);

20 x06 := x3 MOD x4;

21 END_FUNCTION_BLOCK

Listing B.5: ST Model: ST OP ARITH

1 FUNCTION_BLOCK ST_OP_BOOL

2 VAR

3 x01 : BOOL;

4 x02 : BOOL;

5 x03 : BOOL;

6 x04 : BOOL;

7 x1 : BOOL := TRUE;

8 x2 : BOOL := FALSE;

9 END_VAR

10

11 x01 := NOT x1;

12 x02 := x1 AND x2;

13 x03 := x1 OR x2;

14 x04 := x1 XOR x2;

15 END_FUNCTION_BLOCK

Listing B.6: ST Model: ST OP BOOL

1 PROGRAM ST_COMPENS

2 VAR

3 rQ : REAL := 1500.0;

4 xQ1 : BOOL;

5 xQ2 : BOOL;

6 xQ3 : BOOL;

7 END_VAR

8

9 IF rQ < 1000.0 THEN

10 xQ3 := FALSE;

11 xQ2 := FALSE;

12 xQ1 := FALSE;

13 END_IF;

14 IF rQ >= 1000.0 THEN
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15 xQ3 := FALSE;

16 xQ2 := FALSE;

17 xQ1 := TRUE;

18 END_IF;

19 IF rQ >= 2000.0 THEN

20 xQ3 := FALSE;

21 xQ2 := TRUE;

22 xQ1 := TRUE;

23 END_IF;

24 IF rQ > 3000.0 THEN

25 xQ3 := TRUE;

26 xQ2 := TRUE;

27 xQ1 := TRUE;

28 END_IF;

29 END_PROGRAM

Listing B.7: ST Model: ST COMPENS

1 FUNCTION_BLOCK ST_COND

2 VAR

3 x0 : BOOL;

4 x1 : BOOL := TRUE;

5 x2 : BOOL := TRUE;

6 END_VAR

7

8 IF x1 THEN

9 x2 := TRUE;

10 END_IF;

11 IF x1 THEN

12 x0 := TRUE;

13 ELSE

14 x0 := FALSE;

15 END_IF;

16 END_FUNCTION_BLOCK

Listing B.8: ST Model: ST COND

1 FUNCTION_BLOCK ST_DATATYPES

2 VAR

3 A1 : BOOL;

4 A2 : BOOL := TRUE;

5 A3 : BYTE;

6 A4 : WORD;

7 A5 : INT;

8 A6 : INT := 2;

9 A7 : DINT;

10 A8 : DINT := 2;

11 A9 : UINT;

12 A10 : UINT := 2;

13 A11 : UDINT;

14 A12 : UDINT := 2;

15 A13 : REAL;

16 A14 : REAL := 1.23;

17 A15 : TIME;

18 A16 : TIME := T#5000 MS;

19 A17 : ARRAY [1..2] OF BOOL;

20 A18 : ARRAY [1..2] OF BYTE;

21 A19 : ARRAY [1..2] OF WORD;

22 A20 : ARRAY [1..2] OF INT;

23 A21 : ARRAY [1..2] OF DINT;

24 A22 : ARRAY [1..2] OF UINT;

25 A23 : ARRAY [1..2] OF UDINT;

26 A24 : ARRAY [1..2] OF REAL;

27 A25 : ARRAY [1..2] OF TIME;

28 END_VAR
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29 END_FUNCTION_BLOCK

Listing B.9: ST Model: ST DATATYPES

1 FUNCTION_BLOCK ST_DEBOUNCE

2 VAR_INPUT

3 IN : BOOL;

4 DB_TIME : TIME;

5 END_VAR

6 VAR_OUTPUT

7 OUT : BOOL;

8 ET_OFF : TIME;

9 END_VAR

10 VAR

11 DB_ON : TON;

12 DB_OFF : TON;

13 DB_FF : SR;

14 END_VAR

15

16 DB_ON(IN := IN, PT := DB_TIME);

17 DB_OFF(IN := NOT IN, PT := DB_TIME);

18 ET_OFF := DB_OFF.ET;

19 DB_FF (SET1:= DB_ON.Q, RESET := DB_OFF.Q);

20 OUT := DB_FF.Q1;

21 END_FUNCTION_BLOCK

Listing B.10: ST Model: ST DEBOUNCE

1 FUNCTION_BLOCK ST_ASS_DEL

2 VAR

3 x0 : INT := 2;

4 y0 : INT := 1;

5 END_VAR

6

7 y0 := y0 + x0;

8 END_FUNCTION_BLOCK

Listing B.11: ST Model: ST ASS DEL

1 FUNCTION_BLOCK ST_OP_IN_EQ

2 VAR

3 x0 : BOOL;

4 x1 : BOOL := TRUE;

5 x2 : BOOL := FALSE;

6 END_VAR

7

8 x0 := x1 = x2;

9 x0 := x1 <> x2;

10 END_FUNCTION_BLOCK

Listing B.12: ST Model: ST OP IN EQ

1 FUNCTION_BLOCK ST_LOOP_FOOT

2 VAR_OUTPUT

3 y : INT;

4 END_VAR

5 VAR

6 x0 : INT := 0;

7 x1 : INT := 1;

8 x2 : INT := 2;

9 i : INT;

10 i0 : INT := 0;

11 i1 : INT := 10;

12 END_VAR
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13

14 i := i0;

15 REPEAT

16 y := x0;

17 i := i + x2;

18 UNTIL i > i1

19 END_REPEAT;

20 y := x1;

21 END_FUNCTION_BLOCK

Listing B.13: ST Model: ST LOOP FOOT

1 FUNCTION_BLOCK ST_LOOP_HEAD

2 VAR_OUTPUT

3 y : INT;

4 END_VAR

5 VAR

6 x1 : INT := 1;

7 x2 : INT := 2;

8 i : INT;

9 i0 : INT := 0;

10 i1 : INT := 10;

11 END_VAR

12

13 i := i0;

14 WHILE i <= i1 DO

15 y := i;

16 i := i + x2;

17 END_WHILE;

18 y := x1;

19 END_FUNCTION_BLOCK

Listing B.14: ST Model: ST LOOP HEAD

1 FUNCTION_BLOCK ST_ASS_IMM1

2 VAR

3 x : INT := 2;

4 y : INT := 2;

5 x0 : INT := 2;

6 y0 : INT;

7 y1 : INT;

8 x1 : INT;

9 END_VAR

10

11 y := x;

12 y0 := x0;

13 y1 := x1;

14 END_FUNCTION_BLOCK

Listing B.15: ST Model: ST ASS IMM1

1 FUNCTION_BLOCK ST_ASS_IMM2

2 VAR

3 x0 : INT := 2;

4 x1 : INT := 2;

5 x2 : INT := 2;

6 y0 : INT;

7 y1 : INT;

8 y2 : INT := 2;

9 END_VAR

10

11 y0 := x0;

12 y1 := x1;

13 y0 := x2;

14
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15 y2 := x0;

16 y2 := x1;

17

18 y0 := x0;

19 x0 := y0 + x1;

20 END_FUNCTION_BLOCK

Listing B.16: ST Model: ST ASS IMM2

1 FUNCTION ST_ASS_IMM_OUT : BOOL

2 VAR_INPUT

3 x : INT;

4 END_VAR

5 VAR_OUTPUT

6 y: INT;

7 END_VAR

8

9 y := x;

10 ST_ASS_IMM_OUT := TRUE;

11 END_FUNCTION

Listing B.17: ST Model: ST ASS IMM OUT

1 FUNCTION_BLOCK ST_ASS_IMM3

2 VAR

3 y1: INT;

4 y2: BOOL;

5 END_VAR

6

7 ST_ASS_IMM_OUT(x := 4, y => y1, ST_ASS_IMM_OUT => y2);

8 END_FUNCTION_BLOCK

Listing B.18: ST Model: ST ASS IMM3

1 FUNCTION ST_LEFT1 : BOOL

2 VAR_INPUT

3 xSENSOR_L : BOOL;

4 xSENSOR_R : BOOL;

5 END_VAR

6

7 ST_LEFT1 := xSENSOR_L AND NOT xSENSOR_R;

8 END_FUNCTION

Listing B.19: ST Model: ST LEFT1

1 FUNCTION_BLOCK ST_OP_NUM_REL

2 VAR

3 x0 : BOOL;

4 x1 : INT := 1;

5 x2 : INT := 2;

6 END_VAR

7

8 x0 := x1 < x2;

9 x0 := x1 <= x2;

10 x0 := x1 > x2;

11 x0 := x1 >= x2;

12 END_FUNCTION_BLOCK

Listing B.20: ST Model: ST OP NUM REL

1 FUNCTION_BLOCK ST_TOF

2 VAR_INPUT

3 CLK: TIME;

4 IN: BOOL;
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5 PT: TIME;

6 END_VAR

7 VAR_OUTPUT

8 Q1: BOOL := FALSE;

9 ET: TIME;

10 END_VAR

11 VAR

12 ETTIME: TIME;

13 TSTART: TIME;

14 LASTIN: BOOL;

15 Q1_Temp1: BOOL;

16 END_VAR

17

18 IF (IN <> LASTIN) THEN

19 LASTIN := IN;

20 IF IN THEN

21 TSTART := CLK;

22 ELSE

23 TSTART := T#0MS;

24 END_IF;

25 Q1_Temp1 := TRUE;

26 Q1 := Q1_Temp1;

27 ET := T#0MS;

28 ELSE

29 IF ((NOT IN) AND Q1_Temp1) THEN

30 ETTIME := CLK - TSTART;

31 IF (ETTIME < PT) THEN

32 ET := ETTIME;

33 ELSE

34 Q1_Temp1 := FALSE;

35 Q1 := Q1_Temp1;

36 ET := PT;

37 END_IF;

38 END_IF;

39 END_IF;

40 END_FUNCTION_BLOCK

Listing B.21: ST Model: ST TOF

1 FUNCTION_BLOCK ST_TON

2 VAR_INPUT

3 CLK: TIME;

4 IN: BOOL;

5 PT: TIME;

6 END_VAR

7 VAR_OUTPUT

8 Q1: BOOL := FALSE;

9 ET: TIME;

10 END_VAR

11 VAR

12 ETTIME: TIME;

13 TSTART: TIME;

14 LASTIN: BOOL;

15 Q1_Temp1: BOOL;

16 END_VAR

17

18 IF (IN <> LASTIN) THEN

19 LASTIN := IN;

20 IF IN THEN

21 TSTART := CLK;

22 ELSE

23 TSTART := T#0MS;

24 END_IF;

25 Q1_Temp1 := FALSE;

26 Q1 := Q1_Temp1;

27 ET := T#0MS;
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28 ELSE

29 IF (IN AND (NOT Q1_Temp1)) THEN

30 ETTIME := CLK - TSTART;

31 IF (ETTIME < PT) THEN

32 ET := ETTIME;

33 ELSE

34 Q1_Temp1 := TRUE;

35 Q1 := Q1_Temp1;

36 ET := PT;

37 END_IF;

38 END_IF;

39 END_IF;

40 END_FUNCTION_BLOCK

Listing B.22: ST Model: ST TON

1 FUNCTION_BLOCK ST_RS

2 VAR_INPUT

3 SET: BOOL;

4 RESET1: BOOL;

5 END_VAR

6 VAR_OUTPUT

7 Q1: BOOL;

8 END_VAR

9 VAR

10 Q1_Tmp: BOOL;

11 END_VAR

12

13 Q1_Tmp := (SET OR Q1_Tmp) AND (NOT RESET1);

14 Q1 := Q1_Tmp;

15 END_FUNCTION_BLOCK

Listing B.23: ST Model: ST RS

1 FUNCTION ST_RIGHT1 : BOOL

2 VAR_INPUT

3 xSENSOR_L : BOOL;

4 xSENSOR_R : BOOL;

5 END_VAR

6

7 ST_RIGHT1 := NOT xSENSOR_L AND xSENSOR_R;

8 END_FUNCTION

Listing B.24: ST Model: ST RIGHT1

1 FUNCTION_BLOCK ST_SR

2 VAR_INPUT

3 SET1 : BOOL;

4 RESET : BOOL;

5 END_VAR

6 VAR_OUTPUT

7 Q1 : BOOL;

8 END_VAR

9 VAR

10 Q1_Tmp : BOOL;

11 END_VAR

12

13 Q1_Tmp := SET1 OR (Q1_Tmp AND (NOT RESET));

14 Q1 := Q1_Tmp;

15 END_FUNCTION_BLOCK

Listing B.25: ST Model: ST SR
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1 FUNCTION ST_SIMPLE_FUN : REAL

2 VAR_INPUT

3 A1 : REAL;

4 B1 : REAL;

5 C1 : REAL := 1.0;

6 END_VAR

7 VAR_IN_OUT

8 COUNT : INT;

9 END_VAR

10 VAR

11 COUNTP1 : INT;

12 END_VAR

13

14 COUNTP1 := COUNT + 1;

15 COUNT := COUNTP1;

16 ST_SIMPLE_FUN := (A1 * B1) / C1;

17 END_FUNCTION

Listing B.26: ST Model: ST SIMPLE FUN

1 PROGRAM ST_SIMPLE_PRG1

2 VAR_INPUT

3 PRG_IN : BOOL;

4 PRG_A : REAL;

5 PRG_B : REAL;

6 PRG_C : REAL;

7 END_VAR

8 VAR_OUTPUT

9 PRG_OUT1 : BOOL;

10 PRG_OUT2 : REAL := 1.0;

11 PRG_ET_OFF : TIME;

12 END_VAR

13 VAR

14 DEBOUNCE_01 : ST_DEBOUNCE;

15 PRG_COUNT : INT := 4;

16 END_VAR

17

18 DEBOUNCE_01(IN := PRG_IN, DB_TIME := T#2000MS, OUT => PRG_OUT1, ET_OFF

=> PRG_ET_OFF);

19 ST_SIMPLE_FUN(A1 := PRG_A + 2.0, B1 := PRG_B, C1 := PRG_C, COUNT :=

PRG_COUNT, ST_SIMPLE_FUN => PRG_OUT2);

20 END_PROGRAM

Listing B.27: ST Model: ST SIMPLE PRG1

1 PROGRAM ST_TANK_CTRL

2 VAR

3 S1 : BOOL;

4 B1 : BOOL;

5 B2 : BOOL;

6 P1 : BOOL;

7 M1 : BOOL;

8 M2 : BOOL;

9 END_VAR

10

11 P1 := S1;

12 IF NOT B1 THEN

13 M1 := TRUE;

14 M2 := TRUE;

15 END_IF;

16 IF B2 OR NOT S1 THEN

17 M1 := FALSE;

18 M2 := FALSE;

19 END_IF;
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20 END_PROGRAM

Listing B.28: ST Model: ST TANK CTRL

1 PROGRAM ST_TRACK_CORR

2 VAR_INPUT

3 B1 : BOOL;

4 B2 : BOOL;

5 B3 : BOOL;

6 END_VAR

7 VAR_OUTPUT

8 P1_Alarm : BOOL;

9 K1_Left : BOOL;

10 K2_Right : BOOL;

11 END_VAR

12 VAR

13 Tmp1 : BOOL;

14 Tmp2 : BOOL;

15 Tmp3 : BOOL;

16 END_VAR

17

18 ST_ALARM(xSENSOR_L := B1, xSENSOR_M := B2, xSENSOR_R := B3, ST_ALARM

=> Tmp1);

19 P1_Alarm := Tmp1;

20 ST_LEFT1(xSENSOR_L := B1, xSENSOR_R := B3, ST_LEFT1 => Tmp2);

21 K1_Left := Tmp2;

22 ST_RIGHT1(xSENSOR_L := B1, xSENSOR_R := B3, ST_RIGHT1 => Tmp3);

23 K2_Right := Tmp3;

24 END_PROGRAM

Listing B.29: ST Model: ST TRACK CORR

1 PROGRAM ST_TWO_PCTRL

2 VAR

3 usiS : UINT := 150;

4 usiH : UINT := 200;

5 usiOn : UINT;

6 usiOff : UINT;

7 xOut : BOOL;

8 END_VAR

9 END_PROGRAM

10

11 IF usiS > 200 OR usiS < 100 THEN

12 usiS := 150;

13 END_IF;

14 usiOn := usiS - 25;

15 usiOff := usiS + 25;

16 IF usiH > usiOff THEN

17 xOut := FALSE;

18 END_IF;

19 IF usiH < usiOn THEN

20 xOut := TRUE;

21 END_IF;

22 END_PROGRAM

Listing B.30: ST Model: ST TWO PCTRL (USINT data type designed as UINT)
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1 module ST_TWO_OF_THREE(

2 event bool ?EI,

3 event bool !EO,

4 bool ?xB1_Temp,

5 bool ?xB2_Temp,

6 bool ?xB3_Temp,

7 bool !xP1_Temp){

8

9 loop{

10 immediate await(EI);

11

12 xP1_Temp = (( xB1_Temp&xB2_Temp)|( xB1_Temp&xB3_Temp)|( xB2_Temp&

xB3_Temp));

13

14 emit(EO); pause;

15 }

16 }

Listing C.1: Quartz Model: ST TWO OF THREE

1 module ST_ALARM(

2 bool ?xSENSOR_L,

3 bool ?xSENSOR_M,

4 bool ?xSENSOR_R,

5 bool !ST_ALARM){

6

7 ST_ALARM = (!( xSENSOR_L)&!( xSENSOR_M)&!( xSENSOR_R))|( xSENSOR_L&

xSENSOR_R);

8 }

Listing C.2: Quartz Model: ST ALARM

1 module ST_SCALE(

2 int {32768} ?iX,

3 real ?rY_MAX,

4 real ?rY_MIN,

5 real !ST_SCALE){

6

7 ST_SCALE = (rY_MAX - rY_MIN) / 32760.0 * iX + rY_MIN;

8 }

Listing C.3: Quartz Model: ST SCALE
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1 import ST_SCALE .*;

2

3 module ST_AVAL_PROC(

4 event bool ?EI,

5 event bool !EO){

6

7 real rPressure;

8 int {32768} iPressure_Per;

9 real ST_SCALE_l1;

10

11

12 loop{

13 immediate await(EI);

14

15 ST_SCALE(iPressure_Per, 10.0, 6.0, ST_SCALE_l1);

16 rPressure = ST_SCALE_l1;

17

18 emit(EO); pause;

19 }

20 }

Listing C.4: Quartz Model: ST AVAL PROC

1 module ST_OP_ARITH(

2 event bool ?EI,

3 event bool !EO){

4

5 real x01;

6 real x02;

7 real x03;

8 real x04;

9 real x05;

10 real x06;

11 real x1;

12 real x2;

13 int {32768} x3;

14 int {32768} x4;

15

16 x1 = 1.0;

17 x2 = 2.0;

18 x3 = 1;

19 x4 = 2;

20 pause;

21

22 loop{

23 immediate await(EI);

24

25 x01 = x1 + x2;

26 x02 = x1 - x2;

27 x03 = x1 * x2;

28 x04 = x1 / x2;

29 x05 = exp(x1, x2);

30 x06 = x3 % x4;

31

32 emit(EO); pause;

33 }

34 }

Listing C.5: Quartz Model: ST OP ARITH

1 module ST_OP_BOOL(

2 event bool ?EI,

3 event bool !EO){

4

5 bool x01;
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6 bool x02;

7 bool x03;

8 bool x04;

9 bool x1;

10 bool x2;

11

12 x1 = true;

13 x2 = false;

14 pause;

15

16 loop{

17 immediate await(EI);

18

19 x01 = !(x1);

20 x02 = x1 & x2;

21 x03 = x1 | x2;

22 x04 = x1 ^ x2;

23

24 emit(EO); pause;

25 }

26 }

Listing C.6: Quartz Model: ST OP BOOL

1 module ST_COMPENS(

2 event bool ?EI,

3 event bool !EO){

4

5 real rQ;

6 bool xQ1;

7 bool xQ2;

8 bool xQ3;

9

10 rQ = 1500.0;

11 pause;

12

13 loop{

14 immediate await(EI);

15

16 if(rQ < 1000.0){

17 xQ3 = false;

18 xQ2 = false;

19 xQ1 = false;

20 }

21

22 if(rQ >= 1000.0){

23 xQ3 = false;

24 xQ2 = false;

25 xQ1 = true;

26 }

27

28 if(rQ >= 2000.0){

29 xQ3 = false;

30 xQ2 = true;

31 xQ1 = true;

32 }

33

34 if(rQ > 3000.0){

35 xQ3 = true;

36 xQ2 = true;

37 xQ1 = true;

38 }

39

40 emit(EO); pause;

41 }
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42 }

Listing C.7: Quartz Model: ST COMPENS

1 module ST_COND(

2 event bool ?EI,

3 event bool !EO){

4

5 bool x0;

6 bool x1;

7 bool x2;

8

9 x1 = true;

10 x2 = true;

11 pause;

12

13 loop{

14 immediate await(EI);

15

16 if(x1){

17 x2 = true;

18 }

19

20 if(x1){

21 x0 = true;

22 }else{

23 x0 = false;

24 }

25

26 emit(EO); pause;

27 }

28 }

Listing C.8: Quartz Model: ST COND

1 module ST_DATATYPES(

2 event bool ?EI,

3 event bool !EO){

4

5 bool A1;

6 bool A2;

7 bv{16} A3;

8 bv{32} A4;

9 int {32768} A5;

10 int {32768} A6;

11 int {2147483648} A7;

12 int {2147483648} A8;

13 nat {65536} A9;

14 nat {65536} A10;

15 nat {4294967296} A11;

16 nat {4294967296} A12;

17 real A13;

18 real A14;

19 nat A15;

20 nat A16;

21 [3] bool A17;

22 [3]bv{16} A18;

23 [3]bv{32} A19;

24 [3] int {32768} A20;

25 [3] int {2147483648} A21;

26 [3] nat {65536} A22;

27 [3] nat {4294967296} A23;

28 [3] real A24;

29 [3] nat A25;

30
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31 A2 = true;

32 A6 = 2;

33 A8 = 2;

34 A10 = 2;

35 A12 = 2;

36 A14 = 1.23;

37 A16 = 5000;

38 pause;

39

40 loop{

41 immediate await(EI);

42 emit(EO); pause;

43 }

44 }

Listing C.9: Quartz Model: ST DATATYPES

1 import TON.*;

2 import SR.*;

3

4 module ST_DEBOUNCE(

5 event bool ?EI,

6 event bool !EO,

7 nat ?CLK,

8 bool ?IN,

9 nat ?DB_TIME,

10 bool !OUT,

11 nat !ET_OFF){

12

13 event bool DB_ON_EI;

14 event bool DB_ON_EO;

15 event bool DB_OFF_EI;

16 event bool DB_OFF_EO;

17 event bool DB_FF_EI;

18 event bool DB_FF_EO;

19

20 bool DB_ON_Q;

21 bool DB_OFF_Q;

22 bool DB_FF_Q1;

23 nat DB_ON_ET;

24 nat DB_OFF_ET;

25

26 loop{

27 immediate await(EI);

28

29 emit(DB_ON_EI);

30 immediate await(DB_ON_EO);

31

32 emit(DB_OFF_EI);

33 immediate await(DB_OFF_EO);

34

35 ET_OFF = DB_OFF_ET;

36

37 emit(DB_FF_EI);

38 immediate await(DB_FF_EO);

39

40 OUT = DB_FF_Q1;

41

42 emit(EO);

43 pause;

44 }

45 || DB_ON:TON(DB_ON_EI, DB_ON_EO, CLK,

46 IN, DB_TIME,

47 DB_ON_Q, DB_ON_ET);

48 || DB_OFF:TON(DB_OFF_EI, DB_OFF_EO, CLK,

49 !(IN),
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50 DB_TIME,

51 DB_OFF_Q, DB_OFF_ET);

52 || DB_FF:SR(DB_FF_EI, DB_FF_EO,

53 DB_ON_Q,

54 DB_OFF_Q, DB_FF_Q1);

55 }

Listing C.10: Quartz Model: ST DEBOUNCE

1 module ST_ASS_DEL(

2 event bool ?EI,

3 event bool !EO){

4

5 int {32768} x0;

6 int {32768} y0;

7

8 x0 = 2;

9 y0 = 1;

10 pause;

11

12 loop{

13 immediate await(EI);

14

15 next(y0) = y0 + x0;

16 pause;

17

18 emit(EO); pause;

19 }

20 }

Listing C.11: Quartz Model: ST ASS DEL

1 module ST_OP_IN_EQ(

2 event bool ?EI,

3 event bool !EO){

4

5 bool x0;

6 bool x1;

7 bool x2;

8

9 x1 = true;

10 x2 = false;

11 pause;

12

13 loop{

14 immediate await(EI);

15

16 x0 = x1 == x2;

17 pause;

18 x0 = x1 != x2;

19

20 emit(EO); pause;

21 }

22 }

Listing C.12: Quartz Model: ST OP IN EQ

1 module ST_LOOP_FOOT(

2 event bool ?EI,

3 event bool !EO,

4 int {32768} !y){

5

6 int {32768} x0;

7 int {32768} x1;

8 int {32768} x2;
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9 int {32768} i;

10 int {32768} i0;

11 int {32768} i1;

12

13 x0 = 0;

14 x1 = 1;

15 x2 = 2;

16 i0 = 0;

17 i1 = 10;

18 pause;

19

20 loop{

21 immediate await(EI);

22

23 i = i0;

24 do{

25 y = x0;

26 next(i) = i + x2;

27 pause;

28 }while (!(i > i1));

29 y = x1;

30

31 emit(EO); pause;

32 }

33 }

Listing C.13: Quartz Model: ST LOOP FOOT

1 module ST_LOOP_HEAD(

2 event bool ?EI,

3 event bool !EO,

4 int {32768} !y){

5

6 int {32768} x1;

7 int {32768} x2;

8 int {32768} i;

9 int {32768} i0;

10 int {32768} i1;

11

12 x1 = 1;

13 x2 = 2;

14 i0 = 0;

15 i1 = 10;

16 pause;

17

18 loop{

19 immediate await(EI);

20

21 i = i0;

22 while(i <= i1){

23 y = i;

24 next(i) = i + x2;

25 pause;

26 }

27 y = x1;

28

29 emit(EO); pause;

30 }

31 }

Listing C.14: Quartz Model: ST LOOP HEAD

1 module ST_ASS_IMM1(

2 event bool ?EI,

3 event bool !EO){
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4

5 int {32768} x;

6 int {32768} y;

7 int {32768} x0;

8 int {32768} y0;

9 int {32768} y1;

10 int {32768} x1;

11

12 x = 2;

13 y = 2;

14 x0 = 2;

15 pause;

16

17 loop{

18 immediate await(EI);

19

20 y = x;

21 y0 = x0;

22 y1 = x1;

23

24 emit(EO); pause;

25 }

26 }

Listing C.15: Quartz Model: ST ASS IMM1

1 module ST_ASS_IMM2(

2 event bool ?EI,

3 event bool !EO){

4

5 int {32768} x0;

6 int {32768} x1;

7 int {32768} x2;

8 int {32768} y0;

9 int {32768} y1;

10 int {32768} y2;

11

12 x0 = 2;

13 x1 = 2;

14 x2 = 2;

15 y2 = 2;

16 pause;

17

18 loop{

19 immediate await(EI);

20

21 y0 = x0;

22 y1 = x1;

23 pause;

24 y0 = x2;

25

26 y2 = x0;

27 pause;

28 y2 = x1;

29

30 y0 = x0;

31 pause;

32 x0 = y0 + x1;

33

34 emit(EO); pause;

35 }

36 }

Listing C.16: Quartz Model: ST ASS IMM2
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1 module ST_ASS_IMM_OUT(

2 int {32768} ?x,

3 int {32768} !y,

4 bool !ST_ASS_IMM_OUT){

5

6 y = x;

7 ST_ASS_IMM_OUT = true;

8 }

Listing C.17: Quartz Model: ST ASS IMM OUT

1 import ST_ASS_IMM_OUT .*;

2

3 module ST_ASS_IMM3(

4 event bool ?EI,

5 event bool !EO){

6

7 int {32768} y1;

8 bool y2;

9 int {32768} ST_ASS_IMM_OUT_y_l1;

10 bool ST_ASS_IMM_OUT_l1;

11

12 loop{

13 immediate await(EI);

14

15 ST_ASS_IMM_OUT (4, ST_ASS_IMM_OUT_y_l1, ST_ASS_IMM_OUT_l1);

16 y1 = ST_ASS_IMM_OUT_y_l1;

17 y2 = ST_ASS_IMM_OUT_l1;

18

19 emit(EO); pause;

20 }

21 }

Listing C.18: Quartz Model: ST ASS IMM3

1 module ST_LEFT1(

2 bool ?xSENSOR_L,

3 bool ?xSENSOR_R,

4 bool !ST_LEFT1){

5

6 ST_LEFT1 = (xSENSOR_L & !( xSENSOR_R));

7 }

Listing C.19: Quartz Model: ST LEFT1

1 module ST_OP_NUM_REL(

2 event bool ?EI,

3 event bool !EO){

4

5 bool x0;

6 int {32768} x1;

7 int {32768} x2;

8

9 x1 = 1;

10 x2 = 2;

11 pause;

12

13 loop{

14 immediate await(EI);

15

16 x0 = x1 < x2;

17 pause;

18 x0 = x1 <= x2;

19 pause;

20 x0 = x1 > x2;
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21 pause;

22 x0 = x1 >= x2;

23

24 emit(EO); pause;

25 }

26 }

Listing C.20: Quartz Model: ST OP NUM REL

1 module ST_TOF(

2 event bool ?EI,

3 event bool !EO,

4 nat ?CLK,

5 bool ?IN,

6 nat ?PT,

7 bool !Q1,

8 nat !ET){

9

10 nat ETTIME;

11 nat TSTART;

12 bool LASTIN;

13 bool Q1_Temp1;

14

15 Q1 = false;

16 pause;

17

18 loop{

19 immediate await(EI);

20

21 if(IN != LASTIN){

22 next(LASTIN) = IN;

23 pause;

24 if(IN){

25 TSTART = CLK;

26 }else{

27 TSTART = 0;

28 }

29 Q1_Temp1 = true;

30 Q1 = Q1_Temp1;

31 ET = 0;

32 }

33 else{

34 if(!(IN) & Q1_Temp1){

35 ETTIME = CLK - TSTART;

36 if(ETTIME < PT){

37 ET = ETTIME;

38 }else{

39 next(Q1_Temp1) = false;

40 pause;

41 Q1 = Q1_Temp1;

42 ET = PT;

43 }

44 }

45 }

46

47 emit(EO); pause;

48 }

49 }

Listing C.21: Quartz Model: ST TOF

1 module ST_TON(

2 event bool ?EI,

3 event bool !EO,

4 nat ?CLK,
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5 bool ?IN,

6 nat ?PT,

7 bool !Q1,

8 nat !ET){

9

10 nat ETTIME;

11 nat TSTART;

12 bool LASTIN;

13 bool Q1_Temp1;

14

15 Q1 = false;

16 pause;

17

18 loop{

19 immediate await(EI);

20

21 if(IN != LASTIN){

22 next(LASTIN) = IN;

23 pause;

24 if(IN){

25 TSTART = CLK;

26 }else{

27 TSTART = 0;

28 }

29 Q1_Temp1 = false;

30 Q1 = Q1_Temp1;

31 ET = 0;

32 }

33 else{

34 if(IN & !( Q1_Temp1)){

35 ETTIME = CLK - TSTART;

36 if(ETTIME < PT){

37 ET = ETTIME;

38 }else{

39 next(Q1_Temp1) = true;

40 pause;

41 Q1 = Q1_Temp1;

42 ET = PT;

43 }

44 }

45 }

46

47 emit(EO); pause;

48 }

49 }

Listing C.22: Quartz Model: ST TON

1 module ST_RS(

2 event bool ?EI,

3 event bool !EO,

4 bool ?SET,

5 bool ?RESET1,

6 bool !Q1){

7

8 bool Q1_Tmp;

9

10 loop{

11 immediate await(EI);

12

13 next(Q1_Tmp) = (SET | Q1_Tmp) & !( RESET1);

14 pause;

15 Q1 = Q1_Tmp;

16

17 emit(EO); pause;

18 }
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19 }

Listing C.23: Quartz Model: ST RS

1 module ST_RIGHT1(

2 bool ?xSENSOR_L,

3 bool ?xSENSOR_R,

4 bool !ST_RIGHT1){

5

6 ST_RIGHT1 = (!( xSENSOR_L) & xSENSOR_R);

7 }

Listing C.24: Quartz Model: ST RIGHT1

1 module ST_SR(

2 event bool ?EI,

3 event bool !EO,

4 bool ?SET1,

5 bool ?RESET,

6 bool !Q1){

7

8 bool Q1_Tmp;

9

10 loop{

11 immediate await(EI);

12

13 next(Q1_Tmp) = SET1 | (Q1_Tmp & !( RESET));

14 pause;

15 Q1 = Q1_Tmp;

16

17 emit(EO); pause;

18 }

19 }

Listing C.25: Quartz Model: ST SR

1 module ST_SIMPLE_FUN(

2 real ?A1,

3 real ?B1,

4 real ?C1,

5 int {32768} COUNT,

6 real !ST_SIMPLE_FUN){

7

8 int {32768} COUNTP1;

9

10 COUNTP1 = COUNT +1;

11 pause;

12 COUNT = COUNTP1;

13 ST_SIMPLE_FUN = (A1*B1)/C1;

14 }

Listing C.26: Quartz Model: ST SIMPLE FUN

1 import ST_DEBOUNCE .*;

2 import ST_SIMPLE_FUN .*;

3

4 module ST_SIMPLE_PRG1(

5 event bool ?EI,

6 event bool !EO,

7 nat ?CLK,

8 bool ?PRG_IN,

9 real ?PRG_A,

10 real ?PRG_B,

11 real ?PRG_C,
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12 bool !PRG_OUT1,

13 nat !PRG_ET_OFF,

14 real !PRG_OUT2){

15

16 int {32768} PRG_COUNT;

17

18 event bool DEBOUNCE_01_EI;

19 event bool DEBOUNCE_01_EO;

20

21 bool DEBOUNCE_01_OUT;

22 nat DEBOUNCE_01_ET_OFF;

23

24 real ST_SIMPLE_FUN_l1;

25

26 PRG_COUNT = 4;

27 pause;

28

29 loop{

30 immediate await(EI);

31

32 emit(DEBOUNCE_01_EI);

33 immediate await(DEBOUNCE_01_EO);

34

35 PRG_OUT1 = DEBOUNCE_01_OUT;

36 PRG_ET_OFF = DEBOUNCE_01_ET_OFF;

37

38 ST_SIMPLE_FUN(

39 PRG_A + 2.0,

40 PRG_B, PRG_C,

41 PRG_COUNT, ST_SIMPLE_FUN_l1);

42

43 PRG_OUT2 = ST_SIMPLE_FUN_l1;

44

45 emit(EO);

46 pause;

47 }

48 || DEBOUNCE_01:ST_DEBOUNCE(DEBOUNCE_01_EI, DEBOUNCE_01_EO, CLK,

49 PRG_IN,

50 2000,

51 DEBOUNCE_01_OUT, DEBOUNCE_01_ET_OFF);

52 }

Listing C.27: Quartz Model: ST SIMPLE PRG1

1 module ST_TANK_CTRL(

2 event bool ?EI,

3 event bool !EO){

4

5 bool S1;

6 bool B1;

7 bool B2;

8 bool P1;

9 bool M1;

10 bool M2;

11

12 loop{

13 immediate await(EI);

14

15 P1 = S1;

16 if(!(B1)){

17 M1 = true;

18 M2 = true;

19 }

20 if(B2 | !(S1)){

21 pause;

22 M1 = false;
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23 M2 = false;

24 }

25

26 emit(EO); pause;

27 }

28 }

Listing C.28: Quartz Model: ST TANK CTRL

1 import ST_ALARM .*;

2 import ST_LEFT1 .*;

3 import ST_RIGHT1 .*;

4

5 module ST_TRACK_CORR(

6 event bool ?EI,

7 event bool !EO,

8 bool ?B1,

9 bool ?B2,

10 bool ?B3,

11 bool !P1_Alarm,

12 bool !K1_Left,

13 bool !K2_Right){

14

15 bool Tmp1;

16 bool Tmp2;

17 bool Tmp3;

18

19 bool ST_ALARM_l1;

20 bool ST_LEFT1_l1;

21 bool ST_RIGHT1_l1;

22

23 loop{

24 immediate await(EI);

25

26 ST_ALARM(B1, B2, B3,

27 ST_ALARM_l1);

28 Tmp1 = ST_ALARM_l1;

29 P1_Alarm = Tmp1;

30

31 ST_LEFT1(B1, B3,

32 ST_LEFT1_l1);

33 Tmp2 = ST_LEFT1_l1;

34 K1_Left = Tmp2;

35

36 ST_RIGHT1(B1, B3,

37 ST_RIGHT1_l1);

38 Tmp3 = ST_RIGHT1_l1;

39 K2_Right = Tmp3;

40

41 emit(EO); pause;

42 }

43 }

Listing C.29: Quartz Model: ST TRACK CORR

1 module ST_TWO_PCTRL(

2 event bool ?EI,

3 event bool !EO){

4

5 nat {65536} usiS;

6 nat {65536} usiH;

7 nat {65536} usiOn;

8 nat {65536} usiOff;

9 bool xOut;

10
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11 usiS = 150;

12 usiH = 200;

13 pause;

14

15 loop{

16 immediate await(EI);

17

18 if((usiS > 200) | (usiS < 100)){

19 usiS = 150;

20 }

21 usiOn = usiS - 25;

22 usiOff = usiS + 25;

23

24 if(usiH > usiOff){

25 xOut = false;

26 }

27 if(usiH < usiOn){

28 xOut = true;

29 }

30

31 emit(EO); pause;

32 }

33 }

Listing C.30: Quartz Model: ST TWO PCTRL (USINT data type designed as UINT)
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1 module ST_TWO_OF_THREE{

2 input bool EI;

3 output bool EO;

4 input bool xB1_Temp;

5 input bool xB2_Temp;

6 input bool xB3_Temp;

7 output bool xP1_Temp;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13

14 xP1_Temp = (( xB1_Temp & xB2_Temp) | (xB1_Temp & xB3_Temp) | (

xB2_Temp & xB3_Temp));

15

16 EO = true;

17 pause;

18 EO = false;

19 goto loop;

20 }

Listing D.1: SCL Model: ST TWO OF THREE

1 module ST_ALARM{

2 input bool EI;

3 output bool EO;

4 input bool xSENSOR_L;

5 input bool xSENSOR_M;

6 input bool xSENSOR_R;

7 output bool ST_ALARM;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13 ST_ALARM = false;

14

15 ST_ALARM = (!( xSENSOR_L) & !( xSENSOR_M) & !( xSENSOR_R)) | (xSENSOR_L

& xSENSOR_R);

16

17 EO = true;

18 pause;

19 EO = false;

20 goto loop;
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21 }

Listing D.2: SCL Model: ST ALARM

1 module ST_SCALE{

2 input bool EI;

3 output bool EO;

4 input int iX;

5 input float rY_MAX;

6 input float rY_MIN;

7 output bool ST_SCALE;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13 ST_SCALE = false;

14

15 ST_SCALE = (rY_MAX - rY_MIN) / 32760.0 * iX + rY_MIN;

16

17 EO = true;

18 pause;

19 EO = false;

20 goto loop;

21 }

Listing D.3: SCL Model: ST SCALE

1 module ST_OP_ARITH{

2 input bool EI;

3 output bool EO;

4 output int y;

5 float x01;

6 float x02;

7 float x03;

8 float x04;

9 float x05;

10 float x06;

11 float x1 = 1.0;

12 float x2 = 2.0;

13 int x3 = 1;

14 int x4 = 2;

15

16 loop:

17 while(!EI){

18 pause;

19 }

20

21 x01 = x1 + x2;

22 x02 = x1 - x2;

23 x03 = x1 * x2;

24 x04 = x1 / x2;

25 x06 = x3 % x4;

26

27 EO = true;

28 pause;

29 EO = false;

30 goto loop;

31 }

Listing D.4: SCL Model: ST OP ARITH

1 module ST_OP_BOOL{

2 input bool EI;

3 output bool EO;
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4 output int y;

5 bool x01;

6 bool x02;

7 bool x03;

8 bool x04;

9 bool x1 = true;

10 bool x2 = false;

11

12 loop:

13 while(!EI){

14 pause;

15 }

16

17 x01 = !(x1);

18 x02 = x1 & x2;

19 x03 = x1 | x2;

20 x04 = x1 ^ x2;

21

22 EO = true;

23 pause;

24 EO = false;

25 goto loop;

26 }

Listing D.5: SCL Model: ST OP BOOL

1 module ST_COMPENS{

2 input bool EI;

3 output bool EO;

4 float rQ = 1500.0;

5 bool xQ1;

6 bool xQ2;

7 bool xQ3;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13

14 if(rQ < 1000.0){

15 xQ3 = false;

16 xQ2 = false;

17 xQ1 = false;

18 }

19 if(rQ >= 1000.0){

20 xQ3 = false;

21 xQ2 = false;

22 xQ1 = true;

23 }

24 if(rQ >= 2000.0){

25 xQ3 = false;

26 xQ2 = true;

27 xQ1 = true;

28 }

29 if(rQ > 3000.0){

30 xQ3 = true;

31 xQ2 = true;

32 xQ1 = true;

33 }

34

35 EO = true;

36 pause;

37 EO = false;

38 goto loop;
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39 }

Listing D.6: SCL Model: ST COMPENS

1 module ST_COND{

2 input bool EI;

3 output bool EO;

4 bool x0;

5 bool x1 = true;

6 bool x2 = true;

7

8 loop:

9 while(!EI){

10 pause;

11 }

12

13 if(x1){

14 x2 = true;

15 }

16 if(x1){

17 x0 = true;

18 }else{

19 x0 = true;

20 }

21

22 EO = true;

23 pause;

24 EO = false;

25 goto loop;

26 }

Listing D.7: SCL Model: ST COND

1 module ST_DATATYPES{

2 input bool EI;

3 output bool EO;

4 bool A1;

5 bool A2 = true;

6 int A5;

7 int A6 = 2;

8 int A7;

9 int A8 = 2;

10 int A9;

11 int A10 = 2;

12 float A13;

13 float A14 = 1.23;

14 int A15;

15 int A16 = 5000;

16 bool A17 [3];

17 int A20 [3];

18 int A21 [3];

19 int A22 [3];

20 float A24 [3];

21 int A25 [3];

22

23 loop:

24 while(!EI){

25 pause;

26 }

27

28 EO = true;

29 pause;

30 EO = false;

31 goto loop;
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32 }

Listing D.8: SCL Model: ST DATATYPES

1 module ST_ASS_DEL{

2 input bool EI;

3 output bool EO;

4 int x0 = 2;

5 int y0 = 1;

6

7 loop:

8 while(!EI){

9 pause;

10 }

11

12 y0 = y0 + x0;

13

14 EO = true;

15 pause;

16 EO = false;

17 goto loop;

18 }

Listing D.9: SCL Model: ST ASS DEL

1 module ST_OP_IN_EQ{

2 input bool EI;

3 output bool EO;

4 output int y;

5 bool x0;

6 bool x1 = true;

7 bool x2 = false;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13

14 x0 = x1 == x2;

15 x0 = x1 != x2;

16

17 EO = true;

18 pause;

19 EO = false;

20 goto loop;

21 }

Listing D.10: SCL Model: ST OP IN EQ

1 module ST_LOOP_FOOT{

2 input bool EI;

3 output bool EO;

4 output int y;

5 int x0 = 0;

6 int x1 = 1;

7 int x2 = 2;

8 int i;

9 int i0 = 0;

10 int i1 = 10;

11

12 loop:

13 while(!EI){

14 pause;

15 }

16
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17 i = i0;

18 do:

19 y = x0;

20 i = i + x2;

21 pause;

22 if(!(i > i1)){

23 goto do;

24 }

25 y = x1;

26

27 EO = true;

28 pause;

29 EO = false;

30 goto loop;

31 }

Listing D.11: SCL Model: ST LOOP FOOT

1 module ST_LOOP_HEAD{

2 input bool EI;

3 output bool EO;

4 output int y;

5 int x1 = 1;

6 int x2 = 2;

7 int i;

8 int i0 = 0;

9 int i1 = 10;

10

11 loop:

12 while(!EI){

13 pause;

14 }

15

16 i = i0;

17 while(i <= i1){

18 y = i;

19 i = i + x2;

20 pause;

21 }

22 y = x1;

23

24 EO = true;

25 pause;

26 EO = false;

27 goto loop;

28 }

Listing D.12: SCL Model: ST LOOP HEAD

1 module ST_ASS_IMM1{

2 input bool EI;

3 output bool EO;

4 int x = 2;

5 int y = 2;

6 int x0 = 2;

7 int y0;

8 int y1;

9 int x1;

10

11 loop:

12 while(!EI){

13 pause;

14 }

15

16 y = x;
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17 y0 = x0;

18 y1 = x1;

19

20 EO = true;

21 pause;

22 EO = false;

23 goto loop;

24 }

Listing D.13: SCL Model: ST ASS IMM1

1 module ST_ASS_IMM2{

2 input bool EI;

3 output bool EO;

4 int x0 = 2;

5 int x1 = 2;

6 int x2 = 2;

7 int y0;

8 int y1;

9 int y2 = 2;

10

11 loop:

12 while(!EI){

13 pause;

14 }

15

16 y0 = x0;

17 y1 = x1;

18 y0 = x2;

19

20 y2 = x0;

21 y2 = x1;

22

23 y0 = x0;

24 x0 = y0 + x1;

25

26 EO = true;

27 pause;

28 EO = false;

29 goto loop;

30 }

Listing D.14: SCL Model: ST ASS IMM2

1 module ST_ASS_IMM_OUT{

2 input bool EI;

3 output bool EO;

4 input int x;

5 output int y;

6 output bool ST_ASS_IMM_OUT;

7

8 loop:

9 while(!EI){

10 pause;

11 }

12 y = 0;

13 ST_ASS_IMM_OUT = false;

14

15 y = x;

16 ST_ASS_IMM_OUT = true;

17

18 EO = true;

19 pause;

20 EO = false;

21 goto loop;
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22 }

Listing D.15: SCL Model: ST ASS IMM OUT

1 module ST_LEFT1{

2 input bool EI;

3 output bool EO;

4 input bool xSENSOR_L;

5 input bool xSENSOR_R;

6 output bool ST_LEFT1;

7

8 loop:

9 while(!EI){

10 pause;

11 }

12 ST_LEFT1 = false;

13

14 ST_LEFT1 = (( xSENSOR_L) & (!( xSENSOR_R)));

15

16 EO = true;

17 pause;

18 EO = false;

19 goto loop;

20 }

Listing D.16: SCL Model: ST LEFT1

1 module ST_OP_NUM_REL{

2 input bool EI;

3 output bool EO;

4 output int y;

5 bool x0;

6 int x1 = 1;

7 int x2 = 2;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13

14 x0 = x1 < x2;

15 x0 = x1 <= x2;

16 x0 = x1 > x2;

17 x0 = x1 >= x2;

18

19 EO = true;

20 pause;

21 EO = false;

22 goto loop;

23 }

Listing D.17: SCL Model: ST OP NUM REL

1 module ST_TOF{

2 input bool EI;

3 output bool EO;

4 input int CLK;

5 input bool IN;

6 input int PT;

7 output bool Q1 = false;

8 output int ET;

9 int ETTIME;

10 int TSTART;

11 bool LASTIN;

12 bool Q1_Temp1;
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13

14 loop:

15 while(!EI){

16 pause;

17 }

18

19 if(IN != LASTIN){

20 LASTIN = IN;

21 if(IN){

22 TSTART = CLK;

23 }else{

24 TSTART = 0;

25 }

26 Q1_Temp1 = true;

27 Q1 = Q1_Temp1;

28 ET = 0;

29 }else{

30 if(!(IN) & Q1_Temp1){

31 ETTIME = CLK - TSTART;

32 if(ETTIME < PT){

33 ET = ETTIME;

34 }else{

35 Q1_Temp1 = false;

36 Q1 = Q1_Temp1;

37 ET = PT;

38 }

39 }

40 }

41

42 EO = true;

43 pause;

44 EO = false;

45 goto loop;

46 }

Listing D.18: SCL Model: ST TOF

1 module ST_TON{

2 input bool EI;

3 output bool EO;

4 input int CLK;

5 input bool IN;

6 input int PT;

7 output bool Q1 = false;

8 output int ET;

9 int ETTIME;

10 int TSTART;

11 bool LASTIN;

12 bool Q1_Temp1;

13

14 loop:

15 while(!EI){

16 pause;

17 }

18

19 if(IN != LASTIN){

20 LASTIN = IN;

21 if(IN){

22 TSTART = CLK;

23 }else{

24 TSTART = 0;

25 }

26 Q1_Temp1 = false;

27 Q1 = Q1_Temp1;

28 ET = 0;

29 }else{

283



Appendix D: Resulting SCL Models

30 if(IN & (!( Q1_Temp1))){

31 ETTIME = CLK - TSTART;

32 if(ETTIME < PT){

33 ET = ETTIME;

34 }else{

35 Q1_Temp1 = true;

36 Q1 = Q1_Temp1;

37 ET = PT;

38 }

39 }

40 }

41

42 EO = true;

43 pause;

44 EO = false;

45 goto loop;

46 }

Listing D.19: SCL Model: ST TON

1 module ST_RS{

2 input bool EI;

3 output bool EO;

4 input bool SET;

5 input bool RESET1;

6 output bool Q1;

7 bool Q1_Tmp;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13

14 Q1_Tmp = (SET | Q1_Tmp) & (!( RESET1));

15 Q1 = Q1_Tmp;

16

17 EO = true;

18 pause;

19 EO = false;

20 goto loop;

21 }

Listing D.20: SCL Model: ST RS

1 module ST_RIGHT1{

2 input bool EI;

3 output bool EO;

4 input bool xSENSOR_L;

5 input bool xSENSOR_R;

6 output bool ST_RIGHT1;

7

8 loop:

9 while(!EI){

10 pause;

11 }

12 ST_RIGHT1 = false;

13

14 ST_RIGHT1 = (!( xSENSOR_L) & (xSENSOR_R));

15

16 EO = true;

17 pause;

18 EO = false;

19 goto loop;

20 }

Listing D.21: SCL Model: ST RIGHT1
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1 module ST_SR{

2 input bool EI;

3 output bool EO;

4 input bool SET1;

5 input bool RESET;

6 output bool Q1;

7 bool Q1_Tmp;

8

9 loop:

10 while(!EI){

11 pause;

12 }

13

14 Q1_Tmp = SET1 | (Q1_Tmp & (!( RESET)));

15 Q1 = Q1_Tmp;

16

17 EO = true;

18 pause;

19 EO = false;

20 goto loop;

21 }

Listing D.22: SCL Model: ST SR

1 module ST_SIMPLE_FUN{

2 input bool EI;

3 output bool EO;

4 input float A1;

5 input float B1;

6 input float C1 = 1.0;

7 input output int COUNT;

8 output float ST_SIMPLE_FUN;

9 int COUNTP1;

10

11 loop:

12 while(!EI){

13 pause;

14 }

15 ST_SIMPLE_FUN = false;

16

17 COUNTP1 = COUNT + 1;

18 COUNT = COUNTP1;

19 ST_SIMPLE_FUN = ((A1 * B1) / C1);

20

21 EO = true;

22 pause;

23 EO = false;

24 goto loop;

25 }

Listing D.23: SCL Model: ST SIMPLE FUN

1 module ST_TANK_CTRL{

2 input bool EI;

3 output bool EO;

4 bool S1;

5 bool B1;

6 bool B2;

7 bool P1;

8 bool M1;

9 bool M2;

10

11 loop:

12 while(!EI){

13 pause;
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14 }

15

16 P1 = S1;

17 if(!(B1)){

18 M1 = true;

19 M2 = true;

20 }

21 if(B2 | !(S1)){

22 M1 = false;

23 M2 = false;

24 }

25

26 EO = true;

27 pause;

28 EO = false;

29 goto loop;

30 }

Listing D.24: SCL Model: ST TANK CTRL

1 module ST_TWO_PCTRL{

2 input bool EI;

3 output bool EO;

4 int usiS = 150;

5 int usiH= 200;

6 int usiOn;

7 int usiOff;

8 bool xOut;

9

10 loop:

11 while(!EI){

12 pause;

13 }

14

15 if((usiS > 200)|(usiS < 100)){

16 usiS = 150;

17 }

18 usiOn = usiS - 25;

19 usiOff = usiS + 25;

20 if(usiH > usiOff){

21 xOut = false;

22 }

23 if(usiH < usiOn){

24 xOut = true;

25 }

26

27 EO = true;

28 pause;

29 EO = false;

30 goto loop;

31 }

Listing D.25: SCL Model: ST TWO PCTRL (USINT data type designed as UINT)
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1 PROGRAM FBD_TWO_OF_THREE

2 VAR_INPUT

3 xB1_Temp : BOOL;

4 xB2_Temp : BOOL;

5 xB3_Temp : BOOL;

6 END_VAR

7 VAR_OUTPUT

8 xP1_Temp : BOOL;

9 END_VAR

10

11 END_PROGRAM

Listing E.1: FBD: FBD TWO OF THREE

1 FUNCTION_BLOCK FBD_AIR_COND_CTRL

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 IN5: BOOL;

8 IN6: BOOL;

9 IN7: BOOL;

10 IN8: BOOL;

11 IN9: BOOL;

12 END_VAR

13 VAR_OUTPUT

14 OUT1: BOOL;

15 OUT2: BOOL;

16 END_VAR
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17 VAR

18 RS0: RS;

19 END_VAR

20

21 END_FUNCTION_BLOCK

Listing E.2: FBD: FBD AIR COND CTRL

1 FUNCTION FBD_ALARM : BOOL

2 VAR_INPUT

3 xSENSOR_L : BOOL;

4 xSENSOR_M : BOOL;

5 xSENSOR_R : BOOL;

6 END_VAR

7

8 END_FUNCTION

Listing E.3: FBD: FBD ALARM

1 FUNCTION_BLOCK FBD_ANTIVALENCE

2 VAR_INPUT

3 IN0: BOOL;

4 IN1: BOOL;

5 IN2: BOOL;

6 END_VAR

7 VAR_OUTPUT

8 OUT1: BOOL;

9 END_VAR
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10

11 END_FUNCTION_BLOCK

Listing E.4: FBD: FBD ANTIVALENCE

1 FUNCTION_BLOCK FBD_OP_ARITH

2 VAR

3 x01 : REAL;

4 x02 : REAL;

5 x03 : REAL;

6 x04 : REAL;

7 x05 : REAL;

8 x06 : REAL;

9 x1 : REAL := 1.0;

10 x2 : REAL := 2.0;

11 x3 : INT := 1;

12 x4 : INT := 2;

13 END_VAR
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14

15 END_FUNCTION_BLOCK

Listing E.5: FBD: FBD OP ARITH

1 FUNCTION_BLOCK FBD_BENDING

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 END_VAR

7 VAR_OUTPUT

8 OUT1: BOOL;

9 OUT2: BOOL;

10 OUT3: BOOL;

11 END_VAR

12 VAR

13 PT5s: TIME;

14 PT05s: TIME;

15 PT1s: TIME;

16 TON0: TON;

17 TON1: TON;

18 TON2: TON;

19 TON3: TON;

20 TOF0: TON;

21 RS0: RS;

22 END_VAR
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23

24 END_FUNCTION_BLOCK

Listing E.6: FBD: FBD BENDING

1 FUNCTION_BLOCK FBD_OP_BOOL

2 VAR

3 x01 : BOOL;

4 x02 : BOOL;

5 x03 : BOOL;

6 x04 : BOOL;

7 x1 : BOOL := TRUE;

8 x2 : BOOL := FALSE;

9 END_VAR

10

11 END_FUNCTION_BLOCK

Listing E.7: FBD: FBD OP BOOL

1 FUNCTION_BLOCK FBD_CYLINDER

2 VAR_INPUT

3 INa1: BOOL;

4 INa0: BOOL;

5 INS: BOOL;

6 INb1: BOOL;

7 INc0: BOOL;

8 INc1: BOOL;

9 INb0: BOOL;

10 END_VAR

11 VAR_OUTPUT
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12 OUTBp: BOOL;

13 OUTAp: BOOL;

14 OUTAm: BOOL;

15 OUTCp: BOOL;

16 END_VAR

17 VAR

18 ME1: BOOL;

19 ME2: BOOL;

20 END_VAR

21

22 END_FUNCTION_BLOCK

Listing E.8: FBD: FBD CYLINDER

1 FUNCTION_BLOCK FBD_DATATYPES

2 VAR

3 A1 : BOOL;

4 A2 : BOOL := TRUE;

5 A3 : BYTE;

6 A4 : WORD;

7 A5 : INT;

8 A6 : INT := 2;

9 A7 : DINT;

10 A8 : DINT := 2;

11 A9 : UINT;

12 A10 : UINT := 2;

13 A11 : UDINT;

14 A12 : UDINT := 2;

15 A13 : REAL;

16 A14 : REAL := 1.23;

17 A15 : TIME;

18 A16 : TIME := T#5000 MS;

19 A17 : ARRAY [0..2] OF BOOL;

20 A18 : ARRAY [0..2] OF BYTE;

21 A19 : ARRAY [0..2] OF WORD;

22 A20 : ARRAY [0..2] OF INT;

23 A21 : ARRAY [0..2] OF DINT;

24 A22 : ARRAY [0..2] OF UINT;
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25 A23 : ARRAY [0..2] OF UDINT;

26 A24 : ARRAY [0..2] OF REAL;

27 A25 : ARRAY [0..2] OF TIME;

28 END_VAR

29 END_FUNCTION_BLOCK

Listing E.9: FBD: FBD DATATYPES

1 FUNCTION_BLOCK FBD_DEBOUNCE

2 VAR_INPUT

3 IN: BOOL;

4 DB_TIME: TIME;

5 END_VAR

6 VAR_OUTPUT

7 OUT: BOOL;

8 ET_OFF: TIME;

9 END_VAR

10 VAR

11 DB_ON: TON;

12 DB_OFF: TON;

13 DB_FF: SR;

14 END_VAR

15

16 END_FUNCTION_BLOCK

Listing E.10: FBD: FBD DEBOUNCE

1 FUNCTION_BLOCK FBD_DICE

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUTa: BOOL;

10 OUTb: BOOL;

11 OUTc: BOOL;

12 OUTd: BOOL;

13 OUTe: BOOL;

14 OUTf: BOOL;

15 OUTg: BOOL;

16 OUTh: BOOL;

17 OUTi: BOOL;

18 END_VAR

293



Appendix E: FBD Examples

19

20 END_FUNCTION_BLOCK

Listing E.11: FBD: FBD DICE

1 FUNCTION_BLOCK FBD_KV_DIAG

2 VAR_INPUT

3 INa: BOOL;

4 INb: BOOL;

5 INc: BOOL;

6 INd: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUT1: BOOL;

10 OUT2: BOOL;

11 END_VAR
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12

13 END_FUNCTION_BLOCK

Listing E.12: FBD: FBD KV DIAG

1 FUNCTION FBD_LEFT_DET: BOOL

2 VAR_INPUT

3 xSENSOR_L : BOOL;

4 xSENSOR_R : BOOL;

5 END_VAR

6

7 END_FUNCTION

Listing E.13: FBD: FBD LEFT DET

1 FUNCTION_BLOCK FBD_POLL

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;
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6 END_VAR

7 VAR_OUTPUT

8 OUT1: BOOL;

9 OUT2: BOOL;

10 OUT3: BOOL;

11 END_VAR

12

13 END_FUNCTION_BLOCK

Listing E.14: FBD: FBD POLL

1 FUNCTION_BLOCK FBD_RES_CTRL1

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUTP1: BOOL;

10 OUTP2: BOOL;

11 OUTP3: BOOL;

12 OUTH: BOOL;

13 END_VAR
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14

15 END_FUNCTION_BLOCK

Listing E.15: FBD: FBD RES CTRL1

1 FUNCTION_BLOCK FBD_RES_CTRL2

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUTP1: BOOL;

10 OUTP2: BOOL;

11 OUTP3: BOOL;

12 OUTQ: BOOL;

13 END_VAR
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14

15 END_FUNCTION_BLOCK

Listing E.16: FBD: FBD RES CTRL2

1 FUNCTION_BLOCK FBD_ROLL_DOWN

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 IN5: BOOL;

8 IN6: BOOL;

9 TIME14: BOOL;

10 TIME4: BOOL;

11 END_VAR

12 VAR_OUTPUT

13 OUT1: BOOL;

14 OUT2: BOOL;

15 END_VAR

16

17 END_FUNCTION_BLOCK

Listing E.17: FBD: FBD ROLL DOWN

1 FUNCTION_BLOCK FBD_CABLE_WINCH
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2 VAR_INPUT

3 INS1: BOOL;

4 INB1: BOOL;

5 INB2: BOOL;

6 END_VAR

7 VAR_OUTPUT

8 OUT1: BOOL;

9 OUT2: BOOL;

10 END_VAR

11 VAR

12 ME1: BOOL;

13 ME2: BOOL;

14 END_VAR

15

16 END_FUNCTION_BLOCK

Listing E.18: FBD: FBD CABLE WINCH

1 FUNCTION_BLOCK FBD_SEVEN_SEG

2 VAR_INPUT

3 IN0: BOOL;

4 IN1: BOOL;

5 IN2: BOOL;

6 IN3: BOOL;

7 IN4: BOOL;

8 END_VAR

9 VAR_OUTPUT

10 OUTa: BOOL;

11 OUTb: BOOL;

12 OUTc: BOOL;

13 OUTd: BOOL;

14 OUTe: BOOL;

15 OUTf: BOOL;

16 OUTg: BOOL;

17 END_VAR
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18

19

20 END_FUNCTION_BLOCK

Listing E.19: FBD: FBD SEVEN SEG

1 FUNCTION_BLOCK FBD_SHOP_WINDOW

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 TIME3: BOOL;

8 END_VAR

9 VAR_OUTPUT

10 OUT1: BOOL;

11 OUT2: BOOL;

12 OUT3: BOOL;

13 OUT4: BOOL;
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14 END_VAR

15 VAR

16 TOF0: TOF;

17 TOF1: TOF;

18 PT1m: TIME;

19 END_VAR

20

21 END_FUNCTION_BLOCK

Listing E.20: FBD: FBD SHOP WINDOW

1 FUNCTION_BLOCK FBD_SILO_VALVE

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUT1: BOOL;

10 END_VAR
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11

12 END_FUNCTION_BLOCK

Listing E.21: FBD: FBD SILO VALVE

1 FUNCTION FBD_SIMPLE_FUN: REAL

2 VAR_INPUT

3 A1: REAL;

4 B1: REAL;

5 C1: REAL := 1.0;

6 END_VAR

7 VAR_IN_OUT

8 COUNT: INT;

9 END_VAR

10 VAR

11 COUNTP1: INT;

12 END_VAR

13

14 END_FUNCTION

Listing E.22: FBD: FBD SIMPLE FUN

1 PROGRAM FBD_SIMPLE_PRG1

2 VAR_INPUT

3 PRG_IN : BOOL;

4 PRG_A : REAL;

5 PRG_B : REAL;

6 PRG_C : REAL;
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7 END_VAR

8 VAR_OUTPUT

9 PRG_OUT1: BOOL;

10 PRG_OUT2: REAL;

11 PRG_ET_OFF: TIME;

12 END_VAR

13 VAR

14 PRG_COUNT: INT := 4;

15 DEBOUNCE_01: FBD_DEBOUNCE;

16 END_VAR

17

18 END_PROGRAM

Listing E.23: FBD: FBD SIMPLE PRG1

1 PROGRAM FBD_SIMPLE_PRG2

2 VAR

3 OUT: REAL;

4 ST_LOOP_HEAD0: ST_LOOP_HEAD;

5 END_VAR

6

7 END_PROGRAM

Listing E.24: FBD: FBD SIMPLE PRG2

1 FUNCTION_BLOCK FBD_SMOKE_DET

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUT1: BOOL;

10 OUT2: BOOL;

11 OUT3: BOOL;

12 END_VAR
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13

14 END_FUNCTION_BLOCK

Listing E.25: FBD: FBD SMOKE DET

1 FUNCTION_BLOCK FBD_SPORTS_HALL

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 TIME4: BOOL;

8 TIME9: BOOL;

9 TIME14: BOOL;

10 TIME18: BOOL;

11 END_VAR

12 VAR_OUTPUT

13 OUT1: BOOL;

14 OUT2: BOOL;

15 OUT3: BOOL;

16 OUT4: BOOL;

17 END_VAR

18 VAR

19 PT1m: TIME;

20 RS0: RS;

21 RS1: RS;

22 RS2: RS;

23 TON0: TON;

24 END_VAR
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25

26 END_FUNCTION_BLOCK

Listing E.26: FBD: FBD SPORTS HALL

1 FUNCTION_BLOCK FBD_THER_CODE

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUT1: BOOL;

10 OUT2: BOOL;

11 OUT3: BOOL;

12 END_VAR

305



Appendix E: FBD Examples

13

14 END_FUNCTION_BLOCK

Listing E.27: FBD: FBD THER CODE

1 FUNCTION_BLOCK FBD_TOGGLE_SWITCH

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUT1: BOOL;

10 END_VAR
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11

12 END_FUNCTION_BLOCK

Listing E.28: FBD: FBD TOGGLE SWITCH

1 FUNCTION_BLOCK FBD_VENT_CTRL

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 IN4: BOOL;

7 END_VAR

8 VAR_OUTPUT

9 OUT1: BOOL;

10 OUT2: BOOL;

11 OUT3: BOOL;

12 END_VAR
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13

14 END_FUNCTION_BLOCK

Listing E.29: FBD: FBD VENT CTRL

1 FUNCTION_BLOCK FBD_WIND_DIR

2 VAR_INPUT

3 IN1: BOOL;

4 IN2: BOOL;

5 IN3: BOOL;

6 END_VAR

7 VAR_OUTPUT

8 OUT1: BOOL;

9 OUT2: BOOL;

10 OUT3: BOOL;

11 OUT4: BOOL;

12 END_VAR
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13

14 END_FUNCTION_BLOCK

Listing E.30: FBD: FBD WIND DIR
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Appendix F
Resulting FBD-Based Quartz
Models

1 module FBD_TWO_OF_THREE(

2 event bool ?EI,

3 event bool !EO,

4 bool ?xB1_Temp,

5 bool ?xB2_Temp,

6 bool ?xB3_Temp,

7 bool !xP1_Temp){

8

9 loop{

10 immediate await(EI);

11

12 xP1_Temp = (( xB1_Temp&xB2_Temp)|( xB1_Temp&xB3_Temp)|( xB2_Temp&

xB3_Temp));

13

14 emit(EO); pause;

15 }

16 }

Listing F.1: Quartz Model: FBD TWO OF THREE

1 import RS.*;

2

3 module FBD_AIR_COND_CTRL(

4 event bool ?EI,

5 event bool !EO,

6 bool ?IN1,

7 bool ?IN2,

8 bool ?IN3,

9 bool ?IN4,

10 bool ?IN5,

11 bool ?IN6,

12 bool ?IN7,

13 bool ?IN8,

14 bool ?IN9,

15 bool !OUT1,

16 bool !OUT2){

17

18 event bool RS0_EI;

19 event bool RS0_EO;

20 bool RS0_Q1;

21

22 loop{
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23 immediate await(EI);

24

25 emit(RS0_EI);

26 immediate await(RS0_EO);

27

28 OUT2 = RS0_Q1;

29 emit(EO); pause;

30 }

31 || RS0:RS(RS0_EI, RS0_EO,

32 (IN1|IN2|IN3|IN4),

33 ((!( IN5)|!(IN6)|!( IN7)|!(IN8))|!( IN9)),

34 RS0_Q1);

35 }

Listing F.2: Quartz Model: FBD AIR COND CTRL

1 module FBD_ALARM(

2 bool ?xSENSOR_L,

3 bool ?xSENSOR_M,

4 bool ?xSENSOR_R,

5 bool !FBD_ALARM){

6

7 FBD_ALARM = (!( xSENSOR_L)&!( xSENSOR_M)&!( xSENSOR_R))|( xSENSOR_L&

xSENSOR_R);

8 }

Listing F.3: Quartz Model: FBD ALARM

1 module FBD_ANTIVALENCE(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN0,

5 bool ?IN1,

6 bool ?IN2,

7 bool !OUT1){

8

9 loop{

10 immediate await(EI);

11 OUT1 = ((!( IN0)&!(IN1)&IN2)|(!( IN0)&!(IN2)&IN1)|(!( IN1)&!( IN2)&

IN0));

12 emit(EO); pause;

13 }

14 }

Listing F.4: Quartz Model: FBD ANTIVALENCE

1 module FBD_OP_ARITH(

2 event bool ?EI,

3 event bool !EO){

4

5 real x01;

6 real x02;

7 real x03;

8 real x04;

9 real x05;

10 real x06;

11 real x1;

12 real x2;

13 int {32768} x3;

14 int {32768} x4;

15

16 x1 = 1.0;

17 x2 = 2.0;

18 x3 = 1;

19 x4 = 2;
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20 pause;

21

22 loop{

23 immediate await(EI);

24

25 x01 = x1 + x2;

26 x02 = x1 - x2;

27 x03 = x1 * x2;

28 x04 = x1 / x2;

29 x05 = exp(x1, x2);

30 x06 = x3 % x4;

31

32 emit(EO); pause;

33 }

34 }

Listing F.5: Quartz Model: FBD OP ARITH

1 import TON.*;

2 import TOF.*;

3 import RS.*;

4

5 module FBD_BENDING(

6 event bool ?EI,

7 event bool !EO,

8 nat ?CLK,

9 bool ?IN1,

10 bool ?IN2,

11 bool ?IN3,

12 bool !OUT1,

13 bool !OUT2,

14 bool !OUT3){

15

16 nat PT5s;

17 nat PT05s;

18 nat PT1s;

19

20 event bool TON0_EI;

21 event bool TON0_EO;

22 event bool TON1_EI;

23 event bool TON1_EO;

24 event bool TON2_EI;

25 event bool TON2_EO;

26 event bool TOF0_EI;

27 event bool TOF0_EO;

28 event bool TON3_EI;

29 event bool TON3_EO;

30 event bool RS0_EI;

31 event bool RS0_EO;

32

33 bool TON0_Q;

34 nat TON0_ET;

35 bool TON1_Q;

36 nat TON1_ET;

37 bool TON2_Q;

38 nat TON2_ET;

39 bool TOF0_Q;

40 nat TOF0_ET;

41 bool TON3_Q;

42 nat TON3_ET;

43 bool RS0_Q1;

44

45

46 loop{

47 immediate await(EI);

48
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49 emit(TON0_EI);

50 immediate await(TON0_EO);

51

52 emit(TON1_EI);

53 immediate await(TON1_EO);

54

55 emit(TON2_EI);

56 immediate await(TON2_EO);

57

58 emit(TOF0_EI);

59 immediate await(TOF0_EO);

60

61 OUT1 = (IN1&TON0_Q)&!(( TON1_Q&TON2_Q))&!(((!( TON2_Q)&TOF0_Q)&IN3

));

62 OUT2 = (!(((!( TON2_Q)&TOF0_Q)&IN3))&(!( TON2_Q)&TOF0_Q));

63

64 emit(TON3_EI);

65 immediate await(TON3_EO);

66

67 emit(RS0_EI);

68 immediate await(RS0_EO);

69

70 OUT3 = RS0_Q1;

71

72 emit(EO); pause;

73 }

74 || TON0:TON(TON0_EI, TON0_EO, CLK,

75 IN1,

76 PT1s,

77 TON0_Q, TON0_ET);

78 || TON1:TON(TON1_EI, TON1_EO, CLK,

79 (IN1&TON0_Q),

80 PT1s,

81 TON1_Q, TON1_ET);

82 || TON2:TON(TON2_EI, TON2_EO, CLK,

83 IN2,

84 PT05s,

85 TON2_Q, TON2_ET);

86 || TOF0:TOF(TOF0_EI, TOF0_EO, CLK,

87 (IN1&TON0_Q),

88 PT1s,

89 TOF0_Q, TOF0_ET);

90 || TON3:TON(TON3_EI, TON3_EO, CLK,

91 !(IN1),

92 PT5s,

93 TON3_Q, TON3_ET);

94 || RS0:RS(RS0_EI, RS0_EO,

95 ((IN1&TON0_Q)|TON3_Q),

96 (TON1_Q&TON2_Q),

97 RS0_Q1);

98 }

Listing F.6: Quartz Model: FBD BENDING

1 module FBD_OP_BOOL(

2 event bool ?EI,

3 event bool !EO){

4

5 bool x01;

6 bool x02;

7 bool x03;

8 bool x04;

9 bool x1;

10 bool x2;

11

12 x1 = true;
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13 x2 = false;

14 pause;

15

16 loop{

17 immediate await(EI);

18

19 x01 = !(x1);

20 x02 = x1 & x2;

21 x03 = x1 | x2;

22 x04 = x1 ^ x2;

23

24 emit(EO); pause;

25 }

26 }

Listing F.7: Quartz Model: FBD OP BOOL

1 module FBD_CYLINDER(

2 event bool ?EI,

3 event bool !EO,

4 bool ?INa1,

5 bool ?INa0,

6 bool ?INS,

7 bool ?INb1,

8 bool ?INc0,

9 bool ?INc1,

10 bool ?INb0,

11 bool !OUTBp,

12 bool !OUTAp,

13 bool !OUTAm,

14 bool !OUTCp){

15

16 bool ME1;

17 bool ME2;

18

19 loop{

20 immediate await(EI);

21

22 OUTAp = ((ME1|(INa0&INS))&!( INb1));

23 pause;

24 ME1 = ((ME1|(INa0&INS))&!( INb1));

25 OUTBp = (INa1 &((ME1|(INa0&INS))&!( INb1)));

26 ME2 = ((ME2|INb1)&!( INc1));

27 OUTAm = (!((( ME1|(INa0&INS))&!( INb1)))&INc0 &!((( ME2|INb1)&!( INc1

))));

28 OUTCp = (((ME2|INb1)&!( INc1))&INb0);

29

30 emit(EO); pause;

31 }

32 }

Listing F.8: Quartz Model: FBD CYLINDER

1 module FBD_DATATYPES(

2 event bool ?EI,

3 event bool !EO){

4

5 bool A1;

6 bool A2;

7 bv{16} A3;

8 bv{32} A4;

9 int {32768} A5;

10 int {32768} A6;

11 int {2147483648} A7;

12 int {2147483648} A8;
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13 nat {65536} A9;

14 nat {65536} A10;

15 nat {4294967296} A11;

16 nat {4294967296} A12;

17 real A13;

18 real A14;

19 nat A15;

20 nat A16;

21 [3] bool A17;

22 [3]bv{16} A18;

23 [3]bv{32} A19;

24 [3] int {32768} A20;

25 [3] int {2147483648} A21;

26 [3] nat {65536} A22;

27 [3] nat {4294967296} A23;

28 [3] real A24;

29 [3] nat A25;

30

31 A2 = true;

32 A6 = 2;

33 A8 = 2;

34 A10 = 2;

35 A12 = 2;

36 A14 = 1.23;

37 A16 = 5000;

38 pause;

39

40 loop{

41 immediate await(EI);

42 emit(EO); pause;

43 }

44 }

Listing F.9: Quartz Model: FBD DATATYPES

1 import TON.*;

2 import SR.*;

3

4 module FBD_DEBOUNCE(

5 event bool ?EI,

6 event bool !EO,

7 nat ?CLK,

8 bool ?IN,

9 nat ?DB_TIME,

10 bool !OUT,

11 nat !ET_OFF){

12

13 event bool DB_ON_EI;

14 event bool DB_ON_EO;

15 event bool DB_OFF_EI;

16 event bool DB_OFF_EO;

17 event bool DB_FF_EI;

18 event bool DB_FF_EO;

19

20 bool DB_ON_Q;

21 bool DB_OFF_Q;

22 bool DB_FF_Q1;

23 nat DB_ON_ET;

24 nat DB_OFF_ET;

25

26 loop{

27 immediate await(EI);

28

29 emit(DB_ON_EI);

30 immediate await(DB_ON_EO);

31
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32 emit(DB_OFF_EI);

33 immediate await(DB_OFF_EO);

34

35 ET_OFF = DB_OFF_ET;

36

37 emit(DB_FF_EI);

38 immediate await(DB_FF_EO);

39

40 OUT = DB_FF_Q1;

41

42 emit(EO);

43 pause;

44 }

45 || DB_ON:TON(DB_ON_EI, DB_ON_EO, CLK,

46 IN, DB_TIME,

47 DB_ON_Q, DB_ON_ET);

48 || DB_OFF:TON(DB_OFF_EI, DB_OFF_EO, CLK,

49 !(IN),

50 DB_TIME,

51 DB_OFF_Q, DB_OFF_ET);

52 || DB_FF:SR(DB_FF_EI, DB_FF_EO,

53 DB_ON_Q,

54 DB_OFF_Q, DB_FF_Q1);

55 }

Listing F.10: Quartz Model: FBD DEBOUNCE

1 module FBD_DICE(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUTa,

9 bool !OUTb,

10 bool !OUTc,

11 bool !OUTd,

12 bool !OUTe,

13 bool !OUTf,

14 bool !OUTg,

15 bool !OUTh,

16 bool !OUTi){

17

18 loop{

19 immediate await(EI);

20

21 OUTa = ((IN3 &!(IN4)&!(IN2))|(IN2&!( IN4)&!(IN1))|(IN4&!(IN2)&!(

IN3)));

22 OUTb = ((IN2&IN3 &!(IN4))|(IN4&!(IN2)&!( IN3)));

23 OUTc = ((IN3 &!(IN4))|(IN4 &!(IN2)&!( IN3))|(IN1&IN2 &!(IN4)));

24 OUTd = ((IN4 &!(IN2)&!(IN3))|(IN1&IN2&IN3 &!(IN4)));

25 OUTe = ((IN1 &!(IN4))|(IN1 &!(IN3)&!( IN2)));

26 OUTf = ((IN4 &!(IN2)&!(IN3))|(IN1&IN2&IN3 &!(IN4)));

27 OUTh = ((IN2&IN3 &!(IN4))|(IN4&!(IN2)&!( IN3)));

28 OUTg = ((IN3 &!(IN4))|(IN4 &!(IN2)&!( IN3))|(IN1&IN2 &!(IN4)));

29 OUTi = ((IN3 &!(IN4)&!(IN2))|(IN2&!( IN4)&!(IN1)&!( IN3))|(IN4&!(

IN2)&!(IN3)));

30

31 emit(EO); pause;

32 }

33 }

Listing F.11: Quartz Model: FBD DICE
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1 module FBD_KV_DIAG(

2 event bool ?EI,

3 event bool !EO,

4 bool ?INa,

5 bool ?INb,

6 bool ?INc,

7 bool ?INd,

8 bool !OUT1,

9 bool !OUT2){

10

11 loop{

12 immediate await(EI);

13

14 OUT1 = ((!( INa)&INb)|(INa &!(INb)&INc));

15 OUT2 = (((INa==INb&INc)|(!( INa)&!( INc)&INb))&!(INd));

16

17 emit(EO); pause;

18 }

19 }

Listing F.12: Quartz Model: FBD KV DIAG

1 module FBD_LEFT_DET(

2 bool ?xSENSOR_L,

3 bool ?xSENSOR_R,

4 bool !FBD_LEFT_DET){

5

6 FBD_LEFT_DET = (xSENSOR_L & !( xSENSOR_R));

7 }

Listing F.13: Quartz Model: FBD LEFT DET

1 module FBD_POLL(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool !OUT1,

8 bool !OUT2,

9 bool !OUT3){

10

11 loop{

12 immediate await(EI);

13

14 OUT1 = ((!( IN3)&!(IN2)&IN1)|(!( IN3)&IN2 &!(IN1))|(IN3&!(IN2)&!(

IN1)));

15 OUT2 = ((!( IN3)&IN2&IN1)|(IN3&!(IN2)&IN1)|(IN3&IN2&!( IN1)));

16 OUT3 = (IN1&IN2&IN3);

17

18 emit(EO); pause;

19 }

20 }

Listing F.14: Quartz Model: FBD POLL

1 module FBD_RES_CTRL1(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUTP1,

9 bool !OUTP2,
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10 bool !OUTP3,

11 bool !OUTH){

12

13 loop{

14 immediate await(EI);

15

16 OUTP1 = ((!( IN4)&!( IN3))|(!( IN4)&!(IN2)&IN1));

17 OUTP2 = (((!( IN4)&!(IN3))|(!( IN4)&!(IN2)&IN1))|(!( IN3)&IN2&!( IN1

)));

18 OUTP3 = ((!( IN4)&!( IN3)&!(IN2))|(IN4&!(IN3)&IN2)|(!( IN3)&IN2 &!(

IN1))|(!( IN4)&IN3&IN2&IN2));

19 OUTH = ((IN3 &!(IN1))|(IN4 &!(IN2)));

20

21 emit(EO); pause;

22 }

23 }

Listing F.15: Quartz Model: FBD RES CTRL1

1 module FBD_RES_CTRL2(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUTP1,

9 bool !OUTP2,

10 bool !OUTP3,

11 bool !OUTQ){

12

13 loop{

14 immediate await(EI);

15

16 OUTP3 = ((!( IN4)&!( IN3))|(!( IN4)&!(IN2)&IN1));

17 OUTP2 = (((!( IN4)&!(IN3))|(!( IN4)&!(IN2)&IN1))|(!( IN3)&IN2&!( IN1

)));

18 OUTP1 = ((!( IN4)&!( IN3)&!(IN2))|(IN4&!(IN3)&IN2&IN1)|(!( IN3)&IN2

&!( IN1))|(!( IN4)&IN3&IN2&IN1));

19 OUTQ = ((IN3 &!(IN1))|(IN4 &!(IN2)));

20

21 emit(EO); pause;

22 }

23 }

Listing F.16: Quartz Model: FBD RES CTRL2

1 module FBD_ROLL_DOWN(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool ?IN5,

9 bool ?IN6,

10 bool ?TIME14,

11 bool ?TIME4,

12 bool !OUT1,

13 bool !OUT2){

14

15 loop{

16 immediate await(EI);

17

18 OUT1 = ((( TIME4&IN6)|(!( IN6)&IN2))&IN4);

319



Appendix F: Resulting FBD-Based Quartz Models

19 OUT2 = (((( TIME4&IN6)|(!( IN6)&IN2))&IN4)==(IN5&(( IN6&IN1&!(

TIME14))|(IN3&!(IN6))))&(IN5 &((IN6&IN1 &!( TIME14))|(IN3&!(IN6

)))));

20

21 emit(EO); pause;

22 }

23 }

Listing F.17: Quartz Model: FBD ROLL DOWN

1 module FBD_CABLE_WINCH(

2 event bool ?EI,

3 event bool !EO,

4 bool ?INS1,

5 bool ?INB1,

6 bool ?INB2,

7 bool !OUT1,

8 bool !OUT2){

9

10 bool ME1;

11 bool ME2;

12

13 loop{

14 immediate await(EI);

15

16 OUT1 = ((ME1|INS1 |!( INB2))&!((!( INB1)|!( INS1)|ME2)));

17 pause;

18 ME1 = ((ME1|INS1 |!( INB2))&!((!( INB1)|!( INS1)|ME2)));

19 OUT2 = ((ME2 |!( INB1))&!((!( INB2)|!( INS1)|ME1)));

20 pause;

21 ME2 = ((ME2|!( INB1))&!((!( INB2)|!( INS1)|ME1)));

22

23 emit(EO); pause;

24 }

25 }

Listing F.18: Quartz Model: FBD CABLE WINCH

1 module FBD_SEVEN_SEG(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN0,

5 bool ?IN1,

6 bool ?IN2,

7 bool ?IN3,

8 bool ?IN4,

9 bool !OUTa,

10 bool !OUTb,

11 bool !OUTc,

12 bool !OUTd,

13 bool !OUTe,

14 bool !OUTf,

15 bool !OUTg){

16

17 loop{

18 immediate await(EI);

19

20 OUTa = ((!( IN3)&IN1)|(IN2&IN1)|(!( IN2)&!(IN1)&IN3)|(!( IN3)&!(IN2

)&!(IN0))|(!( IN3)&IN1&IN0));

21 OUTb = ((!( IN3)&!(IN2))|(!( IN2)&!( IN1))|(!( IN3)&IN1&IN0)|(IN3&!(

IN1)&IN0)|(!( IN3)&!(IN1)&!( IN0)));

22 OUTc = ((!( IN3)&!(IN1))|(!( IN3)&IN0)|(!( IN2)&IN3)|(!( IN3)&IN2)

|(!( IN1)&IN0));

23 OUTd = ((!( IN2)&IN1)|(!( IN2)&!(IN0))|(IN1&!( IN0))|(IN3&!(IN1)&

IN2)|(IN2&!( IN1)&IN0));
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24 OUTe = ((!( IN2)&!(IN0))|(IN3&IN1)|(IN3&IN2)|(IN2 &!(IN0)&IN1));

25 OUTf = ((IN3&IN2&IN1)|(!( IN3)&IN2&!(IN1))|(!( IN3)&IN2 &!(IN0))|(

IN3 &!(IN2)&IN0)|(!( IN2)&!( IN1)&!(IN0)));

26 OUTg = (IN3 |(!( IN0)&IN2)|(!( IN2)&IN0)|(!( IN1)&IN2));

27

28 emit(EO); pause;

29 }

30 }

Listing F.19: Quartz Model: FBD SEVEN SEG

1 import TOF.*;

2

3 module FBD_SHOP_WINDOW(

4 event bool ?EI,

5 event bool !EO,

6 nat ?CLK,

7 bool ?IN1,

8 bool ?IN2,

9 bool ?IN3,

10 bool ?IN4,

11 bool ?TIME3,

12 bool !OUT1,

13 bool !OUT2,

14 bool !OUT3,

15 bool !OUT4){

16

17 nat PT1m;

18

19 event bool TOF0_EI;

20 event bool TOF0_EO;

21 event bool TOF1_EI;

22 event bool TOF1_EO;

23

24 bool TOF0_Q;

25 nat TOF0_ET;

26 bool TOF1_Q;

27 nat TOF1_ET;

28

29 loop{

30 immediate await(EI);

31

32 emit(TOF0_EI);

33 immediate await(TOF0_EO);

34

35 OUT1 = ((TIME3|TOF0_Q)&IN2);

36 OUT2 = (IN2 &(((( TIME3|TOF0_Q)&IN2)&IN1)|TOF0_Q));

37 OUT3 = (IN2 &((IN1 &!((( TIME3|TOF0_Q)&IN2)))|TOF0_Q));

38

39 emit(TOF1_EI);

40 immediate await(TOF1_EO);

41

42 OUT4 = (IN2&( TOF0_Q|TOF1_Q));

43

44 emit(EO); pause;

45 }

46 || TOF0:TOF(TOF0_EI, TOF0_EO, CLK,

47 IN3,

48 PT1m,

49 TOF0_Q, TOF0_ET);

50 || TOF1:TOF(TOF1_EI, TOF1_EO, CLK,

51 IN4,

52 PT1m,

53 TOF1_Q, TOF1_ET);
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54 }

Listing F.20: Quartz Model: FBD SHOP WINDOW

1 module FBD_SILO_VALVE(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUT1){

9

10 loop{

11 immediate await(EI);

12

13 OUT1 = ((!( IN3)&!(IN2)&IN1)|(!( IN3)&IN2 &!(IN1))|(IN3&!(IN2)&!(

IN1))|(IN3&IN2&IN1));

14

15 emit(EO); pause;

16 }

17 }

Listing F.21: Quartz Model: FBD SILO VALVE

1 module FBD_SIMPLE_FUN(

2 real ?A1,

3 real ?B1,

4 real ?C1,

5 int {32768} COUNT,

6 real !FBD_SIMPLE_FUN){

7

8 int {32768} COUNTP1;

9

10 COUNTP1 = COUNT +1;

11 pause;

12 COUNT = COUNTP1;

13 FBD_SIMPLE_FUN = (A1*B1)/C1;

14 }

Listing F.22: Quartz Model: FBD SIMPLE FUN

1 import FBD_DEBOUNCE .*;

2 import FBD_SIMPLE_FUN .*;

3

4 module FBD_SIMPLE_PRG1(

5 event bool ?EI,

6 event bool !EO,

7 nat ?CLK,

8 bool ?PRG_IN,

9 real ?PRG_A,

10 real ?PRG_B,

11 real ?PRG_C,

12 bool !PRG_OUT1,

13 nat !PRG_ET_OFF,

14 real !PRG_OUT2){

15

16 int {32768} PRG_COUNT;

17

18 event bool DEBOUNCE_01_EI;

19 event bool DEBOUNCE_01_EO;

20

21 bool DEBOUNCE_01_OUT;

22 nat DEBOUNCE_01_ET_OFF;

23
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24 real FBD_SIMPLE_FUN_l1;

25

26 PRG_COUNT = 4;

27 pause;

28

29 loop{

30 immediate await(EI);

31

32 emit(DEBOUNCE_01_EI);

33 immediate await(DEBOUNCE_01_EO);

34

35 PRG_OUT1 = DEBOUNCE_01_OUT;

36 PRG_ET_OFF = DEBOUNCE_01_ET_OFF;

37

38 FBD_SIMPLE_FUN(

39 PRG_A + 2.0,

40 PRG_B, PRG_C,

41 PRG_COUNT, FBD_SIMPLE_FUN_l1);

42

43 PRG_OUT2 = FBD_SIMPLE_FUN_l1;

44

45 emit(EO);

46 pause;

47 }

48 || DEBOUNCE_01:FBD_DEBOUNCE(DEBOUNCE_01_EI, DEBOUNCE_01_EO, CLK,

49 PRG_IN,

50 2000,

51 DEBOUNCE_01_OUT, DEBOUNCE_01_ET_OFF);

52 }

Listing F.23: Quartz Model: FBD SIMPLE PRG1

1 import ST_LOOP_HEAD .*;

2

3 module FBD_SIMPLE_PRG2(

4 event bool ?EI,

5 event bool !EO){

6

7 event bool ST_LOOP_HEAD0_EI;

8 event bool ST_LOOP_HEAD0_EO;

9

10 int {32768} ST_LOOP_HEAD0_y;

11 int {32768} OUT;

12

13 loop{

14 immediate await(EI);

15

16 emit(ST_LOOP_HEAD0_EI);

17 immediate await(ST_LOOP_HEAD0_EO);

18

19 OUT = ST_LOOP_HEAD0_y;

20

21 emit(EO); pause;

22 }

23 || ST_LOOP_HEAD0:ST_LOOP_HEAD(ST_LOOP_HEAD0_EI, ST_LOOP_HEAD0_EO,

24 ST_LOOP_HEAD0_y);

25 }

Listing F.24: Quartz Model: FBD SIMPLE PRG2

1 module FBD_SMOKE_DET(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,
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6 bool ?IN3,

7 bool ?IN4,

8 bool !OUT1,

9 bool !OUT2,

10 bool !OUT3){

11

12 loop{

13 immediate await(EI);

14

15 OUT1 = (!(IN1)|!(IN2)|!(IN3)|!(IN4));

16 OUT2 = (((!( IN1)&!(IN2))|(!( IN1)&!( IN3)))|(!( IN1)&!(IN4)&(!( IN3)

&!( IN2))&(!( IN2)&!(IN4))&(!( IN3)&!(IN4))));

17 OUT3 = (!(IN1)&!(IN2)&!(IN3)&!(IN4));

18

19 emit(EO); pause;

20 }

21 }

Listing F.25: Quartz Model: FBD SMOKE DET

1 import RS.*;

2 import TON.*;

3

4 module FBD_SPORTS_HALL(

5 event bool ?EI,

6 event bool !EO,

7 nat ?CLK,

8 bool ?IN1,

9 bool ?IN2,

10 bool ?IN3,

11 bool ?IN4,

12 bool ?TIME4,

13 bool ?TIME9,

14 bool ?TIME14,

15 bool ?TIME18,

16 bool !OUT1,

17 bool !OUT2,

18 bool !OUT3,

19 bool !OUT4){

20

21 nat PT1m;

22

23 event bool RS0_EI;

24 event bool RS0_EO;

25 event bool RS1_EI;

26 event bool RS1_EO;

27 event bool RS2_EI;

28 event bool RS2_EO;

29 event bool TON0_EI;

30 event bool TON0_EO;

31

32 bool RS0_Q1;

33 bool RS1_Q1;

34 bool RS2_Q1;

35 bool TON0_Q;

36 nat TON0_ET;

37

38 loop{

39 immediate await(EI);

40

41 emit(RS0_EI);

42 immediate await(RS0_EO);

43

44 OUT1 = (( RS0_Q1 &!(IN4))|IN3);

45

46 emit(RS1_EI);
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47 immediate await(RS1_EO);

48

49 OUT2 = (( RS1_Q1 &!(IN4))|IN3);

50

51 emit(TON0_EI);

52 immediate await(TON0_EO);

53

54 OUT4 = (TIME18 == TON0_Q &(( RS0_Q1 &!( IN4))|IN3)&(( RS1_Q1 &!(IN4))|

IN3));

55

56 emit(RS2_EI);

57 immediate await(RS2_EO);

58

59 OUT3 = (( RS2_Q1 &!(IN4))|IN3);

60

61 emit(EO); pause;

62 }

63 || RS0:RS(RS0_EI, RS0_EO,

64 IN1,

65 TIME4,

66 RS0_Q1);

67 || RS1:RS(RS1_EI, RS1_EO,

68 IN1,

69 TIME9,

70 RS1_Q1);

71 || TON0:TON(TON0_EI, TON0_EO, CLK,

72 TIME18,

73 PT1m,

74 TON0_Q, TON0_ET);

75 || RS2:RS(RS2_EI, RS2_EO,

76 IN2,

77 TIME14,

78 RS2_Q1);

79 }

Listing F.26: Quartz Model: FBD SPORTS HALL

1 module FBD_THER_CODE(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUT1,

9 bool !OUT2,

10 bool !OUT3){

11

12 loop{

13 immediate await(EI);

14

15 OUT1 = (IN1|IN2|IN3);

16 OUT2 = ((IN1&IN2 &!(IN3))|(IN1&!(IN2)&IN3)|(!( IN1)&IN2&IN3)|(IN1&

IN2&IN3));

17 OUT3 = (IN1&IN2&IN3);

18

19 emit(EO); pause;

20 }

21 }

Listing F.27: Quartz Model: FBD THER CODE

1 module FBD_TOGGLE_SWITCH(

2 event bool ?EI,

3 event bool !EO,
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4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUT1){

9

10 loop{

11 immediate await(EI);

12

13 OUT1 = (((IN1&!( IN2)&!(IN3)&!( IN4))|(!( IN1)&IN2&!(IN3)&!(IN4))

|(!( IN1)&!(IN2)&IN3 &!(IN4))|(IN1&IN2&IN3&!(IN4)))|((!( IN1)

&!( IN2)&!(IN3)&IN4)|(IN1&IN2&!( IN3)&IN4)|(IN1 &!(IN2)&IN3&IN4

)|(!( IN1)&IN2&IN3&IN4)));

14

15 emit(EO); pause;

16 }

17 }

Listing F.28: Quartz Model: FBD TOGGLE SWITCH

1 module FBD_VENT_CTRL(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUT1,

9 bool !OUT2,

10 bool !OUT3){

11

12 loop{

13 immediate await(EI);

14

15 OUT1 = (!(IN1)&IN2&IN3&IN4);

16 OUT2 = ((IN2 &!(IN4)&!(IN1))|(IN4&!( IN3)&!(IN1))|(!( IN3)&IN2&!(

IN4))|(!( IN1)&IN3 &!(IN2))|(!( IN4)&IN1&!( IN2))|(!( IN3)&IN1&!(

IN2)));

17 OUT3 = ((IN1&IN3&IN4)|(IN1&IN2&IN3)|(IN1&IN2&IN4));

18

19 emit(EO); pause;

20 }

21 }

Listing F.29: Quartz Model: FBD VENT CTRL

1 module FBD_WIND_DIR(

2 event bool ?EI,

3 event bool !EO,

4 bool ?IN1,

5 bool ?IN2,

6 bool ?IN3,

7 bool ?IN4,

8 bool !OUT1,

9 bool !OUT2,

10 bool !OUT3,

11 bool !OUT4){

12

13 loop{

14 immediate await(EI);

15

16 OUT1 = ((IN1 &!(IN2)&!(IN3))|(!( IN1)&!(IN2)&!(IN3))|(!( IN1)&!(IN2

)&IN3));

17 OUT2 = ((!( IN1)&!(IN2)&IN3)|(IN1&!( IN2)&IN3)|(IN1&IN2&IN3));

18 OUT3 = ((IN1&IN2&IN3)|(!( IN1)&IN2&IN3)|(!( IN1)&IN2&!( IN3)));
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19 OUT4 = ((!( IN1)&IN2&!(IN3))|(IN1&IN2&!( IN3))|(IN1 &!(IN2)&!(IN3))

);

20

21 emit(EO); pause;

22 }

23 }

Listing F.30: Quartz Model: FBD WIND DIR
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Resulting Data-Flow Oriented
SCCharts

1 import "MOVE_bool.sctx"

2

3 scchart FBD_TWO_OF_THREE{

4 input bool EI

5 output bool EO

6 input bool xB1_Temp

7 input bool xB2_Temp

8 input bool xB3_Temp

9 output bool xP1_Temp

10 ref MOVE_bool MOVE_01

11

12 dataflow:

13 MOVE_01 = {EI, (( xB1_Temp&xB2_Temp)|( xB1_Temp&xB3_Temp)|( xB2_Temp&

xB3_Temp))};

14 xP1_Temp = MOVE_01.OUT;

15 EO = MOVE_01.EO;

16 }

Listing G.1: SCChart: FBD TWO OF THREE

Figure G.1.: Visualized data-flow oriented SCChart: FBD TWO OF THREE

1 import "RS.sctx"

2 import "MOVE_bool.sctx"

3

4 scchart FBD_AIR_COND_CTRL{

5 input bool EI

6 output bool EO
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7 input bool IN1

8 input bool IN2

9 input bool IN3

10 input bool IN4

11 input bool IN5

12 input bool IN6

13 input bool IN7

14 input bool IN8

15 input bool IN9

16 output bool OUT1

17 output bool OUT2

18 ref RS RS0

19 ref MOVE_bool MOVE_01

20 ref MOVE_bool MOVE_02

21

22 dataflow:

23 RS0={EI, (IN1|IN2|IN3|IN4),((!( IN5)|!(IN6)|!(IN7)|!(IN8))|!(IN9))};

24 MOVE_01 = {RS0.EO, RS0.Q1};

25 OUT1=MOVE_01.OUT;

26 MOVE_02 = {MOVE_01.EO, !(IN9)};

27 OUT2=MOVE_02.OUT;

28 EO = MOVE_02.EO;

29 }

Listing G.2: SCChart: FBD AIR COND CTRL

Figure G.2.: Visualized data-flow oriented SCChart: FBD AIR COND CTRL

1 import "MOVE_bool.sctx"

2

3 scchart FBD_ALARM{

4 input bool EI

5 output bool EO

6 input bool xSENSOR_L

7 input bool xSENSOR_M

8 input bool xSENSOR_R

9 output bool FBD_ALARM

10 ref MOVE_bool MOVE_01

11

12 dataflow:

13 MOVE_01 = {EI, (!( xSENSOR_L)&!( xSENSOR_M)&!( xSENSOR_R))|( xSENSOR_L&

xSENSOR_R)};

14 FBD_ALARM = MOVE_01.OUT;

15 EO = MOVE_01.EO;

16 }

Listing G.3: SCChart: FBD ALARM

1 import "MOVE_bool.sctx"

2
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Figure G.3.: Visualized data-flow oriented SCChart: FBD ALARM

3 scchart FBD_ANTIVALENCE{

4 input bool EI

5 output bool EO

6 input bool IN0

7 input bool IN1

8 input bool IN2

9 output bool OUT1

10 ref MOVE_bool MOVE_01

11

12 dataflow:

13 MOVE_01 = {EI, ((!( IN0)&!(IN1)&IN2)|(!( IN0)&!(IN2)&IN1)|(!( IN1)&!(

IN2)&IN0))};

14 OUT1 = MOVE_01.EO;

15 EO = MOVE_01.EO;

16 }

Listing G.4: SCChart: FBD ANTIVALENCE

Figure G.4.: Visualized data-flow oriented SCChart: FBD ANTIVALENCE

1 import "MOVE_float.sctx"

2 import "MOVE_int.sctx"

3

4 scchart FBD_OP_ARITH{

5 input bool EI

6 output bool EO

7 float x01

8 float x02

9 float x03

10 float x04

11 float x05

12 float x06

13 float x1 = 1.0

14 float x2 = 2.0
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15 int x3 = 1

16 int x4 = 2

17 ref MOVE_float MOVE_01

18 ref MOVE_float MOVE_02

19 ref MOVE_float MOVE_03

20 ref MOVE_float MOVE_04

21 ref MOVE_int MOVE_05

22

23 dataflow:

24 MOVE_01 = {EI, x1 + x2};

25 x01 = MOVE_01.OUT;

26 MOVE_02 = {MOVE_01.EO, x1 - x2};

27 x02 = MOVE_02.OUT;

28 MOVE_03 = {MOVE_02.EO, x1 * x2};

29 x03 = MOVE_03.OUT;

30 MOVE_04 = {MOVE_03.EO, x1 / x2};

31 x04 = MOVE_04.OUT;

32 MOVE_05 = {MOVE_04.EO, x3 % x4};

33 x06 = MOVE_05.OUT;

34 EO = MOVE_05.EO;

35 }

Listing G.5: SCChart: FBD OP ARITH

Figure G.5.: Visualized data-flow oriented SCChart: FBD OP ARITH

1 import "MOVE_bool.sctx"

2 import "TON.sctx"

3 import "TOF.sctx"

4 import "RS.sctx"

5

6 scchart FBD_BENDING{

7 input bool EI

8 output bool EO

9 input int CLK

10 input bool IN1

11 input bool IN2

12 input bool IN3

13 output bool OUT1

14 output bool OUT2

15 output bool OUT3

16 int PT5s

17 int PT05s

18 int PT1s

19 ref TON TON0

20 ref TON TON1

21 ref TON TON2

22 ref TOF TOF0

23 ref TON TON3

24 ref RS RS0

25 ref MOVE_bool MOVE_01

26 ref MOVE_bool MOVE_02
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27 ref MOVE_bool MOVE_03

28

29 dataflow:

30 TON0 = {EI,CLK,IN1,PT1s};

31 TON1 = {TON0.EO,CLK,(IN1&TON0.Q),PT1s};

32 TON2 = {TON1.EO,CLK, IN2,PT05s};

33 TOF0 = {TON2.EO,CLK, (IN1&TON0.Q),PT1s};

34 MOVE_01 = {TOF0.EO,(IN1&TON0.Q)&!(( TON1.Q&TON2.Q))&!(((!( TON2.Q)&

TOF0.Q)&IN3))};

35 OUT1 = MOVE_01.OUT;

36 MOVE_02 = {MOVE_01.EO, (!(((!( TON2.Q)&TOF0.Q)&IN3))&(!( TON2.Q)&TOF0.

Q))};

37 OUT2 = MOVE_02.OUT;

38 TON3 = {MOVE_02.EO, CLK,!(IN1),PT5s};

39 RS0 = {TON3.EO,((IN1&TON0.Q)|TON3.Q),(TON1.Q&TON2.Q)};

40 MOVE_03 = {RS0.EO, RS0.Q1};

41 OUT3 = MOVE_03.OUT;

42 EO = MOVE_03.EO;

43 }

Listing G.6: SCChart: FBD BENDING

Figure G.6.: Visualized data-flow oriented SCChart: FBD BENDING

1 import "MOVE_bool.sctx"

2

3 scchart FBD_OP_BOOL{

4 input bool EI

5 output bool EO

6 bool x01

7 bool x02

8 bool x03

9 bool x04

10 bool x1 = true

11 bool x2 = false

12 ref MOVE_bool MOVE_01

13 ref MOVE_bool MOVE_02

14 ref MOVE_bool MOVE_03

15 ref MOVE_bool MOVE_04

16

17 dataflow:

18 MOVE_01 = {EI, !(x1)};

19 x01 = MOVE_01.OUT;

20 MOVE_02 = {MOVE_01.EO, x1 & x2};

21 x02 = MOVE_02.OUT;

22 MOVE_03 = {MOVE_02.EO, x1 | x2};

23 x03 = MOVE_03.OUT;

24 MOVE_04 = {MOVE_03.EO, x1 ^ x2};

25 x04 = MOVE_04.OUT;

26 EO = MOVE_04.EO;

27 }

Listing G.7: SCChart: FBD OP BOOL
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Figure G.7.: Visualized data-flow oriented SCChart: FBD OP BOOL

1 import "MOVE_bool.sctx"

2

3 scchart FBD_CYLINDER{

4 input bool EI

5 output bool EO

6 input bool INa1

7 input bool INa0

8 input bool INS

9 input bool INb1

10 input bool INc0

11 input bool INc1

12 input bool INb0

13 output bool OUTBp

14 output bool OUTAp

15 output bool OUTAm

16 output bool OUTCp

17 bool ME1

18 bool ME2

19 ref MOVE_bool MOVE_01

20 ref MOVE_bool MOVE_02

21 ref MOVE_bool MOVE_03

22 ref MOVE_bool MOVE_04

23 ref MOVE_bool MOVE_05

24 ref MOVE_bool MOVE_06

25

26 dataflow:

27 MOVE_01 = {EI,(( ME1|(INa0&INS))&!( INb1))};

28 OUTAp=MOVE_01.OUT;

29 MOVE_02 = {MOVE_01.EO,((ME1|(INa0&INS))&!( INb1))};

30 ME1=MOVE_02.OUT;

31 MOVE_03 = {MOVE_02.EO, (INa1 &((ME1|(INa0&INS))&!( INb1)))};

32 OUTBp=MOVE_03.OUT;

33 MOVE_04 = {MOVE_03.EO,((ME2|INb1)&!( INc1))};

34 ME2=MOVE_04.OUT;

35 MOVE_05 = {MOVE_04.EO ,(!((( ME1|(INa0&INS))&!( INb1)))&INc0 &!((( ME2|

INb1)&!( INc1))))};

36 OUTAm=MOVE_05.OUT;

37 MOVE_06 = {MOVE_05.EO,((( ME2|INb1)&!( INc1))&INb0)};

38 OUTCp=MOVE_06.OUT;

39 EO = MOVE_06.EO;

40 }

Listing G.8: SCChart: FBD CYLINDER

1 scchart FBD_DATATYPES{

2 input bool EI

3 output bool EO

4 input bool INS1

5 bool A1

6 bool A2 = true
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Figure G.8.: Visualized data-flow oriented SCChart: FBD CYLINDER

7 int A5

8 int A6 = 2

9 int A7

10 int A8 = 2

11 int A9

12 int A10 = 2

13 float A13

14 float A14 = 1.23

15 int A15

16 int A16 = 5000

17 bool A17 [3]

18 int A20 [3]

19 int A21 [3]

20 int A22 [3]

21 float A24[3]

22 int A25 [3]

23

24 dataflow:

25 }

Listing G.9: SCChart: FBD DATATYPES

1 import "MOVE_int.sctx"

2 import "TON.sctx"

3 import "SR.sctx"

4

5 scchart FBD_DEBOUNCE{

6 input bool EI

7 output bool EO

8 input int CLK

9 input bool IN

10 input int DB_TIME = 2

11 output bool OUT

12 output int ET_OFF

13 ref TON DB_ON

14 ref TON DB_OFF

15 ref SR DB_FF

16 ref MOVE_int MOVE_01

17 ref MOVE_int MOVE_02

18

19 dataflow:

20 DB_ON = {EI, CLK, IN, DB_TIME };

21 DB_OFF = {DB_ON.EO, CLK, !(IN), DB_TIME };

22 MOVE_01 = {DB_OFF.EO, DB_OFF.ET};

23 ET_OFF = MOVE_01.OUT;

24 DB_FF = {MOVE_01.EO, DB_ON.Q, DB_OFF.Q};

25 MOVE_02 = {DB_FF.EO, DB_FF.Q1};

26 OUT = MOVE_02.OUT;

27 EO = MOVE_02.EO;

28 }

Listing G.10: SCChart: FBD DEBOUNCE

1 import "MOVE_bool.sctx"
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Figure G.9.: Visualized data-flow oriented SCChart: FBD DEBOUNCE

2

3 scchart FBD_DICE{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUTa

11 output bool OUTb

12 output bool OUTc

13 output bool OUTd

14 output bool OUTe

15 output bool OUTf

16 output bool OUTg

17 output bool OUTh

18 output bool OUTi

19 ref MOVE_bool MOVE_01

20 ref MOVE_bool MOVE_02

21 ref MOVE_bool MOVE_03

22 ref MOVE_bool MOVE_04

23 ref MOVE_bool MOVE_05

24 ref MOVE_bool MOVE_06

25 ref MOVE_bool MOVE_07

26 ref MOVE_bool MOVE_08

27 ref MOVE_bool MOVE_09

28

29 dataflow:

30 MOVE_01 = {EI,(( IN3&!(IN4)&!( IN2))|(IN2 &!(IN4)&!( IN1))|(IN4&!( IN2)

&!( IN3)))};

31 OUTa = MOVE_01.OUT;

32 MOVE_02 = {MOVE_01.EO,((IN2&IN3&!( IN4))|(IN4 &!(IN2)&!(IN3)))};

33 OUTb = MOVE_02.OUT;

34 MOVE_03 = {MOVE_02.EO,((IN3&!( IN4))|(IN4&!( IN2)&!(IN3))|(IN1&IN2&!(

IN4)))};

35 OUTc = MOVE_03.OUT;

36 MOVE_04 = {MOVE_03.EO,((IN4&!( IN2)&!(IN3))|(IN1&IN2&IN3&!( IN4)))};

37 OUTd = MOVE_04.OUT;

38 MOVE_05 = {MOVE_04.EO,((IN1&!( IN4))|(IN1&!( IN3)&!(IN2)))};

39 OUTe = MOVE_05.OUT;

40 MOVE_06 = {MOVE_05.EO,((IN4&!( IN2)&!(IN3))|(IN1&IN2&IN3&!( IN4)))};

41 OUTf = MOVE_06.OUT;

42 MOVE_07 = {MOVE_06.EO,((IN2&IN3&!( IN4))|(IN4 &!(IN2)&!(IN3)))};

43 OUTh = MOVE_07.OUT;

44 MOVE_08 = {MOVE_07.EO,((IN3&!( IN4))|(IN4&!( IN2)&!(IN3))|(IN1&IN2&!(

IN4)))};

45 OUTg = MOVE_08.OUT;

46 MOVE_09 = {MOVE_08.EO,((IN3&!( IN4)&!(IN2))|(IN2&!(IN4)&!( IN1)&!(IN3)

)|(IN4 &!(IN2)&!(IN3)))};

47 OUTi = MOVE_09.OUT;

48 EO = MOVE_09.EO;
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49 }

Listing G.11: SCChart: FBD DICE

Figure G.10.: Visualized data-flow oriented SCChart: FBD DICE

1 import "MOVE_bool.sctx"

2

3 scchart FBD_KV_DIAG{

4 input bool EI

5 output bool EO

6 input bool INa

7 input bool INb

8 input bool INc

9 input bool INd

10 output bool OUT1

11 output bool OUT2

12 ref MOVE_bool MOVE_01

13 ref MOVE_bool MOVE_02

14

15 dataflow:

16 MOVE_01 = {EI, ((!( INa)&INb)|(INa &!(INb)&INc))};

17 OUT1 = MOVE_01.OUT;

18 MOVE_02 = {MOVE_01.EO, (((INa==INb&INc)|(!( INa)&!(INc)&INb))&!(INd))

};

19 OUT2 = MOVE_02.OUT;

20 EO = MOVE_02.EO;

21 }

Listing G.12: SCChart: FBD KV DIAG

1 import "MOVE_bool.sctx"

2

3 scchart FBD_LEFT_DET{

4 input bool EI

5 output bool EO
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Figure G.11.: Visualized data-flow oriented SCChart: FBD KV DIAG

6 input bool xSENSOR_L

7 input bool xSENSOR_R

8 output bool FBD_LEFT_DET

9 ref MOVE_bool MOVE_01

10

11 dataflow:

12 MOVE_01 = {EI, (xSENSOR_L & !( xSENSOR_R))};

13 FBD_LEFT_DET = MOVE_01.OUT;

14 EO = MOVE_01.EO;

15 }

Listing G.13: SCChart: FBD LEFT DET

Figure G.12.: Visualized data-flow oriented SCChart: FBD LEFT DET

1 import "MOVE_bool.sctx"

2

3 scchart FBD_POLL{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 output bool OUT1

10 output bool OUT2

11 output bool OUT3

12 ref MOVE_bool MOVE_01

13 ref MOVE_bool MOVE_02

14 ref MOVE_bool MOVE_03

15

16 dataflow:

17 MOVE_01 = {EI,((!( IN3)&!( IN2)&IN1)|(!( IN3)&IN2&!(IN1))|(IN3&!( IN2)

&!( IN1)))};

18 OUT1 = MOVE_01.OUT;

19 MOVE_02 = {MOVE_01.EO, ((!( IN3)&IN2&IN1)|(IN3&!(IN2)&IN1)|(IN3&IN2

&!( IN1)))};

20 OUT2 = MOVE_02.OUT;

21 MOVE_03 = {MOVE_02.EO, (IN1&IN2&IN3)};

22 OUT3 = MOVE_03.OUT;
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23 EO = MOVE_03.EO;

24 }

Listing G.14: SCChart: FBD POLL

Figure G.13.: Visualized data-flow oriented SCChart: FBD POLL

1 import "MOVE_bool.sctx"

2

3 scchart FBD_RES_CTRL1{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUTP1

11 output bool OUTP2

12 output bool OUTP3

13 output bool OUTH

14 ref MOVE_bool MOVE_01

15 ref MOVE_bool MOVE_02

16 ref MOVE_bool MOVE_03

17 ref MOVE_bool MOVE_04

18

19 dataflow:

20 MOVE_01 = {EI, ((!( IN4)&!(IN3))|(!( IN4)&!( IN2)&IN1))};

21 OUTP1 = MOVE_01.OUT;

22 MOVE_02 = {MOVE_01.EO, (((!( IN4)&!(IN3))|(!( IN4)&!( IN2)&IN1))|(!( IN3

)&IN2 &!(IN1)))};

23 OUTP2 = MOVE_02.OUT;

24 MOVE_03 = {MOVE_02.EO, ((!( IN4)&!(IN3)&!(IN2))|(IN4 &!(IN3)&IN2)|(!(

IN3)&IN2 &!(IN1))|(!( IN4)&IN3&IN2&IN2))};

25 OUTP3 = MOVE_03.OUT;

26 MOVE_04 = {MOVE_03.EO, ((IN3 &!(IN1))|(IN4&!(IN2)))};

27 OUTH = MOVE_04.OUT;

28 EO = MOVE_04.EO;

29 }

Listing G.15: SCChart: FBD RES CTRL1

1 import "MOVE_bool.sctx"

2

3 scchart FBD_RES_CTRL2{

4 input bool EI

5 output bool EO
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Figure G.14.: Visualized data-flow oriented SCChart: FBD RES CTRL1

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUTP1

11 output bool OUTP2

12 output bool OUTP3

13 output bool OUTQ

14 ref MOVE_bool MOVE_01

15 ref MOVE_bool MOVE_02

16 ref MOVE_bool MOVE_03

17 ref MOVE_bool MOVE_04

18

19 dataflow:

20 MOVE_01 = {EI, ((!( IN4)&!(IN3))|(!( IN4)&!( IN2)&IN1))};

21 OUTP3 = MOVE_01.OUT;

22 MOVE_02 = {MOVE_01.EO, (((!( IN4)&!(IN3))|(!( IN4)&!( IN2)&IN1))|(!( IN3

)&IN2 &!(IN1)))};

23 OUTP2 = MOVE_02.OUT;

24 MOVE_03 = {MOVE_02.EO, ((!( IN4)&!(IN3)&!(IN2))|(IN4 &!(IN3)&IN2&IN1)

|(!( IN3)&IN2&!(IN1))|(!( IN4)&IN3&IN2&IN1))};

25 OUTP1 = MOVE_03.OUT;

26 MOVE_04 = {MOVE_03.EO, ((IN3 &!(IN1))|(IN4&!(IN2)))};

27 OUTQ = MOVE_04.OUT;

28 EO = MOVE_04.EO;

29 }

Listing G.16: SCChart: FBD RES CTRL2

1 import "MOVE_bool.sctx"

2
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Figure G.15.: Visualized data-flow oriented SCChart: FBD RES CTRL2

3 scchart FBD_ROLL_DOWN{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 input bool IN5

11 input bool IN6

12 input bool TIME14

13 input bool TIME4

14 output bool OUT1

15 output bool OUT2

16 ref MOVE_bool MOVE_01

17 ref MOVE_bool MOVE_02

18

19 dataflow:

20 MOVE_01 = {EI, ((( TIME4&IN6)|(!( IN6)&IN2))&IN4)};

21 OUT1 = MOVE_01.OUT;

22 MOVE_02 = {MOVE_01.EO, (((( TIME4&IN6)|(!( IN6)&IN2))&IN4)==(IN5&(( IN6

&IN1&!( TIME14))|(IN3 &!(IN6))))&(IN5&(( IN6&IN1&!( TIME14))|(IN3 &!(

IN6)))))};

23 OUT2 = MOVE_02.OUT;

24 EO = MOVE_02.EO;

25 }

Listing G.17: SCChart: FBD ROLL DOWN

1 import "MOVE_bool.sctx"

2
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Figure G.16.: Visualized data-flow oriented SCChart: FBD ROLL DOWN

3 scchart FBD_CABLE_WINCH{

4 input bool EI

5 output bool EO

6 input bool INS1

7 input bool INB1

8 input bool INB2

9 output bool OUT1

10 output bool OUT2

11 bool ME1

12 bool ME2

13 ref MOVE_bool MOVE_01

14 ref MOVE_bool MOVE_02

15 ref MOVE_bool MOVE_03

16 ref MOVE_bool MOVE_04

17

18 dataflow:

19 MOVE_01 = {EI, ((ME1|INS1 |!( INB2))&!((!( INB1)|!( INS1)|ME2)))};

20 OUT1 = MOVE_01.OUT;

21 MOVE_02 = {MOVE_01.EO, ((ME1|INS1 |!( INB2))&!((!( INB1)|!( INS1)|ME2)))

};

22 ME1 = MOVE_02.OUT;

23 MOVE_03 = {MOVE_02.EO, ((ME2 |!( INB1))&!((!( INB2)|!( INS1)|ME1)))};

24 OUT2 = MOVE_03.OUT;

25 MOVE_04 = {MOVE_03.EO, ((ME2 |!( INB1))&!((!( INB2)|!( INS1)|ME1)))};

26 ME2 = MOVE_04.OUT;

27 EO = MOVE_04.EO;

28 }

Listing G.18: SCChart: FBD CABLE WINCH

1 import "MOVE_bool.sctx"

2

3 scchart FBD_SEVEN_SEG{

4 input bool EI

5 output bool EO

6 input bool IN0

7 input bool IN1

8 input bool IN2

9 input bool IN3

10 input bool IN4

11 output bool OUTa

12 output bool OUTb

13 output bool OUTc

14 output bool OUTd

15 output bool OUTe

16 output bool OUTf

17 output bool OUTg

18 ref MOVE_bool MOVE_01

19 ref MOVE_bool MOVE_02
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Figure G.17.: Visualized data-flow oriented SCChart: FBD CABLE WINCH

20 ref MOVE_bool MOVE_03

21 ref MOVE_bool MOVE_04

22 ref MOVE_bool MOVE_05

23 ref MOVE_bool MOVE_06

24 ref MOVE_bool MOVE_07

25

26 dataflow:

27 MOVE_01 = {EI, ((!( IN3)&IN1)|(IN2&IN1)|(!( IN2)&!(IN1)&IN3)|(!( IN3)

&!( IN2)&!(IN0))|(!( IN3)&IN1&IN0))};

28 OUTa = MOVE_01.OUT;

29 MOVE_02 = {MOVE_01.EO, ((!( IN3)&!(IN2))|(!( IN2)&!(IN1))|(!( IN3)&IN1&

IN0)|(IN3&!( IN1)&IN0)|(!( IN3)&!(IN1)&!(IN0)))};

30 OUTb = MOVE_02.OUT;

31 MOVE_03 = {MOVE_02.EO, ((!( IN3)&!(IN1))|(!( IN3)&IN0)|(!( IN2)&IN3)

|(!( IN3)&IN2)|(!( IN1)&IN0))};

32 OUTc = MOVE_03.OUT;

33 MOVE_04 = {MOVE_03.EO, ((!( IN2)&IN1)|(!( IN2)&!( IN0))|(IN1&!( IN0))|(

IN3 &!(IN1)&IN2)|(IN2&!(IN1)&IN0))};

34 OUTd = MOVE_04.OUT;

35 MOVE_05 = {MOVE_04.EO, ((!( IN2)&!(IN0))|(IN3&IN1)|(IN3&IN2)|(IN2&!(

IN0)&IN1))};

36 OUTe = MOVE_05.OUT;

37 MOVE_06 = {MOVE_05.EO, ((IN3&IN2&IN1)|(!( IN3)&IN2&!( IN1))|(!( IN3)&

IN2 &!(IN0))|(IN3&!(IN2)&IN0)|(!( IN2)&!(IN1)&!(IN0)))};

38 OUTf = MOVE_06.OUT;

39 MOVE_07 = {MOVE_06.EO, (IN3 |(!( IN0)&IN2)|(!( IN2)&IN0)|(!( IN1)&IN2))

};

40 OUTg = MOVE_07.OUT;

41 EO = MOVE_07.EO;

42 }

Listing G.19: SCChart: FBD SEVEN SEG

1 import "MOVE_bool.sctx"

343



Appendix G: Resulting Data-Flow Oriented SCCharts

Figure G.18.: Visualized data-flow oriented SCChart: FBD SEVEN SEG

2 import "TOF.sctx"

3

4 scchart FBD_SHOP_WINDOW{

5 input bool EI

6 output bool EO

7 input int CLK

8 input bool IN1

9 input bool IN2

10 input bool IN3

11 input bool IN4

12 input bool TIME3

13 output bool OUT1

14 output bool OUT2

15 output bool OUT3

16 output bool OUT4

17 int PT1m

18 ref TOF TOF0

19 ref TOF TOF1

20 ref MOVE_bool MOVE_01

21 ref MOVE_bool MOVE_02

22 ref MOVE_bool MOVE_03

23 ref MOVE_bool MOVE_04

24

25 dataflow:

26 TOF0 = {EI, CLK, IN3, PT1m};

27 MOVE_01 = {TOF0.EO, ((TIME3|TOF0.Q)&IN2)};

28 OUT1 = MOVE_01.OUT;

29 MOVE_02 = {MOVE_01.EO, (IN2 &(((( TIME3|TOF0.Q)&IN2)&IN1)|TOF0.Q))};

30 OUT2 = MOVE_02.OUT;

31 MOVE_03 = {MOVE_02.EO, (IN2&((IN1 &!((( TIME3|TOF0.Q)&IN2)))|TOF0.Q))

};

32 OUT3 = MOVE_03.OUT;

33 TOF1 = {MOVE_03.EO, CLK, IN4, PT1m};

34 MOVE_04 = {TOF1.EO, (IN2&(TOF0.Q|TOF1.Q))};
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35 OUT4 = MOVE_04.OUT;

36 EO = MOVE_04.EO;

37 }

Listing G.20: SCChart: FBD SHOP WINDOW

Figure G.19.: Visualized data-flow oriented SCChart: FBD SHOP WINDOW

1 import "MOVE_bool.sctx"

2

3 scchart FBD_SILO_VALVE{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUT1

11 ref MOVE_bool MOVE_01

12

13 dataflow:

14 MOVE_01 = {EI, ((!( IN3)&!(IN2)&IN1)|(!( IN3)&IN2 &!(IN1))|(IN3&!(IN2)

&!( IN1))|(IN3&IN2&IN1))};

15 OUT1 = MOVE_01.OUT;

16 EO = MOVE_01.EO;

17 }

Listing G.21: SCChart: FBD SILO VALVE

Figure G.20.: Visualized data-flow oriented SCChart: FBD SILO VALVE

1 import "MOVE_int.sctx"

2 import "MOVE_float.sctx"

3
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4 scchart FBD_SIMPLE_FUN{

5 input bool EI

6 output bool EO

7 input float A1

8 input float B1

9 input float C1 = 1.0

10 input output int COUNT

11 output float FBD_SIMPLE_FUN

12 int COUNTP1

13 ref MOVE_float MOVE_01

14 ref MOVE_int MOVE_02

15 ref MOVE_float MOVE_03

16

17 dataflow:

18 MOVE_01 = {EI, COUNT +1};

19 COUNTP1 = MOVE_01.OUT;

20 MOVE_02 = {MOVE_01.EO, COUNTP1 };

21 COUNT = MOVE_02.OUT

22 MOVE_03 = {MOVE_02.EO, (A1*B1)/C1};

23 FBD_SIMPLE_FUN = MOVE_03.OUT

24 EO = MOVE_03.EO;

25 }

Listing G.22: SCChart: FBD SIMPLE FUN

Figure G.21.: Visualized data-flow oriented SCChart: FBD SIMPLE FUN

1 import "MOVE_bool.sctx"

2 import "MOVE_int.sctx"

3 import "MOVE_float.sctx"

4 import "FBD_DEBOUNCE.sctx"

5 import "FBD_SIMPLE_FUN.sctx"

6

7 scchart FBD_SIMPLE_PRG1{

8 input bool EI

9 output bool EO

10 input bool PRG_IN

11 output bool PRG_OUT1

12 output float PRG_OUT2

13 output int PRG_ET_OFF

14 int PRG_COUNT = 4

15 float PRG_A

16 float PRG_B

17 float PRG_C

18

19 ref FBD_DEBOUNCE DEBOUNCE_01

20 ref FBD_SIMPLE_FUN FBD_SIMPLE_FUN_l1

21 ref MOVE_bool MOVE_01

22 ref MOVE_int MOVE_02

23 ref MOVE_float MOVE_03

24

25 dataflow:

26 DEBOUNCE_01 = {EI, PRG_IN, 2000};

27 MOVE_01 = {DEBOUNCE_01.EO, DEBOUNCE_01.OUT};

28 PRG_OUT1 = MOVE_01.OUT;
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29 MOVE_02 = {MOVE_01.EO, DEBOUNCE_01.ET_OFF };

30 PRG_ET_OFF = MOVE_02.OUT;

31 FBD_SIMPLE_FUN_l1 = {MOVE_02.EO, PRG_A + 2, PRG_B, PRG_C, PRG_COUNT

};

32 MOVE_03 = {FBD_SIMPLE_FUN_l1.EO, FBD_SIMPLE_FUN_l1.FBD_SIMPLE_FUN };

33 PRG_OUT2 = MOVE_03.OUT;

34 EO = MOVE_03.EO;

35 }

Listing G.23: SCChart: FBD SIMPLE PRG1

Figure G.22.: Visualized data-flow oriented SCChart: FBD SIMPLE PRG1

1 import "MOVE_int.sctx"

2 import "ST_LOOP_HEAD_SCL.sctx"

3

4 scchart FBD_SIMPLE_PRG2{

5 input bool EI

6 output bool EO

7 int OUT

8 ref ST_LOOP_HEAD_SCL ST_LOOP_HEAD0

9 ref MOVE_int MOVE_01

10

11 dataflow:

12 ST_LOOP_HEAD0 = {EI}

13 MOVE_01 = {ST_LOOP_HEAD0.EO, ST_LOOP_HEAD0.y}

14 OUT = MOVE_01.OUT

15 EO = MOVE_01.EO

16 }

Listing G.24: SCChart: FBD SIMPLE PRG2

Figure G.23.: Visualized data-flow oriented SCChart: FBD SIMPLE PRG2

1 import "MOVE_bool.sctx"

2

3 scchart FBD_SMOKE_DET{

4 input bool EI

5 output bool EO

6 input bool IN1
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7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUT1

11 output bool OUT2

12 output bool OUT3

13 ref MOVE_bool MOVE_01

14 ref MOVE_bool MOVE_02

15 ref MOVE_bool MOVE_03

16

17 dataflow:

18 MOVE_01 = {EI, (!( IN1)|!(IN2)|!( IN3)|!(IN4))};

19 OUT1 = MOVE_01.OUT;

20 MOVE_02 = {MOVE_01.EO, (((!( IN1)&!(IN2))|(!( IN1)&!( IN3)))|(!( IN1)&!(

IN4)&(!( IN3)&!(IN2))&(!( IN2)&!( IN4))&(!( IN3)&!(IN4))))};

21 OUT2 = MOVE_02.OUT;

22 MOVE_03 = {MOVE_02.EO, (!(IN1)&!( IN2)&!(IN3)&!( IN4))};

23 OUT3 = MOVE_03.OUT;

24 EO = MOVE_03.EO;

25 }

Listing G.25: SCChart: FBD SMOKE DET

Figure G.24.: Visualized data-flow oriented SCChart: FBD SMOKE DET

1 import "MOVE_bool.sctx"

2 import "RS.sctx"

3 import "TON.sctx"

4

5 scchart FBD_SPORTS_HALL{

6 input bool EI

7 output bool EO

8 input int CLK

9 input bool IN1

10 input bool IN2

11 input bool IN3

12 input bool IN4

13 input bool TIME4

14 input bool TIME9

15 input bool TIME14

16 input bool TIME18

17 output bool OUT1

18 output bool OUT2
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19 output bool OUT3

20 output bool OUT4

21 int PT1m

22 ref RS RS0

23 ref RS RS1

24 ref RS RS2

25 ref TON TON0

26 ref MOVE_bool MOVE_01

27 ref MOVE_bool MOVE_02

28 ref MOVE_bool MOVE_03

29 ref MOVE_bool MOVE_04

30

31 dataflow:

32 RS0 = {EI, IN1, TIME4};

33 MOVE_01 = {RS0.EO, ((RS0.Q1&!(IN4))|IN3)};

34 OUT1 = MOVE_01.OUT;

35 RS1 = {MOVE_01.EO, IN1,TIME9};

36 MOVE_02 = {RS1.EO, ((RS1.Q1&!(IN4))|IN3)};

37 OUT2 = MOVE_02.OUT;

38 TON0 = {MOVE_02.EO, CLK, TIME18,PT1m};

39 MOVE_03 = {TON0.EO, (TIME18 ==TON0.Q&(( RS0.Q1&!( IN4))|IN3)&(( RS1.Q1

&!( IN4))|IN3))};

40 OUT4 = MOVE_03.OUT;

41 RS2 = {MOVE_03.EO, IN2,TIME14 };

42 MOVE_04 = {RS2.EO, ((RS2.Q1&!(IN4))|IN3)};

43 OUT3 = MOVE_04.OUT;

44 EO = MOVE_04.EO;

45 }

Listing G.26: SCChart: FBD SPORTS HALL

Figure G.25.: Visualized data-flow oriented SCChart: FBD SPORTS HALL

1 import "MOVE_bool.sctx"

2
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3 scchart FBD_THER_CODE{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUT1

11 output bool OUT2

12 output bool OUT3

13 ref MOVE_bool MOVE_01

14 ref MOVE_bool MOVE_02

15 ref MOVE_bool MOVE_03

16

17 dataflow:

18 MOVE_01 = {EI, (IN1|IN2|IN3)};

19 OUT1 = MOVE_01.OUT;

20 MOVE_02 = {MOVE_01.EO, ((IN1&IN2 &!(IN3))|(IN1&!(IN2)&IN3)|(!( IN1)&

IN2&IN3)|(IN1&IN2&IN3))};

21 OUT2 = MOVE_02.OUT;

22 MOVE_03 = {MOVE_02.EO,(IN1&IN2&IN3)};

23 OUT3 = MOVE_03.OUT;

24 EO = MOVE_03.EO;

25 }

Listing G.27: SCChart: FBD THER CODE

Figure G.26.: Visualized data-flow oriented SCChart: FBD THER CODE

1 import "MOVE_bool.sctx"

2

3 scchart FBD_TOGGLE_SWITCH{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUT1

11 ref MOVE_bool MOVE_01

12

13 dataflow:
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14 MOVE_01 = {EI, (((IN1&!( IN2)&!(IN3)&!( IN4))|(!( IN1)&IN2&!(IN3)&!( IN4

))|(!( IN1)&!(IN2)&IN3&!( IN4))|(IN1&IN2&IN3 &!(IN4)))|((!( IN1)&!(

IN2)&!( IN3)&IN4)|(IN1&IN2&!(IN3)&IN4)|(IN1&!( IN2)&IN3&IN4)|(!(

IN1)&IN2&IN3&IN4)))};

15 OUT1 = MOVE_01.OUT;

16 EO = MOVE_01.EO;

17 }

Listing G.28: SCChart: FBD TOGGLE SWITCH

Figure G.27.: Visualized data-flow oriented SCChart: FBD TOGGLE SWITCH

1 import "MOVE_bool.sctx"

2

3 scchart FBD_VENT_CTRL{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 input bool IN4

10 output bool OUT1

11 output bool OUT2

12 output bool OUT3

13 ref MOVE_bool MOVE_01

14 ref MOVE_bool MOVE_02

15 ref MOVE_bool MOVE_03

16

17 dataflow:

18 MOVE_01 = {EI, (!(IN1)&IN2&IN3&IN4)};

19 OUT1 = MOVE_01.OUT;

20 MOVE_02 = {MOVE_01.EO, ((IN2 &!(IN4)&!( IN1))|(IN4&!( IN3)&!(IN1))|(!(

IN3)&IN2 &!(IN4))|(!( IN1)&IN3&!( IN2))|(!( IN4)&IN1&!(IN2))|(!( IN3)

&IN1&!(IN2)))};

21 OUT2 = MOVE_02.OUT;

22 MOVE_03 = {MOVE_02.EO, ((IN1&IN3&IN4)|(IN1&IN2&IN3)|(IN1&IN2&IN4))};

23 OUT3 = MOVE_03.OUT;
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24 EO = MOVE_03.EO;

25 }

Listing G.29: SCChart: FBD VENT CTRL

Figure G.28.: Visualized data-flow oriented SCChart: FBD VENT CTRL

1 import "MOVE_bool.sctx"

2

3 scchart FBD_WIND_DIR{

4 input bool EI

5 output bool EO

6 input bool IN1

7 input bool IN2

8 input bool IN3

9 output bool OUT1

10 output bool OUT2

11 output bool OUT3

12 output bool OUT4

13 ref MOVE_bool MOVE_01

14 ref MOVE_bool MOVE_02

15 ref MOVE_bool MOVE_03

16 ref MOVE_bool MOVE_04

17

18 dataflow:

19 MOVE_01 = {EI, ((IN1&!( IN2)&!(IN3))|(!( IN1)&!(IN2)&!(IN3))|(!( IN1)

&!( IN2)&IN3))};

20 OUT1 = MOVE_01.OUT;

21 MOVE_02 = {MOVE_01.EO, ((!( IN1)&!(IN2)&IN3)|(IN1&!( IN2)&IN3)|(IN1&

IN2&IN3))};

22 OUT2 = MOVE_02.OUT;

23 MOVE_03 = {MOVE_02.EO, ((IN1&IN2&IN3)|(!( IN1)&IN2&IN3)|(!( IN1)&IN2

&!( IN3)))};

24 OUT3 = MOVE_03.OUT;

25 MOVE_04 = {MOVE_03.EO, ((!( IN1)&IN2&!( IN3))|(IN1&IN2 &!(IN3))|(IN1 &!(

IN2)&!( IN3)))};

26 OUT4 = MOVE_04.OUT;

27 EO = MOVE_04.EO;
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28 }

Listing G.30: SCChart: FBD WIND DIR

Figure G.29.: Visualized data-flow oriented SCChart: FBD WIND DIR

353





Appendix H
Resulting Control-Flow Oriented
SCCharts

1 scchart ST_ALARM{

2 input bool xSENSOR_L

3 input bool xSENSOR_M

4 input bool xSENSOR_R

5 output bool ST_ALARM

6

7 region:

8 initial state S0

9 immediate do ST_ALARM = (!( xSENSOR_L) & !( xSENSOR_M) & !( xSENSOR_R))

| (xSENSOR_L & xSENSOR_R) go to S1

10 final state S1

11 }

Listing H.1: SCChart: ST ALARM

Figure H.1.: Visualized control-flow oriented SCChart: ST ALARM

1 scchart ST_LOOP_FOOT{

2 input signal bool EI

3 output signal bool EO

4 output int y

5 int x0

6 int x1

7 int x2

8 int i

9 int i0

10 int i1

11

12 region:

13 initial state S1

14 do x0 = 0; x1 = 1; x2 = 2; i0 = 0; i1 = 10 abort to S2

15
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16 state S2{

17 initial state S1

18 immediate if EI do i = i0 abort to S2

19

20 state S2 {

21 initial state S1

22 immediate do y = x0 go to S2

23

24 state S2

25 do i = pre(i) + pre(x2) abort to S3

26

27 final state S3

28 immediate if !(i > i1) go to S1

29 }

30 immediate if (i > i1) do y = x1; EO join to S3

31

32 final state S3

33 abort to S1

34 }

35 }

Listing H.2: SCChart: ST LOOP FOOT

Figure H.2.: Visualized control-flow oriented SCChart: ST LOOP FOOT

1 scchart ST_LOOP_HEAD{

2 input signal bool EI

3 output signal bool EO

4 output int y

5 int x1

6 int x2

7 int i

8 int i0

9 int i1

10

11 region:

12 initial state S1

13 do x1 = 1; x2 = 2; i0 = 0; i1 = 10 abort to S2

14

15 state S2{

16 initial state S1

17 immediate if EI do i = i0 abort to S2

18

19 state S2 {

20 initial final state S1

21 immediate if (i <= i1) go to S2

22

23 state S2

24 do i = pre(i) + pre(x2) abort to S3

25

26 state S3

27 immediate go to S1

28 }
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29 immediate if !(i <= i1) do y = x1; EO join to S3

30

31 state S3

32 abort to S1

33 }

34 }

Listing H.3: SCChart: ST LOOP HEAD

Figure H.3.: Visualized control-flow oriented SCChart: ST LOOP HEAD

1 scchart ST_OP_ARITH{

2 input signal bool EI

3 output signal bool EO

4 float x01

5 float x02

6 float x03

7 float x04

8 float x05

9 float x06

10 float x1

11 float x2

12 int x3

13 int x4

14

15 region:

16 initial state S1

17 immediate do x1 = 1.0; x2 = 2.0; x3 = 1; x4 = 2 abort to S2

18

19 state S2{

20 initial state S1

21 immediate if EI do x01 = x1 + x2; x02 = x1 - x2; x03 = x1 * x2;

x04 = x1 / x2; x06 = x3 % x4; EO abort to S2

22

23 state S2

24 abort to S1

25 }

26 }

Listing H.4: SCChart: ST OP ARITH

1 scchart ST_RS{

2 input signal bool EI

3 output signal bool EO

4 input bool SET

5 input bool RESET1

6 output bool Q1

7 bool Q1_Tmp

8

9 region:

10 initial state S1{

11 initial state S1

12 immediate if EI abort to S2
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Figure H.4.: Visualized control-flow oriented SCChart: ST OP ARITH

13

14 state S2

15 do Q1_Tmp = (pre(SET) | pre(Q1_Tmp)) & !(pre(RESET1)); Q1 = Q1_Tmp

; EO abort to S3

16

17 state S3

18 abort to S1

19 }

20 }

Listing H.5: SCChart: ST RS

Figure H.5.: Visualized control-flow oriented SCChart: ST RS

1 scchart ST_TWO_OF_THREE{

2 input signal bool EI

3 output signal bool EO

4 input bool xB1_Temp

5 input bool xB2_Temp

6 input bool xB3_Temp

7 output bool xP1_Temp

8

9 region:

10 initial state S1{

11 initial state S1

12 immediate if EI do xP1_Temp = (( xB1_Temp&xB2_Temp)|( xB1_Temp&

xB3_Temp)|( xB2_Temp&xB3_Temp)); EO abort to S2

13

14 state S2

15 abort to S1

16 }

17 }

Listing H.6: SCChart: ST TWO OF THREE
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Figure H.6.: Visualized control-flow oriented SCChart: ST TWO OF THREE

1 scchart FBD_OP_BOOL{

2 input signal bool EI

3 output signal bool EO

4 bool x01

5 bool x02

6 bool x03

7 bool x04

8 bool x05

9 bool x06

10 bool x1

11 bool x2

12

13 region:

14 initial state S1

15 do x1 = true; x2 = false abort to S2

16

17 state S2{

18 initial state S1

19 immediate if EI do x01 = !(x1); x02 = x1 & x2; x03 = x1 | x2; x04

= x1 ^ x2; EO abort to S2

20 state S2

21 abort to S1

22 }

23 }

Listing H.7: SCChart: FBD OP BOOL

Figure H.7.: Visualized control-flow oriented SCChart: FBD OP BOOL

1 scchart FBD_DATATYPES{

2 input signal bool EI

3 output signal bool EO

4 bool A1
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5 bool A2

6 int A5

7 int A6

8 int A7

9 int A8

10 int A9

11 int A10

12 float A13

13 float A14

14 int A15

15 int A16

16 bool A17 [3]

17 int A20 [3]

18 int A21 [3]

19 int A22 [3]

20 float A24[3]

21 int A25 [3]

22

23 region:

24 initial state S1

25 do A2 = true; A6 = 2; A8 = 2; A10 = 2; A14 = 1.23; A16 = 5000 abort

to S2

26

27 state S2{

28 initial state S1

29 immediate if EI do EO abort to S2

30 state S2

31 abort to S1

32 }

33 }

Listing H.8: SCChart: FBD DATATYPES

Figure H.8.: Visualized control-flow oriented SCChart: FBD DATATYPES

1 scchart FBD_KV_DIAG{

2 input signal bool EI

3 output signal bool EO

4 input bool INa

5 input bool INb

6 input bool INc

7 input bool INd

8 output bool OUT1

9 output bool OUT2

10

11 region:

12 initial state S1{

13 initial state S1

14 immediate if EI do OUT1 = ((!( INa)&INb)|(INa&!(INb)&INc)); OUT2 =

((( INa==INb&INc)|(!( INa)&!( INc)&INb))&!( INd)); EO abort to S2

15 state S2
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16 abort to S1

17 }

18 }

Listing H.9: SCChart: FBD KV DIAG

Figure H.9.: Visualized control-flow oriented SCChart: FBD KV DIAG

1 scchart FBD_LEFT_DET{

2 input signal bool EI

3 output signal bool EO

4 input bool xSENSOR_L

5 input bool xSENSOR_R

6 output bool FBD_LEFT_DET

7

8 region:

9 initial state S1{

10 initial state S1

11 immediate if EI do FBD_LEFT_DET = (xSENSOR_L & !( xSENSOR_R)); EO

abort to S2

12 state S2

13 abort to S1

14 }

15 }

Listing H.10: SCChart: FBD LEFT DET

Figure H.10.: Visualized control-flow oriented SCChart: FBD LEFT DET

1 scchart FBD_ROLL_DOWN{

2 input signal bool EI

3 output signal bool EO

4 input bool IN1

5 input bool IN2

6 input bool IN3

7 input bool IN4
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8 input bool IN5

9 input bool IN6

10 input bool TIME14

11 input bool TIME4

12 output bool OUT1

13 output bool OUT2

14

15 region:

16 initial state S1{

17 initial state S1

18 immediate if EI do OUT1 = ((( TIME4&IN6)|(!( IN6)&IN2))&IN4); OUT2 =

(((( TIME4&IN6)|(!( IN6)&IN2))&IN4)==(IN5&(( IN6&IN1&!( TIME14))

|(IN3&!( IN6))))&(IN5&(( IN6&IN1&!( TIME14))|(IN3 &!(IN6))))); EO

abort to S2

19 state S2

20 abort to S1

21 }

22 }

Listing H.11: SCChart: FBD ROLL DOWN

Figure H.11.: Visualized control-flow oriented SCChart: FBD ROLL DOWN

1 scchart FBD_THER_CODE{

2 input signal bool EI

3 output signal bool EO

4 input bool IN1

5 input bool IN2

6 input bool IN3

7 input bool IN4

8 output bool OUT1

9 output bool OUT2

10 output bool OUT3

11

12 region:

13 initial state S1{

14 initial state S1

15 immediate if EI do OUT1 = (IN1|IN2|IN3); OUT2 = ((IN1&IN2&!( IN3))

|(IN1&!( IN2)&IN3)|(!( IN1)&IN2&IN3)|(IN1&IN2&IN3)); OUT3 = (IN1

&IN2&IN3); EO abort to S2

16 state S2

17 abort to S1

18 }

19 }

Listing H.12: SCChart: FBD THER CODE

1 scchart FBD_TOGGLE_SWITCH{

2 input signal bool EI
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Figure H.12.: Visualized control-flow oriented SCChart: FBD THER CODE

3 output signal bool EO

4 input bool IN1

5 input bool IN2

6 input bool IN3

7 input bool IN4

8 output bool OUT1

9

10 region:

11 initial state S1{

12 initial state S1

13 immediate if EI do OUT1 = (((IN1 &!(IN2)&!(IN3)&!(IN4))|(!( IN1)&IN2

&!( IN3)&!(IN4))|(!( IN1)&!( IN2)&IN3&!(IN4))|(IN1&IN2&IN3 &!(IN4)

))|((!( IN1)&!( IN2)&!(IN3)&IN4)|(IN1&IN2&!( IN3)&IN4)|(IN1 &!(IN2

)&IN3&IN4)|(!( IN1)&IN2&IN3&IN4))); EO abort to S2

14 final state S2

15 abort to S1

16 }

17 }

Listing H.13: SCChart: FBD TOGGLE SWITCH

Figure H.13.: Visualized control-flow oriented SCChart: FBD TOGGLE SWITCH
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ST-to-Quartz: Appendix

I.0.1. Data Types and Fields

Algorithm 37 Translate data type and field – ST-to-Quartz

Input: α[+](ωφ
st)

Output: α[+](ωqrz′)
Translation Function tαst↦qrz(α[+](ω

φ
st)):

α[+](ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

bool if α[+](ωφ
st) = αbool

bv (ω
φ
st)

bv{16} if α[+](ωφ
st) = α

byte
bv (ω

φ
st)

bv{32} if α[+](ωφ
st) = αword

bv (ωφ
st)

int{32768} if α[+](ωφ
st) = αint

i (ω
φ
st)

int{2147483648} if α[+](ωφ
st) = αdint

i (ωφ
st)

nat{65536} if α[+](ωφ
st) = αuint

i (ωφ
st)

nat{4294967296} if α[+](ωφ
st) = αudint

i (ωφ
st)

real if α[+](ωφ
st) ∈ Ar(ωφ

st)
nat if α[+](ωφ

st) ∈ Adur(ωφ
st)

[n(α[+](ωφ
st))+1]

tαst↦qrz(α[+](ω
φ
st))

if α[+](ωφ
st) ∈ A+(ω

φ
st)

365



Appendix I: ST-to-Quartz: Appendix

I.0.2. Expressions

Algorithm 38 Translate expression – ST-to-Quartz

Input: τ (ωφ
st)

Output: τ (ωqrz′)
Translation Function tτst↦qrz(τ (ω

φ
st)):

τ (ωqrz′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

value(τ (ωφ
st)) if τ (ωφ

st) = τ cstmisc(ω
φ
st)

id(τ (ωφ
st)) if τ (ωφ

st) = τ idmisc(ω
φ
st)

(tτst↦qrz(τ (ω
φ
st))) if τ (ωφ

st) = τ brmisc(ω
φ
st)

true if τ (ωφ
st) = τ truemisc(ω

φ
st)

false if τ (ωφ
st) = τ

false
misc (ω

φ
st)

x[n] if τ (ωφ
st) = τarrmisc(ω

φ
st)

x y if τ (ωφ
st) = τ invmisc(ω

φ
st)

(π1 == π2) if τ (ωφ
st) = τ

eq
comp(ωφ

st)
(π1 != π2) if τ (ωφ

st) = τnecomp(ω
φ
st)

(π1 > π2) if τ (ωφ
st) = τ

gt
comp(ωφ

st)
(π1 >= π2) if τ (ωφ

st) = τ
ge
comp(ωφ

st)
(π1 < π2) if τ (ωφ

st) = τ ltcomp(ω
φ
st)

(π1 <= π2) if τ (ωφ
st) = τ lecomp(ω

φ
st)

(η1 * η2) if τ (ωφ
st) = τmul

arith(ω
φ
st)

(η1 / η2) if τ (ωφ
st) = τdivarith(ω

φ
st)

(η1 + η2) if τ (ωφ
st) = τaddarith(ω

φ
st)

(η1 - η2) if τ (ωφ
st) = τ subarith(ω

φ
st)

exp(ηr1, η2) if τ (ωφ
st) = τ

expt
arith(ω

φ
st)

(ηi1 % ηi2) if τ (ωφ
st) = τmod

arith(ω
φ
st)

-(η1) if τ (ωφ
st) = τumarith(ω

φ
st)

λb ? π1 : π2 if τ (ωφ
st) = τ selcond(ω

φ
st)

(λ1 & ... & λn) if τ (ωφ
st) = τandbool(ω

φ
st), α(λ) = αbv

(λ1 | ... | λn) if τ (ωφ
st) = τ orbool(ω

φ
st), α(λ) = αbv

(λ1 ^ λ2) if τ (ωφ
st) = τxorbool(ω

φ
st)

!(λ1) if τ (ωφ
st) = τnotbool(ω

φ
st), α(λ) = αbv
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ST-to-SCL: Appendix

J.0.1. Data Types and Fields

Algorithm 39 Translate data type and field – ST-to-SCL

Input: α[+](ωφ
st)

Output: α[+](ωscl′)
Translation Function tαst↦scl(α[+](ω

φ
st)):

α[+](ωscl′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

bool if α[+](ωφ
st) = αbool

bv (ω
φ
st)

extern if α[+](ωφ
st) = α

byte
bv (ω

φ
st)

extern if α[+](ωφ
st) = αword

bv (ωφ
st)

int if α[+](ωφ
st) = αint

int(ω
φ
st)

int if α[+](ωφ
st) = αdint

int (ω
φ
st)

int if α[+](ωφ
st) = αuint

int (ω
φ
st)

extern if α[+](ωφ
st) = αudint

int (ω
φ
st)

float if α[+](ωφ
st) ∈ Ar(ωφ

st)
int if α[+](ωφ

st) ∈ Adur(ωφ
st)

tαst↦scl(α[+](ω
φ
st))

[n(α[+](ωφ
st))+1]

if α[+](ωφ
st) ∈ A+(ω

φ
st)
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J.0.2. Expressions

Algorithm 40 Translate expression – ST-to-SCL

Input: τ (ωφ
st)

Output: τ (ωscl′)
Translation Function tτst↦scl(τ (ω

φ
st)):

τ (ωscl′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

value(τ (ωφ
st)) if τ (ωφ

st) = τ cstmisc(ω
φ
st)

id(τ (ωφ
st)) if τ (ωφ

st) = τ idmisc(ω
φ
st)

tτst↦scl(τ (ω
φ
st)) if τ (ωφ

st) = τ
π,η,λ
misc (ω

φ
st)

(tτst↦scl(τ (ω
φ
st))) if τ (ωφ

st) = τ brmisc(ω
φ
st)

true if τ (ωφ
st) = τ truemisc(ω

φ
st)

false if τ (ωφ
st) = τ

false
misc (ω

φ
st)

x[n] if τ (ωφ
st) = τarrmisc(ω

φ
st)

extern if τ (ωφ
st) = τ invmisc(ω

φ
st)

(π1 == π2) if τ (ωφ
st) = τ

eq
comp(ωφ

st)
(π1 != π2) if τ (ωφ

st) = τnecomp(ω
φ
st)

(π1 > π2) if τ (ωφ
st) = τ

gt
comp(ωφ

st)
(π1 >= π2) if τ (ωφ

st) = τ
ge
comp(ωφ

st)
(π1 < π2) if τ (ωφ

st) = τ ltcomp(ω
φ
st)

(π1 <= π2) if τ (ωφ
st) = τ lecomp(ω

φ
st)

(η1 * η2) if τ (ωφ
st) = τmul

arith(ω
φ
st)

(η1 / η2) if τ (ωφ
st) = τdivarith(ω

φ
st)

(η1 + η2) if τ (ωφ
st) = τaddarith(ω

φ
st)

(η1 - η2) if τ (ωφ
st) = τ subarith(ω

φ
st)

extern if τ (ωφ
st) = τ

expt
arith(ω

φ
st)

(ηi1 % ηi2) if τ (ωφ
st) = τmod

arith(ω
φ
st)

-(η1) if τ (ωφ
st) = τumarith(ω

φ
st)

λb ? π1 : π2 if τ (ωφ
st) = τ selcond(ω

φ
st)

(λ1 & ... & λn) if τ (ωφ
fbd) = τ

and
bool(ω

φ
fbd), α(λ) = αbv

(λ1 | ... | λn) if τ (ωφ
fbd) = τ

or
bool(ω

φ
fbd), α(λ) = αbv

(λ1 ^ λ2) if τ (ωφ
fbd) = τ

xor
bool(ω

φ
fbd)

!(λ1) if τ (ωφ
fbd) = τ

not
bool(ω

φ
fbd), α(λ) = αbv
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FBD-to-SCChart: Appendix

MOVE Selections Functions

1 scchart MOVE_bool {

2 input bool EI

3 output bool EO

4 input bool IN

5 output bool OUT

6

7 region region0 {

8 initial state state1

9 immediate go to state4

10

11 state state3

12 go to state4

13

14 state state4

15 immediate if !EI go to state3

16 immediate do OUT = IN; EO = true go to state6

17

18 state state6

19 do EO = false go to state4

20 }

21 }

Listing K.1: MOVE bool function derived from IEC 61131-3 [GDV14]

1 scchart MOVE_float {

2 input bool EI

3 output bool EO

4 input float IN

5 output float OUT

6

7 region region0 {

8 initial state state1

9 immediate go to state4

10

11 state state3

12 go to state4

13

14 state state4

15 immediate if !EI go to state3

16 immediate do OUT = IN; EO = true go to state6

17

18 state state6
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19 do EO = false go to state4

20 }

21 }

Listing K.2: MOVE float function derived from IEC 61131-3 [GDV14]

1 scchart MOVE_int {

2 input bool EI

3 output bool EO

4 input int IN

5 output int OUT

6

7 region region0 {

8 initial state state1

9 immediate go to state4

10

11 state state3

12 go to state4

13

14 state state4

15 immediate if !EI go to state3

16 immediate do OUT = IN; EO = true go to state6

17

18 state state6

19 do EO = false go to state4

20 }

21 }

Listing K.3: MOVE int function derived from IEC 61131-3 [GDV14]
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Appendix L
Formal Methods-Based
Optimization: Optimization Results

The optimization results include the optimization trace with the following
mapping:

• 0: Msmt

• 1: f3(f1(Msmv))
• 2: f3(f2(f1(Msmv))smt)
• 3: f3(Msmt)

Air Condition Control

1 # no-opt, var -opt [0, 0, 0, 0]

2 RS0(S⇒OR(IN1,IN2,IN3,IN4),R1⇒OR(OR(NOT(IN5),NOT(IN6),NOT(IN7),NOT(IN8))

,NOT(IN9)))

3 OUT1⇒RS0__Q1

4 OUT2⇒NOT(IN9)

5

6 # op-opt, edge -opt [0, 2, 0, 0]

7 RS0(S⇒OR(IN1,IN2,IN3,IN4),R1⇒OR(NOT(IN5),NOT(IN6),NOT(IN7),NOT(IN8),NOT

(IN9)))

8 OUT1⇒RS0__Q1

9 OUT2⇒NOT(IN9)

Antivalence 3x

1 # no-opt [0]

2 OUT1⇒OR(AND(NOT(IN0),NOT(IN1),IN2),AND(NOT(IN0),NOT(IN2),IN1),AND(NOT(

IN1),NOT(IN2),IN0))

3

4 # op-opt, edge -opt, var -opt [1]

5 OUT1⇒SEL(IN0,AND(NOT(IN1),NOT(IN2)),XOR(IN1,IN2))
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Bending Machine Control

1 # no-opt [0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0]

2 TON0(IN⇒IN1,PT⇒PT1s)

3 TON1(IN⇒AND(IN1,TON0__Q),PT⇒PT1s)

4 TON2(IN⇒IN2,PT⇒PT05s)

5 TOF0(IN⇒AND(IN1,TON0__Q),PT⇒PT1s)

6 TON3(IN⇒NOT(IN1),PT⇒PT5s)

7 RS0(S⇒OR(AND(IN1,TON0__Q),TON3__Q),R1⇒AND(TON1__Q,TON2__Q))

8 OUT1⇒AND(AND(IN1,TON0__Q),NOT(AND(TON1__Q,TON2__Q)),NOT(AND(AND(NOT(

TON2__Q),TOF0__Q),IN3)))

9 OUT2⇒AND(NOT(AND(AND(NOT(TON2__Q),TOF0__Q),IN3)),AND(NOT(TON2__Q),

TOF0__Q))

10 OUT3⇒RS0__Q1

11

12 # op-opt, edge -opt [0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 3, 2, 0]

13 TON0(IN⇒IN1,PT⇒PT1s)

14 TON1(IN⇒AND(IN1,TON0__Q),PT⇒PT1s)

15 TON2(IN⇒IN2,PT⇒PT05s)

16 TOF0(IN⇒AND(IN1,TON0__Q),PT⇒PT1s)

17 TON3(IN⇒NOT(IN1),PT⇒PT5s)

18 RS0(S⇒OR(AND(IN1,TON0__Q),TON3__Q),R1⇒AND(TON1__Q,TON2__Q))

19 OUT1⇒AND(IN1,TON0__Q,NOT(AND(TON1__Q,TON2__Q)),NOT(AND(NOT(TON2__Q),

TOF0__Q,IN3)))

20 OUT2⇒AND(NOT(IN3),NOT(TON2__Q),TOF0__Q)

21 OUT3⇒RS0__Q1

22

23 # var -opt [0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0]

24 TON0(IN⇒IN1,PT⇒PT1s)

25 TON1(IN⇒AND(IN1,TON0__Q),PT⇒PT1s)

26 TON2(IN⇒IN2,PT⇒PT05s)

27 TOF0(IN⇒AND(IN1,TON0__Q),PT⇒PT1s)

28 TON3(IN⇒NOT(IN1),PT⇒PT5s)

29 RS0(S⇒OR(AND(IN1,TON0__Q),TON3__Q),R1⇒AND(TON1__Q,TON2__Q))

30 OUT1⇒AND(AND(IN1,TON0__Q),NOT(AND(TON1__Q,TON2__Q)),NOT(AND(AND(NOT(

TON2__Q),TOF0__Q),IN3)))

31 OUT2⇒AND(AND(NOT(IN3),NOT(TON2__Q)),TOF0__Q)

32 OUT3⇒RS0__Q1

Cylinder Control System

1 # no-opt, var -opt [0, 0, 0, 0, 0, 0]

2 OUTBp⇒AND(INa1,AND(OR(ME1,AND(INa0,INS)),NOT(INb1)))

3 OUTAp⇒AND(OR(ME1,AND(INa0,INS)),NOT(INb1))

4 OUTAm⇒AND(NOT(AND(OR(ME1,AND(INa0,INS)),NOT(INb1))),INc0,NOT(AND(OR(ME2

,INb1),NOT(INc1))))

5 OUTCp⇒AND(AND(OR(ME2,INb1),NOT(INc1)),INb0)

6 ME2⇒AND(OR(ME2,INb1),NOT(INc1))

7 ME1⇒AND(OR(ME1,AND(INa0,INS)),NOT(INb1))

8

9 # op-opt

10 [2, 0, 2, 2, 0, 0]

11 OUTBp⇒AND(INa1,NOT(INb1),SEL(INa0,OR(INS,ME1),ME1))

12 OUTAp⇒AND(OR(ME1,AND(INa0,INS)),NOT(INb1))

13 OUTAm⇒AND(INc0,SEL(AND(INa0,INS),AND(INb1,INc1),SEL(INb1,INc1,AND(NOT(

ME1),OR(INc1,NOT(ME2))))))

14 OUTCp⇒AND(NOT(INc1),INb0,OR(INb1,ME2))

15 ME2⇒AND(OR(ME2,INb1),NOT(INc1))

16 ME1⇒AND(OR(ME1,AND(INa0,INS)),NOT(INb1))

17

18 # edge -opt [3, 0, 0, 2, 0, 0]

19 OUTBp⇒AND(INa1,OR(ME1,AND(INa0,INS)),NOT(INb1))
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20 OUTAp⇒AND(OR(ME1,AND(INa0,INS)),NOT(INb1))

21 OUTAm⇒AND(NOT(AND(OR(ME1,AND(INa0,INS)),NOT(INb1))),INc0,NOT(AND(OR(ME2

,INb1),NOT(INc1))))

22 OUTCp⇒AND(NOT(INc1),INb0,OR(INb1,ME2))

23 ME2⇒AND(OR(ME2,INb1),NOT(INc1))

24 ME1⇒AND(OR(ME1,AND(INa0,INS)),NOT(INb1))

Dice Numbers Indicator

1 # no-opt [0, 0, 0, 0, 0, 0, 0, 0, 0]

2 OUTa⇒OR(AND(IN3,NOT(IN4),NOT(IN2)),AND(IN2,NOT(IN4),NOT(IN1)),AND(IN4,

NOT(IN2),NOT(IN3)))

3 OUTb⇒OR(AND(IN2,IN3,NOT(IN4)),AND(IN4,NOT(IN2),NOT(IN3)))

4 OUTc⇒OR(AND(IN3,NOT(IN4)),AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,NOT(

IN4)))

5 OUTd⇒OR(AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,IN3,NOT(IN4)))

6 OUTe⇒OR(AND(IN1,NOT(IN4)),AND(IN1,NOT(IN3),NOT(IN2)))

7 OUTf⇒OR(AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,IN3,NOT(IN4)))

8 OUTh⇒OR(AND(IN2,IN3,NOT(IN4)),AND(IN4,NOT(IN2),NOT(IN3)))

9 OUTg⇒OR(AND(IN3,NOT(IN4)),AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,NOT(

IN4)))

10 OUTi⇒OR(AND(IN3,NOT(IN4),NOT(IN2)),AND(IN2,NOT(IN4),NOT(IN1),NOT(IN3)),

AND(IN4,NOT(IN2),NOT(IN3)))

11

12 # op-opt [1, 1, 1, 0, 0, 0, 1, 1, 1]

13 OUTa⇒SEL(IN1,AND(NOT(IN2),XOR(IN3,IN4)),XOR(OR(IN2,IN3),IN4))

14 OUTb⇒SEL(IN2,AND(IN3,NOT(IN4)),AND(NOT(IN3),IN4))

15 OUTc⇒SEL(IN1,XOR(OR(IN2,IN3),IN4),SEL(IN2,AND(IN3,NOT(IN4)),XOR(IN3,IN4

)))

16 OUTd⇒OR(AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,IN3,NOT(IN4)))

17 OUTe⇒OR(AND(IN1,NOT(IN4)),AND(IN1,NOT(IN3),NOT(IN2)))

18 OUTf⇒OR(AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,IN3,NOT(IN4)))

19 OUTh⇒SEL(IN2,AND(IN3,NOT(IN4)),AND(NOT(IN3),IN4))

20 OUTg⇒SEL(IN1,XOR(OR(IN2,IN3),IN4),SEL(IN2,AND(IN3,NOT(IN4)),XOR(IN3,IN4

)))

21 OUTi⇒SEL(IN1,AND(NOT(IN2),XOR(IN3,IN4)),SEL(IN2,AND(NOT(IN3),NOT(IN4)),

XOR(IN3,IN4)))

22

23 # edge -opt, var -opt [1, 1, 0, 0, 0, 0, 1, 0, 1]

24 OUTa⇒SEL(IN1,AND(NOT(IN2),XOR(IN3,IN4)),XOR(OR(IN2,IN3),IN4))

25 OUTb⇒SEL(IN2,AND(IN3,NOT(IN4)),AND(NOT(IN3),IN4))

26 OUTc⇒OR(AND(IN3,NOT(IN4)),AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,NOT(

IN4)))

27 OUTd⇒OR(AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,IN3,NOT(IN4)))

28 OUTe⇒OR(AND(IN1,NOT(IN4)),AND(IN1,NOT(IN3),NOT(IN2)))

29 OUTf⇒OR(AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,IN3,NOT(IN4)))

30 OUTh⇒SEL(IN2,AND(IN3,NOT(IN4)),AND(NOT(IN3),IN4))

31 OUTg⇒OR(AND(IN3,NOT(IN4)),AND(IN4,NOT(IN2),NOT(IN3)),AND(IN1,IN2,NOT(

IN4)))

32 OUTi⇒SEL(IN1,AND(NOT(IN2),XOR(IN3,IN4)),SEL(IN2,AND(NOT(IN3),NOT(IN4)),

XOR(IN3,IN4)))

KV Diagram optimized Chart

1 # no-opt [0, 0]

2 OUT1⇒OR(AND(NOT(INa),INb),AND(INa,NOT(INb),INc))

3 OUT2⇒AND(OR(AND(EQ(INa,INb),INc),AND(NOT(INa),NOT(INc),INb)),NOT(INd))

4

5 # op-opt, edge -opt, var -opt [1, 1]

6 OUT1⇒SEL(INa,AND(NOT(INb),INc),INb)

7 OUT2⇒AND(NOT(INd),SEL(INa,AND(INb,INc),XOR(INb,INc)))
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Pollutant Indicator

1 # no-opt [0, 0, 0]

2 OUT1⇒OR(AND(NOT(IN3),NOT(IN2),IN1),AND(NOT(IN3),IN2,NOT(IN1)),AND(IN3,

NOT(IN2),NOT(IN1)))

3 OUT2⇒OR(AND(NOT(IN3),IN2,IN1),AND(IN3,NOT(IN2),IN1),AND(IN3,IN2,NOT(IN1

)))

4 OUT3⇒AND(IN1,IN2,IN3)

5

6 # op-opt, edge -opt, var -opt [1, 1, 0]

7 OUT1⇒SEL(IN1,AND(NOT(IN2),NOT(IN3)),XOR(IN2,IN3))

8 OUT2⇒SEL(IN1,XOR(IN2,IN3),AND(IN2,IN3))

9 OUT3⇒AND(IN1,IN2,IN3)

Reservoirs Control System 1

1 # no-opt [0, 0, 0, 0]

2 OUTP1⇒OR(AND(NOT(IN4),NOT(IN3)),AND(NOT(IN4),NOT(IN2),IN1))

3 OUTP2⇒OR(OR(AND(NOT(IN4),NOT(IN3)),AND(NOT(IN4),NOT(IN2),IN1)),AND(NOT(

IN3),IN2,NOT(IN1)))

4 OUTP3⇒OR(AND(NOT(IN4),NOT(IN3),NOT(IN2)),AND(IN4,NOT(IN3),IN2),AND(NOT(

IN3),IN2,NOT(IN1)),AND(NOT(IN4),IN3,IN2,IN2))

5 OUTH⇒OR(AND(IN3,NOT(IN1)),AND(IN4,NOT(IN2)))

6

7 # op-opt [0, 1, 0, 0]

8 OUTP1⇒OR(AND(NOT(IN4),NOT(IN3)),AND(NOT(IN4),NOT(IN2),IN1))

9 OUTP2⇒SEL(IN1,AND(NOT(IN4),OR(NOT(IN2),NOT(IN3))),AND(NOT(IN3),OR(IN2,

NOT(IN4))))

10 OUTP3⇒OR(AND(NOT(IN4),NOT(IN3),NOT(IN2)),AND(IN4,NOT(IN3),IN2),AND(NOT(

IN3),IN2,NOT(IN1)),AND(NOT(IN4),IN3,IN2,IN2))

11 OUTH⇒OR(AND(IN3,NOT(IN1)),AND(IN4,NOT(IN2)))

12

13 # edge -opt, var -opt [0, 1, 1, 0]

14 OUTP1⇒OR(AND(NOT(IN4),NOT(IN3)),AND(NOT(IN4),NOT(IN2),IN1))

15 OUTP2⇒SEL(IN1,AND(NOT(IN4),OR(NOT(IN2),NOT(IN3))),AND(NOT(IN3),OR(IN2,

NOT(IN4))))

16 OUTP3⇒SEL(IN1,SEL(IN2,XOR(IN3,IN4),AND(NOT(IN3),NOT(IN4))),SEL(IN2,OR(

NOT(IN3),NOT(IN4)),AND(NOT(IN3),NOT(IN4))))

17 OUTH⇒OR(AND(IN3,NOT(IN1)),AND(IN4,NOT(IN2)))

Reservoirs Control System 2

1 # no-opt [0, 0, 0, 0]

2 OUTP3⇒OR(AND(NOT(IN4),NOT(IN3)),AND(NOT(IN4),NOT(IN2),IN1))

3 OUTP2⇒OR(OR(AND(NOT(IN4),NOT(IN3)),AND(NOT(IN4),NOT(IN2),IN1)),AND(NOT(

IN3),IN2,NOT(IN1)))

4 OUTP1⇒OR(AND(NOT(IN4),NOT(IN3),NOT(IN2)),AND(IN4,NOT(IN3),IN2,IN1),AND(

NOT(IN3),IN2,NOT(IN1)),AND(NOT(IN4),IN3,IN2,IN1))

5 OUTQ⇒OR(AND(IN3,NOT(IN1)),AND(IN4,NOT(IN2)))

6

7 # op-opt, edge -opt, var -opt [0, 1, 1, 0]

8 OUTP3⇒OR(AND(NOT(IN4),NOT(IN3)),AND(NOT(IN4),NOT(IN2),IN1))

9 OUTP2⇒SEL(IN1,AND(NOT(IN4),OR(NOT(IN2),NOT(IN3))),AND(NOT(IN3),OR(IN2,

NOT(IN4))))

10 OUTP1⇒SEL(IN1,SEL(IN2,XOR(IN3,IN4),AND(NOT(IN3),NOT(IN4))),AND(NOT(IN3)

,OR(IN2,NOT(IN4))))

11 OUTQ⇒OR(AND(IN3,NOT(IN1)),AND(IN4,NOT(IN2)))
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Roll Down Shutters

1 # no-opt [0, 0]

2 OUT1⇒AND(OR(AND(TIME4,IN6),AND(NOT(IN6),IN2)),IN4)

3 OUT2⇒AND(EQ(AND(OR(AND(TIME4,IN6),AND(NOT(IN6),IN2)),IN4),AND(IN5,OR(

AND(IN6,IN1,NOT(TIME14)),AND(IN3,NOT(IN6))))),AND(IN5,OR(AND(IN6,IN1

,NOT(TIME14)),AND(IN3,NOT(IN6)))))

4

5 # op-opt, edge -opt, var -opt [0, 2]

6 OUT1⇒AND(OR(AND(TIME4,IN6),AND(NOT(IN6),IN2)),IN4)

7 OUT2⇒AND(IN4,IN5,SEL(IN1,SEL(AND(IN2,IN3),OR(NOT(IN6),AND(NOT(TIME14),

TIME4)),AND(IN6,NOT(TIME14),TIME4)),AND(IN2,IN3,NOT(IN6))))

Cable winch

1 # no-opt [0, 0, 0, 0]

2 OUT1⇒AND(OR(ME1,INS1,NOT(INB2)),NOT(OR(NOT(INB1),NOT(INS1),ME2)))

3 OUT2⇒AND(OR(ME2,NOT(INB1)),NOT(OR(NOT(INB2),NOT(INS1),ME1)))

4 ME1⇒AND(OR(ME1,INS1,NOT(INB2)),NOT(OR(NOT(INB1),NOT(INS1),ME2)))

5 ME2⇒AND(OR(ME2,NOT(INB1)),NOT(OR(NOT(INB2),NOT(INS1),ME1)))

6

7 # op-opt, edge -opt [2, 2, 2, 2]

8 OUT1⇒AND(INS1,INB1,NOT(ME2))

9 OUT2⇒AND(INS1,INB2,NOT(ME1),OR(ME2,NOT(INB1)))

10 ME1⇒AND(INS1,INB1,NOT(ME2))

11 ME2⇒AND(INS1,INB2,NOT(ME1),OR(ME2,NOT(INB1)))

12

13 # var -opt [1, 0, 1, 0]

14 OUT1⇒AND(AND(INS1,INB1),NOT(ME2))

15 OUT2⇒AND(OR(ME2,NOT(INB1)),NOT(OR(NOT(INB2),NOT(INS1),ME1)))

16 ME1⇒AND(AND(INS1,INB1),NOT(ME2))

17 ME2⇒AND(OR(ME2,NOT(INB1)),NOT(OR(NOT(INB2),NOT(INS1),ME1)))

Seven Segment Display

1 # no-opt [0, 0, 0, 0, 0, 0, 0]

2 OUTa⇒OR(AND(NOT(IN3),IN1),AND(IN2,IN1),AND(NOT(IN2),NOT(IN1),IN3),AND(

NOT(IN3),NOT(IN2),NOT(IN0)),AND(NOT(IN3),IN1,IN0))

3 OUTb⇒OR(AND(NOT(IN3),NOT(IN2)),AND(NOT(IN2),NOT(IN1)),AND(NOT(IN3),IN1,

IN0),AND(IN3,NOT(IN1),IN0),AND(NOT(IN3),NOT(IN1),NOT(IN0)))

4 OUTc⇒OR(AND(NOT(IN3),NOT(IN1)),AND(NOT(IN3),IN0),AND(NOT(IN2),IN3),AND(

NOT(IN3),IN2),AND(NOT(IN1),IN0))

5 OUTd⇒OR(AND(NOT(IN2),IN1),AND(NOT(IN2),NOT(IN0)),AND(IN1,NOT(IN0)),AND(

IN3,NOT(IN1),IN2),AND(IN2,NOT(IN1),IN0))

6 OUTe⇒OR(AND(NOT(IN2),NOT(IN0)),AND(IN3,IN1),AND(IN3,IN2),AND(IN2,NOT(

IN0),IN1))

7 OUTf⇒OR(AND(IN3,IN2,IN1),AND(NOT(IN3),IN2,NOT(IN1)),AND(NOT(IN3),IN2,

NOT(IN0)),AND(IN3,NOT(IN2),IN0),AND(NOT(IN2),NOT(IN1),NOT(IN0)))

8 OUTg⇒OR(IN3,AND(NOT(IN0),IN2),AND(NOT(IN2),IN0),AND(NOT(IN1),IN2))

9

10 # op-opt, edge -opt [1, 1, 2, 2, 2, 1, 2]

11 OUTa⇒SEL(IN0,SEL(IN1,OR(IN2,NOT(IN3)),AND(NOT(IN2),IN3)),SEL(IN1,OR(IN2

,NOT(IN3)),NOT(IN2)))

12 OUTb⇒SEL(IN0,SEL(IN1,NOT(IN3),OR(NOT(IN2),IN3)),SEL(IN1,AND(NOT(IN2),

NOT(IN3)),OR(NOT(IN2),NOT(IN3))))

13 OUTc⇒SEL(IN0,OR(NOT(IN3),NOT(IN2),NOT(IN1)),SEL(IN1,XOR(IN3,IN2),OR(NOT

(IN2),NOT(IN3))))

14 OUTd⇒SEL(IN0,XOR(IN2,IN1),OR(IN1,IN3,NOT(IN2)))

15 OUTe⇒SEL(IN0,AND(IN3,OR(IN1,IN2)),OR(IN1,IN3,NOT(IN2)))
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16 OUTf⇒SEL(IN0,SEL(IN1,IN3,XOR(IN2,IN3)),SEL(IN1,IN2,OR(NOT(IN2),NOT(IN3)

)))

17 OUTg⇒SEL(IN0,OR(IN3,NOT(IN2),NOT(IN1)),OR(IN2,IN3))

18

19 # var -opt [1, 1, 1, 1, 1, 1, 1]

20 OUTa⇒SEL(IN0,SEL(IN1,OR(IN2,NOT(IN3)),AND(NOT(IN2),IN3)),SEL(IN1,OR(IN2

,NOT(IN3)),NOT(IN2)))

21 OUTb⇒SEL(IN0,SEL(IN1,NOT(IN3),OR(NOT(IN2),IN3)),SEL(IN1,AND(NOT(IN2),

NOT(IN3)),OR(NOT(IN2),NOT(IN3))))

22 OUTc⇒SEL(IN0,OR(NOT(IN1),OR(NOT(IN2),NOT(IN3))),SEL(IN1,XOR(IN2,IN3),OR

(NOT(IN2),NOT(IN3))))

23 OUTd⇒SEL(IN0,XOR(IN1,IN2),OR(IN1,OR(NOT(IN2),IN3)))

24 OUTe⇒SEL(IN0,AND(IN3,OR(IN1,IN2)),OR(IN1,OR(NOT(IN2),IN3)))

25 OUTf⇒SEL(IN0,SEL(IN1,IN3,XOR(IN2,IN3)),SEL(IN1,IN2,OR(NOT(IN2),NOT(IN3)

)))

26 OUTg⇒SEL(IN0,OR(NOT(IN1),OR(NOT(IN2),IN3)),OR(IN2,IN3))

Shop Window Lighting

1 # no-opt [0, 0, 0, 0, 0, 0, 0, 0]

2 TOF0(IN⇒IN3,PT⇒PT1m)

3 TOF1(IN⇒IN4,PT⇒PT1m)

4 OUT1⇒AND(OR(TIME3,TOF0__Q),IN2)

5 OUT2⇒AND(IN2,OR(AND(AND(OR(TIME3,TOF0__Q),IN2),IN1),TOF0__Q))

6 OUT3⇒AND(IN2,OR(AND(IN1,NOT(AND(OR(TIME3,TOF0__Q),IN2))),TOF0__Q))

7 OUT4⇒AND(IN2,OR(TOF0__Q,TOF1__Q))

8

9 # op-opt, edge -opt, var -opt [0, 0, 0, 0, 0, 1, 1, 0]

10 TOF0(IN⇒IN3,PT⇒PT1m)

11 TOF1(IN⇒IN4,PT⇒PT1m)

12 OUT1⇒AND(OR(TIME3,TOF0__Q),IN2)

13 OUT2⇒AND(IN2,SEL(IN1,OR(TIME3,TOF0__Q),TOF0__Q))

14 OUT3⇒AND(IN2,SEL(IN1,OR(NOT(TIME3),TOF0__Q),TOF0__Q))

15 OUT4⇒AND(IN2,OR(TOF0__Q,TOF1__Q))

Silo Valve Control System

1 # no-opt [0]

2 OUT1⇒OR(AND(NOT(IN3),NOT(IN2),IN1),AND(NOT(IN3),IN2,NOT(IN1)),AND(IN3,

NOT(IN2),NOT(IN1)),AND(IN3,IN2,IN1))

3

4 # op-opt, edge -opt, var -opt [2]

5 OUT1⇒SEL(IN1,EQ(IN2,IN3),XOR(IN3,IN2))

Smoke Detection System

1 # no-opt [0, 0, 0]

2 OUT1⇒OR(NOT(IN1),NOT(IN2),NOT(IN3),NOT(IN4))

3 OUT2⇒OR(OR(AND(NOT(IN1),NOT(IN2)),AND(NOT(IN1),NOT(IN3))),AND(NOT(IN1),

NOT(IN4),AND(NOT(IN3),NOT(IN2)),AND(NOT(IN2),NOT(IN4)),AND(NOT(IN3),

NOT(IN4))))

4 OUT3⇒AND(NOT(IN1),NOT(IN2),NOT(IN3),NOT(IN4))

5

6 # op-opt, edge -opt, var -opt [0, 1, 0]

7 OUT1⇒OR(NOT(IN1),NOT(IN2),NOT(IN3),NOT(IN4))

8 OUT2⇒AND(NOT(IN1),OR(NOT(IN2),NOT(IN3)))

9 OUT3⇒AND(NOT(IN1),NOT(IN2),NOT(IN3),NOT(IN4))
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Sports Hall Lighting

1 # no-opt, var -opt [0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0]

2 RS0(S⇒IN1,R1⇒TIME4)

3 RS1(S⇒IN1,R1⇒TIME9)

4 RS2(S⇒IN2,R1⇒TIME14)

5 TON0(IN⇒TIME18,PT⇒PT1m)

6 OUT1⇒OR(AND(RS0__Q1,NOT(IN4)),IN3)

7 OUT2⇒OR(AND(RS1__Q1,NOT(IN4)),IN3)

8 OUT3⇒OR(AND(RS2__Q1,NOT(IN4)),IN3)

9 OUT4⇒AND(EQ(TIME18,TON0__Q),OR(AND(RS0__Q1,NOT(IN4)),IN3),OR(AND(

RS1__Q1,NOT(IN4)),IN3))

10

11 # op-opt, edge -opt [0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 2]

12 RS0(S⇒IN1,R1⇒TIME4)

13 RS1(S⇒IN1,R1⇒TIME9)

14 RS2(S⇒IN2,R1⇒TIME14)

15 TON0(IN⇒TIME18,PT⇒PT1m)

16 OUT1⇒OR(AND(RS0__Q1,NOT(IN4)),IN3)

17 OUT2⇒OR(AND(RS1__Q1,NOT(IN4)),IN3)

18 OUT3⇒OR(AND(RS2__Q1,NOT(IN4)),IN3)

19 OUT4⇒SEL(IN3,EQ(TIME18,TON0__Q),AND(NOT(IN4),RS0__Q1,RS1__Q1,EQ(TIME18,

TON0__Q)))

Thermometer Code System

1 # no-opt [0, 0, 0]

2 OUT1⇒OR(IN1,IN2,IN3)

3 OUT2⇒OR(AND(IN1,IN2,NOT(IN3)),AND(IN1,NOT(IN2),IN3),AND(NOT(IN1),IN2,

IN3),AND(IN1,IN2,IN3))

4 OUT3⇒AND(IN1,IN2,IN3)

5

6 # op-opt, edge -opt, var -opt [0, 1, 0]

7 OUT1⇒OR(IN1,IN2,IN3)

8 OUT2⇒SEL(IN1,OR(IN2,IN3),AND(IN2,IN3))

9 OUT3⇒AND(IN1,IN2,IN3)

Toggle Switch 4x

1 # no-opt [0]

2 OUT1⇒OR(OR(AND(IN1,NOT(IN2),NOT(IN3),NOT(IN4)),AND(NOT(IN1),IN2,NOT(IN3

),NOT(IN4)),AND(NOT(IN1),NOT(IN2),IN3,NOT(IN4)),AND(IN1,IN2,IN3,NOT(

IN4))),OR(AND(NOT(IN1),NOT(IN2),NOT(IN3),IN4),AND(IN1,IN2,NOT(IN3),

IN4),AND(IN1,NOT(IN2),IN3,IN4),AND(NOT(IN1),IN2,IN3,IN4)))

3

4 # op-opt, edge -opt, var -opt [2]

5 OUT1⇒SEL(OR(AND(IN1,IN2),AND(NOT(IN1),NOT(IN2))),XOR(IN4,IN3),EQ(IN3,

IN4))

Ventilation Control System

1 # no-opt [0, 0, 0]

2 OUT1⇒AND(NOT(IN1),IN2,IN3,IN4)

3 OUT2⇒OR(AND(IN2,NOT(IN4),NOT(IN1)),AND(IN4,NOT(IN3),NOT(IN1)),AND(NOT(

IN3),IN2,NOT(IN4)),AND(NOT(IN1),IN3,NOT(IN2)),AND(NOT(IN4),IN1,NOT(

IN2)),AND(NOT(IN3),IN1,NOT(IN2)))
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4 OUT3⇒OR(AND(IN1,IN3,IN4),AND(IN1,IN2,IN3),AND(IN1,IN2,IN4))

5

6 # op-opt [0, 1, 0]

7 OUT1⇒AND(NOT(IN1),IN2,IN3,IN4)

8 OUT2⇒SEL(IN1,SEL(IN2,AND(NOT(IN3),NOT(IN4)),OR(NOT(IN3),NOT(IN4))),SEL(

IN2,OR(NOT(IN3),NOT(IN4)),OR(IN3,IN4)))

9 OUT3⇒OR(AND(IN1,IN3,IN4),AND(IN1,IN2,IN3),AND(IN1,IN2,IN4))

10

11 # edge -opt, var -opt [0, 1, 1]

12 OUT1⇒AND(NOT(IN1),IN2,IN3,IN4)

13 OUT2⇒SEL(IN1,SEL(IN2,AND(NOT(IN3),NOT(IN4)),OR(NOT(IN3),NOT(IN4))),SEL(

IN2,OR(NOT(IN3),NOT(IN4)),OR(IN3,IN4)))

14 OUT3⇒AND(IN1,SEL(IN2,OR(IN3,IN4),AND(IN3,IN4)))

Wind Direction Indicator

1 # no-opt [0, 0, 0, 0]

2 OUT1⇒OR(AND(IN1,NOT(IN2),NOT(IN3)),AND(NOT(IN1),NOT(IN2),NOT(IN3)),AND(

NOT(IN1),NOT(IN2),IN3))

3 OUT2⇒OR(AND(NOT(IN1),NOT(IN2),IN3),AND(IN1,NOT(IN2),IN3),AND(IN1,IN2,

IN3))

4 OUT3⇒OR(AND(IN1,IN2,IN3),AND(NOT(IN1),IN2,IN3),AND(NOT(IN1),IN2,NOT(IN3

)))

5 OUT4⇒OR(AND(NOT(IN1),IN2,NOT(IN3)),AND(IN1,IN2,NOT(IN3)),AND(IN1,NOT(

IN2),NOT(IN3)))

6

7 # op-opt, edge -opt, var -opt [1, 1, 1, 1]

8 OUT1⇒AND(NOT(IN2),OR(NOT(IN1),NOT(IN3)))

9 OUT2⇒AND(IN3,OR(IN1,NOT(IN2)))

10 OUT3⇒AND(IN2,OR(NOT(IN1),IN3))

11 OUT4⇒AND(NOT(IN3),OR(IN1,IN2))
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Quartz-to-SCChart: Appendix

M.0.1. Data Types and Fields

Algorithm 41 Translate data type and field – Quartz-to-SCChart

Input: α[+](ωqrz)
Output: α[+](ωscc′)
Translation Function tαqrz↦scc(α[+](ωqrz)):

α[+](ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

bool if α[+](ωqrz) = αbool
bv (ωqrz)

extern if α[+](ωqrz) = αbyte
bv (ωqrz)

extern if α[+](ωqrz) = αword
bv (ωqrz)

int if α[+](ωqrz) = int{32768}
int if α[+](ωqrz) = int{2147483648}
int if α[+](ωqrz) = nat{65536}
extern if α[+](ωqrz) = nat{4294967296}
float if α[+](ωqrz) ∈ Ar(ωqrz)
int if α[+](ωqrz) ∈ Adur(ωqrz)
[n(α[+](ωqrz))+1]
tαqrz↦scc(α[+](ωqrz))

if α[+](ωqrz) ∈ A+(ωqrz)
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M.0.2. Expressions

Algorithm 42 Translate expression – Quartz-to-SCChart

Input: τ (ωqrz)
Output: τ (ωscc′)
Translation Function tτqrz↦scc(τ (ωqrz)):

τ (ωscc′) ←

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

value(τ (ωqrz)) if emit()

value(τ (ωqrz)) if τ (ωqrz) = τ cstmisc(ωqrz)
id(τ (ωqrz)) if τ (ωqrz) = τ idmisc(ωqrz)
tτqrz↦scc(τ (ωqrz)) if τ (ωqrz) = τπ,η,λmisc (ωqrz)
(tτqrz↦scc(τ (ωqrz))) if τ (ωqrz) = τ brmisc(ωqrz)
true if τ (ωqrz) = τ truemisc(ωqrz)
false if τ (ωqrz) = τ falsemisc (ωqrz)
x[n] if τ (ωqrz) = τarrmisc(ωqrz)
extern if τ (ωqrz) = τ invmisc(ωqrz)
(π1 == π2) if τ (ωqrz) = τ eqcomp(ωqrz)
(π1 != π2) if τ (ωqrz) = τnecomp(ωqrz)
(π1 > π2) if τ (ωqrz) = τ gtcomp(ωqrz)
(π1 >= π2) if τ (ωqrz) = τ gecomp(ωqrz)
(π1 < π2) if τ (ωqrz) = τ ltcomp(ωqrz)
(π1 <= π2) if τ (ωqrz) = τ lecomp(ωqrz)
(η1 * η2) if τ (ωqrz) = τmul

arith(ωqrz)
(η1 / η2) if τ (ωqrz) = τdivarith(ωqrz)
(η1 + η2) if τ (ωqrz) = τaddarith(ωqrz)
(η1 - η2) if τ (ωqrz) = τ subarith(ωqrz)
extern if τ (ωqrz) = τ exptarith(ωqrz)
(ηi1 % ηi2) if τ (ωqrz) = τmod

arith(ωqrz)
-(η1) if τ (ωqrz) = τumarith(ωqrz)
λb ? π1 : π2 if τ (ωqrz) = τ selcond(ωqrz)
(λ1 & ... & λn) if τ (ωφ

fbd) = τ
and
bool(ω

φ
fbd)

(λ1 | ... | λn) if τ (ωφ
fbd) = τ

or
bool(ω

φ
fbd)

(λ1 ^ λ2) if τ (ωφ
fbd) = τ

xor
bool(ω

φ
fbd)

!(λ1) if τ (ωφ
fbd) = τ

not
bool(ω

φ
fbd), α(λ) = αbv
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